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Abstract—Software development involves the creation and use of many related models yet there are few tools that address the issue of how to work with and manage such collections of models, or “multimodels.” We propose a formal multimodeling framework that allows specialized model relationship types to be defined on existing types of models and provides a new type of model with a formal semantics called a macromodel. Macromodels can be used to enhance multimodel development, comprehension, consistency management and evolution. A preliminary evaluation of the framework is done using a detailed example from the telecommunications domain.
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I. MOTIVATION

Existing approaches to working with multiple interrelated models (or multimodeling) tend to focus on how the contents of specific model instances are related (e.g. [7, 9]), rather than on the relationship types themselves. Those approaches that do provide abstractions for expressing relationship types typically concentrate on a limited set of relationships required to support model transformation (e.g. [2, 4]) and/or traceability (e.g. [1]). In contrast, we argue that a rich, extensible set of relationship types for relating models is needed, to capture the intended meaning of the models and the various ways that models in a multimodel constrain one another.

UML suffers from a similar limitation. The UML metamodel defines a number of diagram types as projections of a single UML model. However, developers rarely manipulate the underlying UML model directly - they work with the diagrams, and the intended purpose of each new diagram is only partially captured in the UML metamodel. For example, a developer might create an object diagram showing instantiations of a subset of the classes, chosen to be relevant to a particular use case scenario. The relationships of these objects to the classes in the model is captured in the metamodel, but the relationship between this particular object diagram and the set of behaviour models (e.g. sequence diagrams) that capture the scenario is left implicit.

The key point is that each model in a multimodel is created for a specific purpose, for example to capture important concepts, or to elaborate and constrain other models. Each model therefore has an intended purpose and a set of intended relationships with other models. Such relationships might include submodels, refinements, aspects, refactorings, transformations, instantiations, and so on.

In this paper we describe a framework for systematically extending a modeling paradigm to formally define model relationship types between model types and we introduce a new type of model, called a macromodel, for managing multimodels at a high level of abstraction expressed only in terms of models and their intended relationships.

The framework provides a number of benefits:

1. Understandability. Making the underlying relational structure of a set of models explicit helps comprehension.
2. Specifying constraints on models, even for models yet to be created. When constituent models change, they are still expected to maintain the relationships expressed in the macromodel, because the macromodel captures the intentions of the modelers on how the set of models should be structured.
3. Consistency checking. The macromodel can be used to assess an evolving set of models for conformance with modeler intentions even when mappings between models are incomplete.
4. Multimodel evolution. As the macromodel itself evolves, it can be taken as a specification for change in the multimodel – either involving the removal of some models, changes in model relationships, or additions of new models.

The structure of this paper is as follows. In Section II we describe the formal approach to defining relationship types, macromodels and multimodels. Section III provides a preliminary evaluation of the framework. Section IV outlines related work and Section V discusses conclusions and tool development.

II. FRAMEWORK DESCRIPTION

The application of the framework to a development paradigm involves the following steps:

1. Define the relationship types that are required for relating model types.
2. Using the relationship and model types, define the metamodel for multimodels in this paradigm. This also defines the metamodel for the macromodels that will be used.

3. For a given development project within the paradigm, define an initial macromodel (according to the metamodel) expressing the models and their relationships. As the project continues, both the macromodel and the constituent models continue to evolve. During the project, the macromodel is used as a tool for supporting the comprehension of the project multimodel, specifying extensions and checking degree of conformance.

We describe the formal basis for each of these steps below.

A. Model relationship types

The problem of how to express relationships between models has been studied in a number of different contexts [9, 10, 3]. At the syntactic level, this relationship can be expressed by embedding the models within a larger relator model that contains the mapping showing how the elements of the models are related. For example, Fig. 1 shows the (simplified) metamodels defining the objectsOf relationship between a sequence diagram and an object diagram. The objectsOf relationship holds when the object diagram contains the links over which the messages of the sequence diagram are sent. The well-formedness rules of the objectsOf metamodel (i.e. the axioms) define the consistency constraints that must hold between the related models. For example, it includes the constraint that when it maps a message to a link, then the start and end objects of the message must be the start and end objects of the link, respectively.

We call the mappings $p_{OD}$ and $p_{SD}$ metamodel morphisms. These are used to relate metamodels in a way that maps the elements and preserves well-formedness rules. We exploit the similarity of metamodels to logical theories and employ elements of Institution theory [5] in order to formally define these mappings. The key benefit of using metamodel morphisms for relating metamodels is that the approach can be formulated in a way that is independent of the metamodeling language and can also be used to relate metamodels expressed in different metamodeling languages.

![Figure 1. Metamodels mapped to define objectsOf](image)

In addition to “custom defined” relationship types such as objectsOf there are a variety of useful generic parameterized relationship types that can be automatically constructed from the metamodels for the associated model types. We discuss two of these briefly as they are used in Section III.

Given any model type $T$, we can define the relationship type $eq[T]$ where $eq[T](M_1, M_2)$ holds iff there is an isomorphism between $M_1$ and $M_2$, where we interpret corresponding elements as being semantically equal – i.e. they denote the same semantic entities. The second parameterized type we define is $merge[T]$. Given a multimodel $K$ consisting of $T$-models, $merge[T](K, M)$ holds if $M$ is the smallest $T$-model that contains all of the models in $K$ as submodels. Note that a unique merge $M$ may not always exist.

B. Macromodels and multimodels

With the notion of a relationship type in hand, we can now define macromodels and multimodels. A macromodel is a hierarchical model whose elements are used to denote models and model relationships and can express integrity constraints on these. A multimodel is defined as a macromodel with a collection of models/relationships that conform to their types and in addition, conform to the constraints in their macromodel.

Fig. 2 depicts a simple example of this. The upper part is the multimodel metamodel SimpleMulti consists of a metamodel for macromodels (left side) and a set of metamodels for the model and relationship types (right side). The axioms of the macromodel limit the possible well-formed collections of models and relationships that can occur in a multimodel of this type.

The lower part of Fig. 2 depicts a particular multimodel $M$:SimpleMulti that conforms to the metamodel. This consists of a macromodel and a set of models and relationships that conform to it. The asterisk preceding $f_1$:objectsOf, $M_2$:ObjectDiagram and $f_1$:refines indicate that they are “unrealized” models and relationships. This implies that there is no corresponding instance for these in the multimodel and
they are just placeholders. A model or relationship may be unrealized for two main reasons: they may represent models/relationships that are required to be created but do not yet exist or they may be models/relationships that are derived from others and hence need not be materialized. The macromodel in Fig. 2 expresses the constraint that “M4 is a sequence diagram and the object diagram corresponding to sequence diagram M1 is a refinement of object diagram M3.” Translated into first order logic we have the following set of sentences:

\[
\exists f, f1, m2, \text{objectsOf}(f) \land \text{p_ad}(f) = M1 \land \text{p_ad}(f) = m2 \\
\land \text{refines}(f1) \land \text{p_ad}(f1) = m2 \land \text{p_ad}(f1) = M3 \\
\land \text{ObjectDiagram}(m2)
\]

Here, projection functions \( p \) correspond to metamodel morphisms. Also, each connected set of unrealized elements in the macromodel is translated to an existential sentence with the unrealized models and relationships as existentially quantified variables. The full definition of macromodel semantics as a translation into first order logic is omitted here due to lack of space – please see [12] for details.

Expressing macromodel semantics as a set of sentences in first order logic provides a way to check multimodel conformance using standard model checking tools. Furthermore, different degrees of conformance between a multimodel and a macromodel can be assessed by determining the subset of sentences that the multimodel satisfies. This addresses the reality of incremental model development in that it allows for the case in which some or all the models and relationships may be incomplete within a version of the multimodel.

III. PRELIMINARY EVALUATION OF THE FRAMEWORK

We applied the approach to an example design project taken from a standards document for the European Telecommunications Standards Institute (ETSI) [8]. The example consists of 42 diagrams over three UML models and details the development of the Private User Mobility dynamic Registration service (PUMR) – a simple standard for mobile communications.

Fig. 3 shows the multimodel metamodel \( \text{UMLMulti} \) that we constructed and Fig. 4 shows part of the macromodel containing relationships both between the diagrams within each UML model and also between the diagrams across the models. Due to lack of space we do not show the definitions of the relationship types of \( \text{UMLMulti} \) - see [12] for further details.

We found two interesting cases where we needed to express complex relationships using unrealized models. The relationship between sequence diagram 42 and class diagram 41 is expressed using the unrealized object diagram \( *42a \) and this is also used to show that object diagram 43 is a refinement of the objects in diagram 42. Another example is the one between the three sequence diagrams 53, 54, 55 and the object diagram 52. The macromodel shows that 52 is the smallest superset (i.e. the merge) of the object diagrams corresponding to each of these sequence diagrams.

Even without understanding the details of the domain, it should be clear how the expression of the relationships between diagrams help to explicate the underlying structure in this multimodel. We conclude from this example that the approach is adequate for expressing the kinds of relationships needed for the PUMR domain and that creating this macromodel aids the comprehension of the multimodel. Since this example involves an existing completed multimodel, we are not able to assess the hypothesis that the macromodel can be used throughout the development lifecycle to assess conformance and guide development. In order to do this, we are planning to do an in-depth case study over an entire project lifecycle.

IV. RELATED WORK

Existing work on dealing with multiple models has been done in a number of different areas. The ViewPoints framework [9] was an influential early approach to heterogeneous multimodeling. Our approach differs from this work in being more formal and declarative rather than procedural.

More recently, configurable modeling environments have emerged such as the Generic Modeling Environment (GME) [7]. None of these approaches provide general support for expressing model relationships or their types; hence, they have limited support for defining and expressing multimodels. Furthermore, the focus of these approaches is on the detail level (i.e. the content of particular models) rather than at the macroscopic level.

Process modeling approaches like the Software Process Engineering Metamodel (SPEM) [13] bear some similarity to our notion of a multimodel metamodel; however, our main focus is in the use of a macromodel at the instance level to allow fine-grained control over the ways in which particular models are related. Process modeling approaches have no mechanism corresponding to this.

The emerging field of Model Management [3] has close ties to our work but our focus is different in that we are interested in supporting the modeling process whereas the motivation behind model management is primarily model integration.
provide a way to advance the work in this area.

However, this work does not have a clear approach to defining relationships between models and their elements [1]; some aspects of our framework have been incorporated into the Eclipse-based Model Management Tool Framework (MMTF) [11] and we consider this a first phase of tool development. As part of current work, we are exploring the use of model finders such as Alloy [6] and the use of a macromodel as a “constraint problem” in order to do model synthesis. A key benefit of this is to allow model consistency checking to be performed with incomplete mappings by checking whether there exist extensions to the mapping that satisfy the macromodel constraints.

Finally, the work on model traceability also deals with extending a modeling paradigm with a rich set of model relationship types and for using macromodels to manage multimodels at a high level of abstraction. A general, metamodel-language independent approach for defining relationship types was presented that defines a relationship type as a metamodel with special mappings called metamorphisms connecting the metamodels of the model types it relates.

Some aspects of our framework have been incorporated into the Eclipse-based Model Management Tool Framework (MMTF) [11] and we consider this a first phase of tool development. As part of current work, we are exploring the use of model finders such as Alloy [6] and the use of a macromodel as a “constraint problem” in order to do model synthesis. A key benefit of this is to allow model consistency checking to be performed with incomplete mappings by checking whether there exist extensions to the mapping that satisfy the macromodel constraints.

REFERENCES