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Abstract—Applications in wireless digital communication field
are becoming increasingly complex and diverse. Circuits and sys-
tems adopted in this application domain must not only consider
performance and implementation constraints but also the require-
ment of flexibility. The combination of flexibility and the ever
increasing performance requirements demands design approach
that provides better ways of controlling and managing hardware
resources. An application-specific instruction-set processor (ASIP)
design approach is a key trend in designing flexible architectures.
The ASIP concept implies dynamic scheduling of a set of instruc-
tions that generally leads to an overhead related to instruction de-
coding. The no-instruction-set-computer (NISC) concept has been
introduced to reduce this overhead through the adoption of static
scheduling. In this brief, the NISC approach is explored through
a case-study design of universal demapper for multiple wireless
standards. The proposed design has common main architectural
choices as a state-of-the-art ASIP for comparison purpose. The
obtained results illustrate a significant improvement in execution
time and implementation area while using identical computational
resources and supporting same flexibility parameters.

Index Terms—Demapper, flexibility, iterative processing, multi-
standard wireless system, no-instruction-set-computer (NISC).

I. INTRODUCTION

CURRENTLY, flexibility is a major design requirement of
embedded systems and circuits. Hardware architectures

are supposed to accommodate multitude system configurations
as well as their corresponding algorithmic variants. Because of
the rapid evolution of related standards, modern wireless digital
communication systems are highly concerned about the flexi-
bility feature. However, the emergent flexibility need should not
come at the cost of performance and implementation require-
ments. Application-specific processors are increasingly adopted
to implement definite blocks of wireless system since they pro-
vide a good solution in designing flexible architectures that can
fulfill nowadays requirements in terms of low error-rate perfor-
mance and high throughput, and satisfy the tight constraints on
implementation area and power consumption.

The application-specific instruction-set processor (ASIP)
concept offers a tradeoff in terms of the flexibility of general-
purpose processors and the efficiency of application-specific
integrated circuit (ASIC) by customizing the functionality and
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the data path structure through a custom instruction set [1].
This tradeoff can be tuned in a language-based ASIP design
approach, when the degree of flexibility is limited, to reach an
implementation efficiency comparable to parameterized archi-
tectures using classical register-transfer level (RTL) design ap-
proach [2]. However, when hardware is dedicated for a specific
application, processes of specifying and describing instructions
at the designing phase and decoding them at runtime form an
overhead in terms of productivity, execution performance, and
implementation costs. The no-instruction-set-computer (NISC)
concept [3] adopts static scheduling of operations instead of
dynamic scheduling (i.e., decoding instructions at runtime to
determine which operations to execute) to simplify the ASIP
approach. Design productivity is increased by obviating the
task of finding and designing a custom instruction set. The
design quality is better ensured by reducing design complexity
to match exactly the requirements of the desired application.

In a previous work, presented in [4], the NISC concept has
been explored to realize flexible turbo equalizer. The compari-
son with a similar ASIP implementation, which uses identical
computational resources and supports the same flexibility pa-
rameters, illustrates significant improvement in throughput with
reduced implementation costs. However, additional memory
locations are required to implement the control memory with
respect to the ASIP program memory. In fact, this is directly
related to the considered application and devised architecture
choices. the NISC concept is evaluated in this brief through a
different application design and architecture choices. This brief
presents a novel NISC-based universal demapper. The proposed
architecture is thoroughly described. In addition, the design
is compared with a state-of-the-art ASIP-based equivalent im-
plementation in terms of performance, throughput, and area
of implementation. Recent emergent wireless communication
standards, support various modes and configurations related to
the characteristics of the target constellation such as modulation
type and mapping style. Different order constellations have
been employed starting from binary phase-shift keying (BPSK)
up to 256-ary quadrature amplitude modulation (QAM).

Constellations with Gray mapping are adopted to achieve
the lowest possible bit-error probability [5]. Furthermore, the
independence between the in-phase (I) and the quadrature (Q)
components of a symbol in Gray-mapped constellations can
be exploited to reduce the computational complexity without
suffering any performance loss. Accordingly, numerous sim-
plifications have been proposed for specific constellations [6].
These simplifications can not be applied when incorporating
signal space diversity (SSD) with rotated constellation intro-
duced in DVB-T2 standard since the independence between I
and Q components is broken.

On the other hand, an iterative receiver can significantly
improve the performance compared with the noniterative re-
ceiver [7]. In iterative schemes, a priori information, which
is generated by the decoder, is involved in demapping and
imposes additional complexity.
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Fig. 1. Iterative receiver block diagram.

Most demapper implementations reported in the literature are
of limited flexibility. In [8], the proposed soft-decision demap-
per architecture supports only four modulation schemes as spe-
cified in the DVB-S2 standard. Other demapper design has been
presented in [9] for rotated QAM constellations targeting the
DVB-T2 standard. To the best of our knowledge, only one uni-
versal demapper has been introduced in [2]. The demapper ar-
chitecture is ASIP based and covers all flexibility requirements
for recent wireless standards. Such wide flexibility to support
different mapping styles, modulation schemes, SSD with rotated
constellation, iterative and noniterative processing schemes be-
comes crucial in the current trend toward the convergence of
wireless communication services [10] and the requirement of
multistandard terminals. Furthermore, demonstrating the ability
of designing highly flexible, yet efficient, demapping archi-
tectures can trigger the proposal of new modulation schemes
and parameters that better suit the application and environment
conditions. Such new schemes, associated with efficient flexible
implementations, can then constitute potential candidates for
adoption in next-generation communication systems.

II. SYSTEM MODEL AND ALGORITHM

Fig. 1 shows the block diagram of iterative receiver. Depend-
ing on the transmitter configuration and propagation conditions,
the input from the wireless channel can be either directly deliv-
ered to the demapper or passed through a channel equalizer. To
reduce the computational complexity, the demapper works in
logarithmic domain and generates probabilities ṽ on received
sequence in the form of log-likelihood ratios (LLRs), where
v represents the binary mapping of the transmitted sequence.
These LLRs construct, after deinterleaving, the input c̃ to chan-
nel the decoder. Through the feedback loop, the a posteriori
information output from the decoder is interleaved and then fed
back to the demapper and the equalizer. In this brief, the channel
fading has a Rayleigh distribution with additive white Gaussian
noise (AWGN). To compute the LLRs, the following expression
is used [11]:
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where m is the number of bits per symbol, i = 0, 1, . . . ,m− 1,
L(ṽit) is the LLR of the ith bit of transmitted symbol at time
t, X i

0 and X i
1 are the symbol sets of constellation for which

symbols have their ith bit equals b ∈ {0, 1}, ρt is the channel
fading coefficient and σ2 is the AWGN variance, and P (v̂lt) is
the probability of lth bit of symbol x computed through a priori

information. To reduce the complexity, max-log approximation
[12] is applied by using the following formulas:

ln
a

b
= ln(a)− ln(b)
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The expression in (1) becomes

L
(
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where vl is the lth bit of each received modulated symbol.
The simplified expression in (2) exhibits four main computa-

tion steps: 2-D Euclidean distance computation, a priori LLR
summation, minimum operations referred by the min functions,
and subtraction operation of minimum values. In the case of
noniterative demodulation, no a priori information is provided
to the demapper. The expression of LLRs in (2) becomes

L
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Moreover, for Gray-mapped constellations, I andQ components
are independent from each other; hence, the Euclidean distance
is calculated in one dimension. In case where m is even, further
simplification can be applied. LLR computation expression in
(5) can be transformed in this case into the following [6]:
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and X (I)ib and X (Q)jb are the constellation point sets on I-axis
and Q-axis with ith and jth bits of symbol x that have a value
equals to b. Applying this simplification,2m/21-D Euclidean dis-
tances are computed instead of 2m 2-D Euclidean distances for
each LLR. For rotated constellations, a simplification has been
proposed in [9] to reduce the number of Euclidean distance
computations by dividing the constellation into four subregions.
This subpartitioning technique reduces the number of candidate
constellation points involved in computing 2-D Euclidean dis-
tances of QAM schemes from 2m to (2(m−2)/2 + 1)2.

III. ARCHITECTURE DESIGN

The variety of specifications in multiple wireless standards
imposes designing hardware architecture of high flexibility to
enable the computation of LLR values for different system
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Fig. 2. Block diagram of the proposed NISC-based architecture detailing the pipeline structure of DemaNISC module.

configurations. The resources of the demapper flexibility are
related to the characteristics of target constellation and the
iterative demodulation concept. In this section, the architecture
design proposed for the universal demapping is described. It is
capable to generate soft-output probabilities in the logarithmic
domain for various modulation schemes starting from BPSK
up to 256-QAM with and without iterative demodulation using
either the generic form or simplifications relative to the
constellation rotation and the Gray mapping.

A. Architecture Choices

Toward achieving flexible demapper design, the following
architecture choices are considered:

1) Modulation Order: Constellation information is stored
in a lookup table (LUT) whose depth varies according to
m. I and Q components of symbols and their corresponding
binary mapping μ are rewritten for each target constellation.
In addition, sufficient hardware operators, which are required
to find minimum values and perform their corresponding sub-
tractions required in (2), (5), (6), and (7), are allocated con-
sidering the largest target constellation (256-QAM). For lower
order modulation schemes, unused resources are not activated.
Sharing hardware resources among these operations decreases
the throughput particularly for high-order modulation schemes.
Furthermore, this architecture choice allows a fair comparison
with the ASIP-based design presented in [2].

2) Mapping Style: The same hardware operators are utilized
in computing Euclidean distances for Gray or non-Gray map-
ping styles. In fact, the computation of one 2-D distance is
equivalent to that of two separate 1-D distances.

3) Iterative Demapping: Operators involved in a priori
LLR summation are instantiated to accommodate all target
constellations.

4) Quantization and Fixed-Point Arithmetic: To reduce the
implementation complexity, fixed-point arithmetic is used, and
computational values are quantized. Targeting a fair compari-
son with an ASIP-based design [2], identical quantization has
been adopted for all computational parameters. With the aid of
long simulations and analysis, bit widths are carefully selected
to ensure least performance degradation. Using a reference
software model, a degradation below 0.05 dB is measured at
10−3 frame-error rate over a fast fading Rayleigh channel.

5) Pipelining: Temporal parallelism using pipelining is ap-
plied to minimize the length of critical path and to enhance
the computation performance and the efficiency of utilized
hardware resources.

B. NISC Architecture

Fig. 2 presents the structure of the proposed architecture and
shows the input/output connections. The inputs to the demapper
architecture are the LLRs stored in AprMem, variance σ2,
CWs saved in CMem, constellation information arranged in
Constellation LUT, and received symbols and fading factors
reserved in YMem and ρMem, respectively. In addition, the LUT
(1/2x)LUT provides the 1/2x inverse values required in the
inversion operations.

The designed architecture is basically composed of a simple
control unit and the module that performs the demapping
functionality. Here, this module is referred to as DemaNISC.

1) Control Unit: It is mainly responsible for loading CWs
from CMem into the components of DemaNISC module. To
accomplish this functionality, the unit handles the address of
CMem memory and constructs links to distribute the control-
signal bits of CWs to appropriate components. In addition, the
control unit manages the flow of input data coming from YMem,
ρMem, and Constellation LUT. These basic tasks reveal the
simple hardware structure required to implement the control unit.

2) DemaNISC Module: It is considered the main core of
the demapper architecture. From a hierarchical scope, it can be
viewed as a concatenation of five units.

a) EDU: This unit includes all hardware resources that
incorporate in computing the Euclidean distance expressed in
(3). It is supplied by I and Q components of received sym-
bol yI and yQ, constellation symbol xI and xQ, and fading
factor ρI and ρQ in addition to the noise variance σ2. At each
computation, Euclidean distance unit (EDU) can deliver two
1-D distances or one 2-D distance. EDU contains 18 registers,
6 real multipliers, 1 real adder, 2 real subtractors, and 1 2-to-1
multiplexer. The operators of the Euclidean distance calculator
spread over five pipeline stages (stages 2–6, Fig. 2). In the sec-
ond, third, and fourth pipeline stages, I and Q components of
y,x, andρ are exploited to compute two 1-D Euclidean distances.
At the 5th pipeline stage, the two calculated distances may be
added into one 2-D distance ED satisfying the implementation
requirements of (2) and (5). In the case of Gray mapping style
with no a priori information, the two 1-D distances are trans-
ferred to the next stage (EDI and EDQ). At this stage (fifth), the
inverse value of σ2, being provided at the 1/2x LUT index in
the third pipeline stage, is retrieved. I andQ components of 1-D
Euclidean distance (DI and DQ) or 2-D Euclidean distance D
are ready at the end of the sixth pipeline stage (see Fig. 2).

b) ASU: In the case of turbo demodulation, the hardware
resources embedded in this unit are responsible for generating
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Fig. 3. Architecture of the minimum finder block.

the summation of input a priori LLRs as described in (4). The
inputs to a priori LLR summation unit (ASU) are LLR values
saved in AprMem memory and vector v representing the binary
mapping μ of symbols from the Constellation LUT. ASU con-
tains 38 registers, 7 real adders, 8 real subtractors, and 16 2-to-1
multiplexers. These components spread over five pipeline
stages (stages 3–7, Fig. 2). The summation process is managed
by the bit values of v, which represents the binary mapping
of constellation symbol x under consideration and propagates
along pipeline stages. In the case of turbo demodulation, input
LLRs L(v̂it), which are loaded in the second pipeline stage, are
summed cumulatively in the third, fourth, and fifth stages. At
this computational level, a copy of input a priori information
is needed to subtract the LLR corresponding to bit vi as
expressed in (4). The final a priori information summations
Api corresponding to all bits are delivered at the end of the
6th pipeline stage.

c) ISU: This unit collects a priori LLR summation val-
ues produced by ASU and subtracts them in parallel from
the value of 2-D Euclidean distance calculated by EDU. To
perform this functionality, intersubtraction unit (ISU) includes
a subtractor set, which is made of eight real subtractors con-
sidering the highest modulation order with m = 8. ISU also
contains nine registers to store the subtraction results (Di =
D −Api) in addition to the value of the Q-component of the
1-D Euclidean distance DQ. Subtractors of ISU are placed in
the seventh pipeline stage and are capable of producing up to
eight Di values (D0 to D7). If turbo demodulation is omitted,
the computed values of Euclidean distance are transferred to
the next pipeline stage (eighth) with no modifications. At the
end of the seventh stage, three types of data are possible to be
achieved:

• one 2-D distance minus the a priori information as ex-
pressed in (2);

• one 2-D distance only (noniterative demodulation case) as
expressed in (5);

• two 1-D distances (Gray mapping with noniterative de-
modulation case) as expressed in (6) and (7).

d) MFU: This unit integrates eight minimum finder
blocks whose architecture is presented in Fig. 3 and are es-
tablished to realize minimum functions listed in (2), (5), (6),
and (7) considering 256-QAM constellation. Each block is
concerned to find minimum values associated to a bit loca-
tion vi along all constellation symbols. As shown in Fig. 3,
the minimum finder structure contains two registers. The first
register stores the updated minimum value that corresponds to
symbol set X i

0 ; whereas the second register stores the minimum
value corresponding to X i

1 . For each new received symbol y, the
two registers are initialized by loading the maximum numerical
value. Each minimum finder benefits from new-updated Di

values in addition to vi bits. Depending on vi value (“0” or “1”),
one of the two registers is chosen to be updated. The current
value is replaced by input value Di if the latter is smaller than

TABLE I
SYNTHESIS RESULTS

TABLE II
EXECUTION PERFORMANCE RESULTS

the former. Otherwise, the register maintains its current value.
A comparison is established by evaluating the sign S of the
difference resulting from the subtraction operation of current
value from input value Di. At the input of each minimum finder
block, a multiplexer is allocated to control input data flow to
minimum finder block according to the required dimension of
the Euclidean distance. Overall, minimum finder unit (MFU) is
composed of 16 registers, 8 real subtractors, 31 2-to-1 multi-
plexers, 16 AND-gates, and 16 negators. All these components
are placed at the eighth pipeline stage.

e) OU: This unit is in charge of delivering finally the
LLR values corresponding to each bit L(ṽit) constellation sym-
bol x. Inputs of the output unit (OU) are the minimum values
available in the registers of MFU. Once minimum values of
all constellation points are determined, the OU produces the
difference between minimum pairs (minxt∈X i

0
and minxt∈X i

1
)

corresponding to each bit location vi. After processing all
constellation symbols, final resultant differences are loaded to
their corresponding output registers (out0 to out7).

IV. RESULTS AND COMPARISON

In this brief, the NISC design toolset has been used. The
adopted design flow is thoroughly described in [13]. Table I
summarizes the synthesis results, whereas Table II shows the
number of clock cycles required to produce LLRs for different
system configurations along with the achieved throughput. The
results are in addition compared with those of DemASIP [2],
which is an ASIP dedicated for demapping with customized
data path and instruction set. Both processors support same
flexibility parameters, use identical computational resources,
and adopt identical quantization for all computational param-
eters. The comparison between the two designs shows a
significant improvement in terms of execution time and im-
plementation area. For fair comparison, logic synthesis of the
proposed architecture HDL description has been conducted
targeting the same device (Xilinx Virtex-5 LX330 FPGA) and
using the same synthesis options and tools. Logic utilization
is reduced by 30.8% for slice registers and 52.4% for slice
LUTs compared with DemASIP. In fact, the implementation
of resources responsible for instruction fetching and decod-
ing increases hardware resource utilization. Whereas, in the
NISC-based proposed demapper, the architecture is designed
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to match exactly the requirements of the application. More-
over, DemASIP can operate at a maximum frequency of
186 MHz, whereas the proposed architecture can achieve
a maximum operating frequency of 240 MHz. Hence, it is
1.29 times faster than DemASIP. This is due to the DemASIP
critical path that includes several levels of combinational logic
and which is related to fetch program address generator,
whereas only one level of logic exists in the critical path of
the proposed design. In addition, Table I shows a comparison
between the ASIC implementation of DemASIP and that of the
NISC-based architecture on dedicated chips. In fact, the HDL
code generated by Synopsys (ex CoWare) for the ASIP-based
design (which is available at our research group) and the HDL
code generated by NISC toolset for NISC-based design are
delivered as sources to the Design Compiler tool from Synopsys
to achieve the ASIC implementation targeting the ST CMOS
65-nm technology. The comparison shows that the NISC-based
design offers about 10% area reduction compared with the
ASIP-based design. Note that the detailed results illustrate that
the control unit occupies only 1.6% of total implementation
area of proposed architecture, whereas the components ded-
icated for fetching and decoding instructions occupy 7% of
DemASIP implementation area.

On the other hand, operations in ASIP-based design are lim-
ited to the available instruction set. Overlapping of operations
is not allowed. The instructions are fetched and decoded at
runtime, and their functionalities are limited to their structure.
Whereas, the NISC-based proposed design enables a direct and
mastered access to control signals of hardware resources. Differ-
ent operations are combined and then scheduled statically. Merg-
ing of operations ensures less execution time compared with
DemASIP. At runtime, operations are directly performed, and
LLRs are generated with no additional overhead. Table II shows
that the proposed architecture outperforms DemASIP in all sys-
tem configurations. For all combinations of mapping styles, mod-
ulation types, and SSD, better throughput is always provided.

Concerning CMem requirements, its width is significantly
optimized (from 91 bits to 18 bits) by specifying same control
bits to all components that have the same executions in all
steps, whereas its depth varies according to the number of the
needed execution steps to compute all LLRs corresponding to
one input symbol. The required memory size varies from 23 B
for quadrature PSK (QPSK) with Gray-mapped constellation
to 594 B for 256-QAM with non-Gray mapped constellation.
Compared with the ASIP program memory, CMem requires
less memory space to be implemented. In fact, the assembly
code used for DemASIP includes in addition to PROCESS
instruction, which is the core instruction of LLR generation,
instructions dedicated to loading input data, exporting output
LLRs, looping, and no-operation instructions [2]. The available
assembly code for QPSK non-Gray constellation shows that
these additional instructions forms 54% of the total number
of listed instructions [2]. For this system configuration, the
memory space required to implement the program memory of
DemASIP is 60.3% more than that required to implement the
control memory (CMem) of the NISC-based proposed demap-
per. Note that, for both processors, CWs and assembly code are
produced and optimized by hand as in this case the hardware is
highly dedicated to the application, and it is programmed by its
designers and not by its users.

Furthermore, the proposed demapper is compared with the
dedicated architectures reported in [8] and [9], which use a clas-
sical RTL design approach. These architectures support soft-
decision demapping; however, their flexibility is limited to the
requirements of DVB-S2 and DVB-T2 standards, respectively.
Targeting a fair comparison, our proposed design has been
implemented on the same target devices used in [8] (Virtex II
XC2-V6000) and [9] (Virtex II Pro XC2VP30). Compared with
the architecture in [9], the proposed demapper requires almost
3.33 times less dedicated multipliers, 3.1 times less LUTs, but
2.2 times more registers. In terms of throughput, it outperforms
the design in [9] for QPSK by 6.2 times, for 16-QAM by 3.1
times, and for 64-QAM by 1.2 times. Whereas for 256-QAM,
the design in [9] shows better throughput (2.6 times) since
it can concurrently compute nine Euclidean distances. In [8],
the timing information about the hardware implementation is
not available. The presented logic utilization summary reveals
the need of 1.8 times more logic devices and 2.67 times more
multipliers compared with the proposed NISC-based demapper.

V. CONCLUSION

In this brief, an NISC-based architecture of universal demap-
per for multiple wireless communication standards has been
proposed. The flexibility of the demapper is not restricted
to certain modulation types and/or mapping styles. Hardware
design and implementation have been conducted using the
NISC design approach. While using identical computational
resources and supporting same flexibility parameters, the pro-
posed NISC-based demapper architecture outperforms state-of-
the-art ASIP-based architecture with reduced implementation
costs. In addition, less memory space is required to implement
control memory compared with the ASIP program memory.
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