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ABSTRACT

Context: Product release decisions are often made ad hoc or not relying on up-to-date information from systematic and analysis-driven process. Often, too much emphasis solely is put into functionality, thereby neglecting the different quality aspects being important for the success of the product. Objective: For a case study project, we quantitatively measure the impact of the analytical and systematic release planning approach Q-EVOLVE II. Method: As an explorative and retrospective case study, we perform optimized planning scenarios and compare them with the actual baseline scenario. Results: For the case study project in an Austrian public health insurance institution, we demonstrate that the analytical and systematic approach Q-EVOLVE II results in a (1) reduced release time, (2) more features implemented in the same time, and (3) better final quality through increased testing activities and less defects slipping through at the time of release. Conclusion: In the context of the studied institution, analytical and systematic planning of product releases considering quality criteria is superior to ad hoc planning ignoring quality.

Categories and Subject Descriptors

General Terms
Management, Measurement, Experimentation, Verification.
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1. INTRODUCTION

Product release decisions (what to release? when to release? how good is the release?) are inherently complex because of their comprehensive information needs, the diversity of criteria, the variety of stakeholders involvement, and the presence of all types of resource and dependency constraints that have to be taken into account. In practice, these decisions are often made ad hoc [1] or are not relying on up-to-date data and a well-defined process [2]. Often, too much emphasis solely is put into functionality, thereby neglecting the different quality aspects being important for the success of the product. In this paper, we improve quality by discovering and eliminating defects from performing systematic testing. Lack of testing activities typically results in a large number of defects slipping through to the customer. This reduces the value of the delivered product and significantly increases the cost needed for bug fixing [3]. Testing, or system testing, in this respect is the process of planning, designing, and executing test cases to dynamically validate whether the system fulfills its specification [4].

Real-world examples of insufficient product management have been described by Ebert and Brinkkemper [5]. In the process of performing the release planning of software products for an Austrian public health insurance institution, we regularly observed that implementation of feature requests and change requests was prioritized over bug fixing, resulting in massive quality problems. Although there is a common agreement in the institution that sufficient testing of features has a positive impact on the released product, quality aspects are nevertheless often neglected in planning. Statements from the project and test management indicate that the main reason for this is due to late and unsystematic quality investments. To motivate and enable these investments, it is necessary to consider decision support (e.g. in meetings of the change control board), that takes testing and its impact on product quality from the very beginning of release planning.

In this paper, we report about a case study for applying a methodology to perform quality-driven release planning. It aims at balancing between development and test resources. Based on the analysis of effort, defect and features data, we performed a retrospective analysis and show how early investments into quality can improve later results. Improvements were demonstrated in terms of (1) reduced release time, (2) more features implemented in the same time, and (3) better final quality (less defects slipping through).

Section 2 describes related work. Section 3 presents the background for our two-staged quality-driven release planning approach and the related research questions. The design of the case study is the content of Section 4, with the results being presented in Section 5. The applicability of the results is discussed in Section 6. Finally, Section 7 concludes and gives directions for future work.
2. RELATED WORK
Release planning addresses decisions related to the selection and assignment of features or requirements to a sequence of consecutive product releases such that the most important constraints are met [1]. The quality of features is validated by acceptance testing with respect to requirements to determine whether or not a system satisfies the acceptance criteria and to enable the user, customers or other authorized entity to determine whether or not to accept the system [6].

Recently, the alignment of requirements engineering and testing gained great interest in empirical research and practice [7][8]. Weak alignment of requirements engineering with testing may lead to problems in delivering the required products in time with the right quality. For the problem of what features to deliver in a release within given constraints (also called strategic release planning), several empirical studies have been reported in a systematic literature review performed by Svahnberg et al. [9]. In their review, out of 28 articles on strategic release planning, only two take quality constraints into account.

For the problem of when to release features, fewer studies have been published. Decisions about when-to-release have to balance the potential competitive advantage through faster delivery needs against the degree of readiness of the product and the added value through new and revised features. Ho et al. [10] propose an approach that determines a set of trade-off solutions related to the value of the implemented features, their estimated quality, and the release time. But the authors only consider the cost of quality of a feature as a single value in direct relation with testing effort.

Lindgren et al. [11] propose a capability model for improving the release planning process of an organization based on empirical data from a multiple industrial case study. Their model consists of three different process activities, i.e. elicit needs, make release decisions and realize needs. Release planning in context of our industrial case study comprises only release decisions making as the other two activities are covered by requirements elicitation and development as well as testing activities, respectively. For the release decision making activity, the investigated industrial process covers all key areas identified by Lindgren et al., i.e. decision material, product strategy and release plan decision. In addition, our case study takes quality aspects into account for all of these.

Although a significant portion of reported release planning approaches is evaluated in industrial context [9], it is still rare to find release planning approaches that are thoroughly evaluated in full scale industry study [12]. Only few publications empirically analyze industrial release planning processes informally, which are the majority of cases. Du et al. [13] present two empirical studies to compare informal and automated optimization-based planning of software releases. The understandability of the computer-based solutions was improved when adding more explanations to them. Zorn-Pauli et al. [12] analyze an industrial strategic release planning process in an industrial case study and present lessons learned to improve and customize the process in practice. In particular, a requirements abstraction and solution model to support feature generation is provided. But neither Zorn-Pauli et al. nor any other approach empirically analyze quality aspects based on open and closed defects as well as testing aspects in industrial release planning processes.

3. BACKGROUND
In this section, we present background on what-to-release, when-to-release and quality-driven release planning as well as on the proposed solution approach Q-EVOLVE II. Finally, we present the studied research questions.

3.1 What-To-Release Planning
A product feature is a set of logically related requirements that provide a capability to the user and enable the satisfaction of business objectives [1]. As part of any incremental and iterative software development, the question which new features should be offered in upcoming releases is of key importance for product success. From an existing pool of features, the selection and schedule decisions are highly information intensive. To decide about the features, and assign them to one of the upcoming releases, requires a good understanding of the features, their market value, their mutual dependencies and synergies, their effort to get them implemented and the market needs and trends to select the most appropriate one for enhancing or updating the existing product. The main difficulty of the problem is that a large portion of the requested information is continuously changing.

We apply here a variant of the analytical and optimization base approach EVOLVE II and its tool implementation called ReleasePlanner™. The main capability of the system is to conduct intelligent search as part of various planning scenarios. From looking at a sequence of problem-solution pairs for varying parameters, the user can expect a better insight into the problem-solving situation. Optimized planning alternatives are generated which serve as a guideline for human decisions. The plans are optimized in towards best stakeholder satisfaction utilizing the resources available in a best possible way.

3.2 When-To-Release Planning
The when-to-release problem [10] is defined as the process of planning for an upcoming release as a proactive, analytic analysis of trade-off solutions between the product release date, release readiness and release value.

Reliability is one key attribute to decide about the release date. It is often measured based on remaining defects in the system. As software systems get more complex, completely removing all defects is very difficult. Engineering “Just Right” Reliability is very important as the budgets are limited, the competition in the market is intense, risk is high and the time to market has to be met. “More reliability” is not necessarily the only goal; there must be a “balance” between the customer’s often conflicting needs for reliability, cost, risk, available budget and software release date.

Testing comprises of activities that will increase the release readiness of the software product, such as testing to discover defects and fixing of such defects. Testing and predicted reliability is studied extensively by software reliability growth models [18]. The models, based on statistical analysis of real-world projects, indicate that the defect-detection rate decreases as the number of defects detected increases, and the total number of defects detected asymptotically approaches a finite value. This would mean that (1) the release is getting more stabilized as more effort is invested in testing, and (2) after a certain point in time in release cycle, even extended testing will only discover minimal number of new defects. Based on this model, testing effort (for low-priority features) can be traded for effort to implement features. Given the estimated testing effort and the estimated effort required to build new features, by defining and analyzing diverse release scenarios, experts can then make the selection between the various trade-off solutions generated.

3.3 Quality-Driven Release Planning
The traditional view of release planning favors delivery of just functionality, thereby largely ignoring quality of the whole product. While quality is a multidimensional phenomenon, we restrict it here to the aspect of achieving zero defects. For a feature to become part of a product release it needs to be implemented and thus, it consumes resources. The core question at this point is how to utilize the resources in the best possible
way to provide the best combination of pieces of functionality. However, what is completely lacking in this view is the quality aspect of the resulting release product(s).

Depending on the granularity of the planning, the specific effort attributed to higher target levels of quality can be feature related and/or related to the whole product release (as a form of cross-cutting concern). With this formulation given, the problem is no longer just finding a plan to implementing the most comprehensive and attractive set of features. Instead, the problem now becomes a trade-off analysis where the concern is to provide balance between the most comprehensive and attractive functionality in dependence of varying levels of target quality. A prototype tool for supporting release planning of quality requirements and its initial industrial evaluation has been presented in [14].

### 3.4 Quality-Driven Approach Q-EVOLVE II

Our proposed solution approach consists of two phases. Phase 1 performs what-to-release planning, and the subsequent Phase 2 is devoted to a more fine-grained when-to-release planning solution. Both phases are formulated as the evolutionary problem solving process contains three phases called Modeling, Exploration, and Consolidation called EVOLVE II [1]. The whole process is implemented as the tool called ReleasePlanner™ [16] in combination with the recent plugin called W2RP [10].

Modeling includes the definition of a list of candidate features as well as their dependencies and constraints. Modeling also includes the description of what is, or contributes to, the optimality of a solution and which resource or budget constraints need to be fulfilled. Other data, such as stakeholder evaluation of features, are considered to be part of modeling as well. Besides looking at the different features just from the priority perspective, it is important to consider them from the perspective of their resource consumption as well. In reality, the necessary resources needed to implement all features within a given time frame are almost never available.

For performing the step of Exploration, a wide range of methods and techniques exist, that have proved themselves useful in very different contexts. The different optimization techniques including exact as well as heuristic approaches fit into this category. Meta-heuristics such as the ones based on genetic algorithms or simulated annealing are receiving more and more attention because of their broad application success. But Exploration is not limited to these techniques. If appropriate, reasoning, machine learning or simulation is applicable whenever it contributes to problem solving.

The Consolidation step brings in the knowledge and experience of the human experts. This involvement is aimed at addressing implicit constraints, which are hard or impossible to handle in a completely formalized manner. Consolidation refers to the process of evaluating the qualified solution alternatives, selecting the best (compromise) solution or making suggestions for refinement of the underlying models. An improved understanding of the problem typically results in modifying parts of the underlying model. It also means we have found a formulation of the problem, which is closer to the actual real-world problem.

In more detail, Phase 1 consists of 13 steps which are described in detail in [1]. As a result, five optimized and mutually diversified release plan strategies are generated. For all of them, utilization of resources is optimized against the stated planning objectives.

Phase 2 is applied for each of the releases defined from Phase 1. A more fine-grained consideration including quality is performed, as illustrated in Figure 1. Starting from the release, defined as Baseline release $x_i$ (RD$_i$, F$_i$), with the expected release date RD$_i$, and the set of features applied as F$_i$. From varying resource allocations, different trade-off solutions $x_i$, balancing between release date RD$_i$, business values in the term of F$_i$, and quality indicator, are generated and offered to the human experts and decision-makers.

#### 3.5 Research Questions

The core content of our explorative research is investigating the impact of combining (1) systematic and data-driven release planning with special focus on (2) quality-driven release planning. From an empirical perspective, we consider two treatments:

**Treatment A:** Release planning in an ad hoc fashion and without consideration of quality aspects (defects).

**Treatment B:** Systematic and data-driven release planning with special focus on quality-driven release planning (application of Q-EVOLVE II).

Treatment A is the real-world project having been performed in a public health insurance institution in Austria. Treatment B is conducted retrospectively, using the same data, but applying Q-EVOLVE II. We propose a customized approach utilizing the key steps of the EVOLVE II method [1]. We call the solution generated from Treatment A the baseline solution. In comparing both treatments, we investigate the following three research questions:

**RQ1:** Is the application of Q-EVOLVE II able to propose plans to implement the same amount of features in less time than the baseline solution?

**RQ2:** Is the application of Q-EVOLVE II able to propose plans to implement, in the same time, a larger amount of functionality than the baseline solution?

**RQ3:** Is the application of Q-EVOLVE II able to propose plans to implement, in the same time, the same amount of functionality, but with less defects slipping through than for the baseline solution?

### 4. CASE STUDY DESIGN

Case studies are an established empirical method aimed at investigating contemporary phenomena in their context [15]. We study quality-driven release planning in the industrial context of the release planning process of a public health insurance institution in Austria.

#### 4.1 Industrial Context

In the studied institution, a standard development process is in place, consisting of the phases of (1) analysis and design, (2) development, (3) testing, and (4) operating and maintenance. All products are developed in an iterative and incremental
development process performing phases (1), (2), and (3) in each release cycle, thereby incorporating the results from an ongoing release in the definition of the next release, before going into operation in phase (4). The test process is based on the standard test process of the International Software Testing Qualifications Board (ISTQB) [6] and comprises the phases test planning, design, execution and evaluation.

Product P is a web application for refunding invoices of medical care for insured persons and managing these cases. The characteristic of Product P is summarized in Table 1. The total effort of Product P is 50 person years and the maximal effort of system testing per release is roughly 40%. In addition, 400 users had to be trained before go-live and about 25 management board meetings as well as numerous journ fixes with developers and testers were held. The final release was deployed in February 2014.

<table>
<thead>
<tr>
<th>Characteristics</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Area</td>
<td>Web application for refunding invoices of medical care and managing these cases</td>
</tr>
<tr>
<td>Staff</td>
<td>43</td>
</tr>
<tr>
<td>Number of releases</td>
<td>5</td>
</tr>
<tr>
<td>Number of features</td>
<td>21</td>
</tr>
<tr>
<td>Number of requirements</td>
<td>250</td>
</tr>
<tr>
<td>Number of system tests</td>
<td>2,500</td>
</tr>
<tr>
<td>Total effort</td>
<td>50 person years</td>
</tr>
<tr>
<td>Maximal effort of system testing per release cycle</td>
<td>40% of overall product effort</td>
</tr>
</tbody>
</table>

### As Is Release Planning Process

The process of release planning in the studied institution has five steps shown in Figure 2. The key stakeholders involved in these are the analyst, project manager and test manager. The project manager is also responsible for product management. Furthermore, additional input for the assessment of features is provided by domain experts, developers, and system testers. On the basis of a project definition and the assessed features, the release planning process steps are performed. To each step, we annotate the involved key stakeholders and its input and output artifacts.

#### Step 1: Definition of Releases

On the basis of the project definition covering its scope as well as time, budget and quality constraints, the project manager specifies – supported by the analyst - the number of releases and the capacity for each of them. In general, the goal is to deliver the product with all its features meeting the time, budget and quality constraints. The resulting basic release definition may have to be altered in the course of a more detailed analysis in Step 2.

#### Step 2: Assignment of Features to Releases

Supported by the project manager, the analyst has to partition the features of the product which are pre-assessed by the involved stakeholders and each related to a bundle of requirements. It is considered that dependencies between the different features in the resulting release plan are minimized to avoid redesign of precedent releases.

#### Step 3: Estimation of Effort and Duration of Actual Release

The project manager and the test manager estimate the effort and duration for testing and development of the actual release taking the release plan into account. The estimation is based on the experience of the managers and results in a concrete project plan for a release defining its development and test schedule as well as resources. The project plan has also to be presented to the management board.

#### Step 4: Monitoring of Development and Testing Activities

The development and testing activities are monitored by the project and test management based on the project plan and test reports reflecting new and closed defects. A key issue in monitoring release plans is to assess the quality of a release and to recommend which defects should be corrected in the next release or could be postponed. These recommendations are collected in management reports.

#### Step 5: Decision on Deployment of Next Release

Decisions when and what to deploy in the next release are made in change control board meetings where the project manager, the analyst and the test manager are involved. These decisions are made ad hoc and take the management reports as well as the capacities into account. Based on the agreement the next release is estimated in Step 3 or the release process terminates if the product is finally released.

![Figure 2. Release Planning Process Steps and Artifacts of the Studied Institution](image-url)
The above release planning process is based on the institution’s release planning process and has the following specifics. The release duration defined in the project definition was about 4 months. Already in the first step, the project manager and the test manager estimated effort and duration of each release cycle based on expert estimation and created a project plan. In the third step, the effort and the duration of development and system testing, which, in case of Product P, includes system integration testing of the interface to another product, was estimated for all releases based on the availability of developers and testers.

In general, in Product P, decisions on when and what to release were made ad hoc and the implementation of functionality was ranked higher than quality aspects: The development of new features and change requests was prioritized over bug fixing which was shifted to later releases. Also additional requests shortly before release were taken into account at the expense of testing. Planning was driven by the goal of the project manager to balance the workload of the developers, without taking into account release quality and testability.

4.3 Data Collection Procedure

The data collection in the actual release process of Product P was performed by the test manager who had complete access to the project and product data together with one researcher.

The actually planned features per release were extracted from the project definition. The development effort for each feature was extracted from development reports. Features were assessed based on four criteria, i.e., impact, testability, reliability, and value of testing by stakeholder’s project management, domain experts, analysts, test management, development and system testing. The capacities for feature development were extracted from the project plan. The test effort (except test planning effort which is part of capacities for feature development) were extracted from the project analysts, test management, development and system testing. The test effort (except test planning effort which is part of capacities for feature development) was estimated based on the number of test cases and past experience. The test execution effort was done based on test effort reports. Bugs and their severity were extracted from the defect experience. The test effort (except test planning effort which is part of capacities for feature development were extracted from the project and product data together with one researcher.

For further details, all the collected data of this study is made available online1.

4.4 Tool Support

For the planning process, the baseline solution was created ad hoc and manually, without any further tool support. For the subsequent retrospective analysis, the proprietary decision support tool ReleasePlanner™ [16] was used. Based on the Q-EVOLVE II method outlined in Section 3.4, the main capability of the system is to conduct intelligent search as part of various planning scenarios. From looking at a sequence of problem-solution pairs for varying parameters, the user can expect a better insight into the problem-solving situation. Optimized planning alternatives are generated which serve as a guideline for human decisions. The plans are optimized in towards best stakeholder satisfaction utilizing the resources available in a best possible way.

Based upon stakeholder priorities and the estimated resource consumption of the candidate features, the system generates a set of optimized release plan alternatives. Specialized integer programming algorithms exploiting the special structure of the problem are applied. These algorithms are applied in combination with heuristics to speed up the process. Different runtime options are offered to balance between computational time and accuracy of results. For the solutions generated, the algorithms are able to provide a guaranteed level of optimality.

After the completion of this step, each alternative is utilized as an input for the W2RP plugin tool [11] to created different trade-off solutions as indicated in Phase 2. The trade-off solutions are then presented in chart form, with H (RD, Value, Quality) as each of the solution’s coordinate. Experts can then view, analyze and pick the most optimized solution, with consideration to the best combination of timeline, features and testing.

4.5 Baseline Solution

As presented in Figure 3, the manual plan for Product P went through 4 main releases, with ID from TP_2 to TP_5. Change requests (TP_6) were not implemented due to the shortage of time and business deadlines. Based on this release plan, with reference to Figure 4, the company exceeded the available resources, e.g. 306.9% resource required in earlier releases, yet underutilized resources in later releases, e.g. less than 50% resource utilization in Release 3 and 4. This means that developers either had to put in more work hours to complete the assigned tasks, or the features delivery will be delayed due to inaccurate estimates of capacity and effort consumption.

Furthermore, as presented in test data in Table 2, there are many defects that were discovered, and several critical and major defects that remained not fixed at the point of release. At the end of the final release, there are still 597 open defects in the system, with 72 (12%) in critical and major category. This resulted in high potential risk and low reliability for the release of the software.

---

1 http://homepage.uibk.ac.at/~c703409/RP_ProductP.xls
5. CASE STUDY ANALYSIS

In this paper, we study the impact of applying Q-EVOLVE II for the case study project described in the former section. The results are available online as an Excel spreadsheet2.

The description of the results is organized according to the research questions RQ 1 to 3 as stated above. In the sequence of the analysis, four different plans shown in Figure 3 are compared with each other:

- **Manual Solution** is the actual release process of Product P. This is the baseline plan, annotated as x0 used for comparison.
- **Alternative 1** presents the plan x1, explained further in 5.1 is the plan that offers the same features in shorter timeframe.
- **Alternative 2** presents the plan x2, explained further in 5.2 is the plan that offers more feature value in the same timeframe.
- **Alternative 3** presents the plan x3, explained further in 5.3 is the plan that offers the improvement in quality based on testing.

5.1 RQ1: Release the Same Features in Shorter Time

Let $F_1(x)$ be the total effort (in person days) to implement release plan x. As the effort is measured in person hours, the reduction in resource consumption can translate directly to shortened release time frame. The manual plan x0, including the overestimate for resource consumption can translate directly to shortened release plan x. As the effort is measured in person hours, the reduction in effort as well as the risk of meeting the deadline and increases quality. Especially fixing of critical bugs in release 4 maximizes release quality and avoids time and effort waste in system test.

5.2 RQ 2: Release More Feature Value in the Same Time Frame

As illustrated from Figure 3, alternative plan x2, which is released at the same time as the baseline, can include change requests, which are voted as high priority by both stakeholders and product managers. Let $F_2(x)$ be the stakeholders’ features scores of the release plan, indicating the potential of the plan to increase values. Then, the relative improvement can be determined by the following ratio.

$$F_2(x_2)/F_2(x_0) = 130\%$$ (2)

Alternative 2 releases 30% more feature value than the baseline plan during the same time frame. Additionally, Figure 3 shows, that in Alternative 2 considerably more bugs can be fixed before the final release, i.e. Release 5, than in the manual baseline solution x0 resulting in higher release reliability [15] of Alternative 2 as well.

5.3 RQ 3: Release Better Quality in the Same Time Frame

As illustrated in Figure 3, alternative plan x3 includes the defect discovery and critical, major and minor bug fixing for all releases. We utilize the estimates of effort required for test execution and defect fixing based on severity in Table 3. According to this plan, more testing is executed, and more defects are fixed, which means higher release reliability [15], as explained in Section 2. Let $F_3(x)$ be the total number of defects remaining in the product after being released. Based on the case data, when testing and fixing are executed, only 87 defects remained in the system, compared to 597 having been there originally.

$$F_3(x_3)/F_3(x_0) = 87/597 = 15\%$$ (3)

This means, there are 85% less defect slipping through following plan x3. From the test management point of view, it was stated that following x3 bug fixing is distributed towards the different releases and considered relatively easy in the release development, which has benefits for the workload of the test team.

5.4 RQ1, RQ3: When-To-Release Trade-Off Analysis for Better Quality in Shorter Time

Further to the above highlighted cases, utilizing results from the W2RP problem described in [16] and in Phase 2, we executed an interactive simulation of when-to-release for all alternative plans generated. Figure 5 below describes the potential trade-off outcomes for Alternative 1 that can be achieved by varying the release date and different types of resources distribution. Potentially, product P can be released up to 30 person days earlier by readjusting just 2% of testing and fixing effort for the existing test profile, which is already superior to the testing execution that was done on the baseline release x0.

Alternatively, by allowing another 11 days, and a compromise of 8% in quality, there are more features that can be offered, bring the value up to 119 (versus 117). This result is very useful for the project and test management of product P as it allows releasing Product P earlier without expected loss in quality. This result contributes to both RQ1 and RQ3 as product P can be released with the same features as baseline in less time and consecutively, allowing some testing and fixing of defects. Thus, the when-to-release analysis helps in the support of risk management.

---

2 http://homepage.uibk.ac.at/~c703409/RP_ProductP_Results.xls
However, the when-to-release analysis results presented through the tool, were less understandable to the decision makers than the what-to-release results. More effort is required to explain effectively, which is supported by the interactive features of the W2RP plugin.

5.5 Threats to Validity
Threats to validity of empirical research have to be examined during all phases of the case study. To evaluate the validity of this case study, the validity perspectives proposed by Wohlin et al. [17] were considered and are analyzed in the following. The threats to construct validity are reduced by cooperation with the industry partner over more than one and a half year. The consistency of the results gained from retrospective analysis, i.e. improved quality and/or more features offered, was assured by running several simulations and presenting the outcomes to the practitioners for review.

The used data was collected by the directly involved practitioner and one researcher. The two other researchers reviewed the data. Further, the threats to internal validity were reduced by using an established tool, i.e. ReleasePlanner™ [16] for our analysis. This tool was validated in many academic and industrial projects. Finally, the threats to external validity are reduced by conducting the case study in a real-world industrial setting and by integration of practitioners.

6. DISCUSSION
During the life project for product P, decisions on when and what to release were made ad hoc. Implementation of functionality was prioritized over product quality with resulted in a larger number of defects detected after delivery. During development, bug fixing had to be postponed several times due to missing capacities and relatively high number of defects in general caused additional test effort.

Product P is now in operation and in the meantime eight bug-fixing releases were deployed. As testing and bug fixing was not considered appropriately from the very beginning, tests could not be executed in later phases leaving test resources and in further consequence also development resources unexploited and making release planning even less structured and ad hoc. In addition, also several external services had to be used with limited system integration testing.

As demonstrated in the retrospective scenarios, systematic and analytical release planning with Q-EVOLVE II helps improving the quality of the released product, and potentially offers more features or change requests to the final product. Predictive analysis also allows users to have a holistic view of different release alternatives, together with their projected impact on resources, optimality, and quality of the final outcomes. Although, the release planning process itself is often complex and formulating an optimization problem is hard [11], Q-EVOLVE II turned out to be applicable and to improve release planning in the studied institution.

The release planning data was prepared and managed in spreadsheets which are already used for other project management tasks. Feedback from practitioners stated the usefulness of the automatically generated release alternatives to support release decisions. But it was also highlighted that manual adaptations to these plans may be required. Practitioners favored release alternative 1 of Figure 3 as it “mitigates the risk of not meeting the required quality standards and the aim of the project management to meet the deadline for rollout of the product P if features TP_4_4 and TP_5_4 are re-assigned manually”.

Quality-driven release planning with Q-EVOLVE II can be utilized to improve the actual release planning process of the institution in general reducing the risks of not meeting the deadline and poor quality by critical bugs slipping through.

The assignment of features to releases in Step 2 of the release planning process in the studied institution can be supported by strategic release plans generated in Phase 1 of Q-EVOLVE II. These plans (see Figure 3) provide Pareto-optimal assignments of features to releases taking capacities into account. Based on the
objectives of the planned product and especially when taking quality aspects into account, the project manager can select one of several release plan alternatives. However, in practice the automatically generated release plans have to be adapted manually to fulfill all project constraints.

Due to the improved utilization of resources in the provided release plans, also the estimation of effort and duration in Step 3 may be easier. The release duration and planning of milestones has to be defined in a project plan. Because these plans have to be presented and argued also to the management, additional information as provided by the generated release alternatives, e.g. the degree of optimality, and W2RP are more than helpful. Especially the trade-off between release time and quality provided by W2RP supports concrete decisions on the release date taking quality into account. But it turned out that the output of W2RP as shown in Figure 5 requires additional explanation to be understandable to decision makers. For instance, simulations provided by W2RP, explanation of the underlying formulas, and also linking the output of W2RP to concrete defect trend analysis data of new and resolved defects per release could make arguments more transparent.

Finally, also decisions of the deployment of the next release in Step 3 benefit from Q-EVOLVE II as adapted release plans can be generated to support further decisions. For instance, the retrospectively generated release alternative 1 could support the test manager to argue for more testing and bug fixing as this can increase the degree of optimality and the resource workload compared to the baseline.

7. CONCLUSION AND FUTURE WORK

From comparing the actual project performance with several retrospective scenarios, we have demonstrated that quality-driven release planning can provide different types of advantages. Being explorative in nature, we consider the value of this research in outlining the methodology (Q-EVOLVE II) and demonstrating its impact and applicability. These results are a confirmation and follow-up to former controlled experiments done to compare ad hoc with tool supported and analytical release planning [13]. Similarly, quality-driven release planning considering feature implementation at different levels of functionality and quality is getting more attention [7].

Further case study and other investigations are needed in order to claim external validity of the findings. It will be interesting to see the impact of the proposed process changes in a subsequent project. More detailed and comprehensive data collection procedures will allow performing the various scenarios more reliably. Finally, future investigations have started to investigate the range of opportunities available to get access to distributed knowledge and information and its utilization for the release planning process [19], resulting in new treatments to be considered. Open innovation as a beneficial approach for companies and users integrates internal and external ideas and paths to market at the same level of importance and distributed talent, knowledge and ideas into innovation processes.
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