The effectiveness of simulated robots for supporting the learning of introductory programming: A multi-case case study

This work investigates the effectiveness of simulated robots as tools to support the learning of programming. After the completion of a Systematic Review and exploratory research a multi-case case study was undertaken. A simulator, named Kebot, was developed and used to run four ten-hour programming workshops. Twenty-three student participants (aged sixteen to eighteen) in addition to twenty-three pre-service, and three in-service, teachers took part. The effectiveness of this intervention was determined by considering opinions, attitudes and motivation as well as by analysing students’ programming performance. Pre- and post-questionnaires, in- and post-workshop exercises and interviews were used. Participants enjoyed learning using the simulator and believed the approach to be valuable and engaging. The performance of students indicates that the simulator aids learning as most completed tasks to a satisfactory standard. Evidence suggests robot simulators can offer an effective means of introducing programming. Recommendations to support the development of other simulators are provided.
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1. Introduction

Many students new to programming hold the belief that the subject is difficult, and laborious, to learn (Esteves et al., 2008). Negative opinions which novices may hold beforehand are realised when their first programming challenge is to complete an unimaginative task such as the “Hello World!” (Talbot, 2000). In addition, lacklustre initial interactions with programming can later contribute to high course withdrawal rates and poor academic performance (Kinnunen & Malmi, 2006). To help overcome such issues the use of robots to support the teaching of programming principles has long captured the attention of computer science educators (Fagin et al., 2001). This is partly because robots are exciting to work with (Sklar et al., 2003), appeal to a variety of people of different ages and backgrounds (Price et al., 2003) and are capable of evoking complex emotions in humans (Braitenberg, 1984).

In this article an investigation into the use of a robot simulator, as a tool to support the learning of programming, is reported. A simulator (named Kebot) and associated ten-hour programming workshop have been developed. Participants including students and pre- and in-service high school teachers have taken part in empirical research. The case study methodology was used as this can provide a fuller understanding of how an intervention works compared to alternative research methods.

Effectiveness was determined through an analysis of data collected about students’ programming performance and consideration of participants’ opinions, attitudes and motivation. The specific criteria used to determine effectiveness of the Kebot robot simulator is as follows:

1) Enjoyment (do participants find the learning process enjoyable).
2) Value (do participants find the approach valuable).
3) Effectiveness (do students learn programming concepts covered).
In the remainder of this section an overview of related work and the motivation for the study is provided. In Section Two the case study methodology is outlined and details of Kebot and the workshop given. The results of Case One ‘Trainees’ and Case Two ‘Students’ are presented in Sections Three and Four. Section Five is dedicated to a discussion and includes a set of recommendations to support the future development of robot simulators for supporting the learning of programming. In Section Six a conclusion and suggestions for future work are offered.

**Background**

Various types of interventions have been used to help students develop programming skills and to overcome problems associated with the learning and teaching of the subject (Miliszewska & Tan, 2007). Visual learning, which involves learning based on analogy and abstraction, has successfully supported the teaching of programming (Miliszewska & Tan, 2007; Pears et al., 2007). Visual learning engages students more fully in the ideas presented and can make the learning experience stronger (Lahtinen & Ahoniemi, 2009). It can also increase the motivational aspects of a programming course while enabling an easier transition to more advanced tasks (Kasurinen et al., 2008; Nevalainen & Sajaniemi, 2006). A number of visual environments are currently used to introduce programming including Scratch (Resnick et al., 2009) and Alice (Dann et al., 2006). This paper focuses on the use of one particular visualisation tool, a robot simulator.

The use of robots to teach programming has long captured the attention of computer science educators (Fagin et al., 2001). Since the invention of the Logo programming language in 1967 the potential of robot type devices, to support the learning of programming, has been recognised. Logo involved the introduction of, “…the idea of programming through the
metaphor of teaching a ‘Turtle’ a new world” (Papert, 1993). In the early-1980s the Karel paradigm, which was influenced by Logo, was created (Solin, 2013). Developed by Pattis (Pattis, 1981; Pattis et al., 1997), Karel is a teaching tool that models a rudimentary virtual robot, which inhabits a simple grid-based world, and supports limited instructions such as move forward and turn left (Edwards, 2003). Both Logo and Karel have influenced, and continue to influence, approaches to the teaching of programming and other computational subjects. From the modelling of decentralised systems using the StarLogo language (Resnick, 1994) to more recent developments concerned with the introduction of programming fundamentals (including GvR (Yadin, 2011), RUR-PLE (desJardins et al., 2011) and StarLogo TNG (Paliokas et al., 2011)), Logo and Karel continue to shape approaches used by computing educators.

Recent advances in technology have allowed for the greater use of physical robots to support the teaching of programming (Soule & Heckendorn, 2011). Most research that has investigated the use of physical robotic tools has focused on Lego Mindstorm robots (Major et al., 2012a), which support a variety of sensors (such as light, sound and colour) and a range of actuators such as motors. Other physical robots have also been used to support the learning of programming including the Scribbler (Cowden et al., 2012), Arduino (Martin & Hughes, 2011) and Koala (Čermák & Kelemen, 2011) robots.

A number of problems have, however, been associated with the use of physical robots in the classroom. These include high financial cost associated with purchasing and maintenance, extensive preparation/set-up time, issues with space and storage, unavailability of robots to learners outside of class, support staff problems and issues with mechanical failure (Goldweber et al., 2001; McWhorter & O'Connor, 2009). Partly due to these issues, the use of simulated robot tools has been investigated (Flot et al., 2012). Robot simulators may offer an opportunity to overcome the problems with physical robots (Kammer et al., 2011) while
retaining key benefits of the approach. Preliminary results of on-going research demonstrate the advantages of using simulated robots over physical robots because they allow for faster and more efficient learning (Liu et al., 2013). The need to determine the motivational affordances of student and teachers who use virtual robot environments, through qualitative measures, however, remains (Liu et al., 2013).

**Motivation**

This work is motivated by the difficulties associated with the learning and teaching of introductory programming, and the authors’ interest in how the use of simulated robots may help to overcome these. A Systematic Review (SR) was undertaken to investigate the effectiveness of using robots to support the learning of programming (Major et al., 2012a). SRs are trustworthy, rigorous and auditable tools that involve the collection and summary of all existing evidence on a topic and may help to identify gaps in current research (Kitchenham, 2004; Kitchenham & Charters, 2007). For the SR nine electronic databases, the proceedings from six conferences and two journals were searched for evidence. After applying exclusion criteria, and performing validation exercises, 36 papers were included in the SR. Of these papers, 25 examined the effectiveness of physical robots, seven the effectiveness of simulated robots and four the use of physical and simulated robots together. In total 26 papers report robots to be effective when used to teach introductory programming. The potential to further investigate the use of robots persisted, however, particularly in regards to simulated robots. This is because the quality of the seven papers related to simulated robots were judged to be poor as: four offer a ‘lessons learned’ account and provide no empirical data (Becker, 2001; Buck & Stucki, 2001; Enderle, 2008; Ladd & Harcourt, 2005); one describes the results derived from interviews as being non-generalisable as only four novices were involved (Borge et al., 2004); one specifies the involvement of 15 participants, and the use of a questionnaire, but presents no data (Lemone & Ching, 1996);
one describes lessons, involving 20 students, but does not undertake detailed analysis (Sartatzemi et al., 2003). The SR provided additional motivation for the work that followed.

Following the SR an early version of the Kebot robot simulator was used during exploratory empirical research to seek an initial insight using such a tool, to gain feedback and to help with the generation of ideas. Details of this work have been disseminated previously (Major et al., 2011). Whilst the research design of the exploratory studies was informal, several important findings were established. Two day-long sessions involving 23 trainee high school teachers and 10 in-service high school staff were held. Pre- and post-workshop questionnaires were used to collect participants’ opinions on the potential of using simulated robots as a means of supporting the learning of programming. Feedback was gained on how best to develop a tool, and associated workshop, in the future. Perceptions of simulated robots were found to be positive despite the limitations of the exploratory research.
2. Method

This section describes the overall multi-case case study methodology used to investigate the effectiveness of a robot simulator for supporting the learning of introductory programming. A simulator, named Kebot, was developed and used to run four ten-hour programming workshops. Details of the methodology, Kebot and the workshop are outlined.

Case Study Methodology

Case studies are strategies for research that involve an empirical investigation using multiple sources of evidence (Robson, 2011). They have been used to support research in fields including education (Merriam, 1998), robotics (Burdea et al., 2012), software engineering (Verner et al., 2009) and the teaching of programming (Jones, 2010). Case studies provide a deeper understanding than controlled experiments (Runeson et al., 2012) whilst remaining capable of achieving scientific objectives (Lee, 1989).

Replication of case study is not possible as it is for experiments. ‘In-case replication’ (e.g. running workshops twice with independent groups) and taking multiple measures of an event can be effective validation strategies (Gibbert & Ruigrok, 2010). While a ‘traditional’ baseline cannot be used with case study, a qualitative baseline can be established (e.g. by asking participants to compare their previous programming learning experience to the one using Kebot). The use of an experimental strategy was considered to be unsuitable due to potential difficulties manipulating behaviour directly, precisely and systematically (Yin, 2009). This is because there was no way to ensure sufficient control over variables (e.g. the research setting, participants and test instrumentation) other than the chosen independent variables (Easterbrook et al., 2008). Experiments also require decisions to be made in advance in regards to what variables to ignore, which can lead to important findings being overlooked (Easterbrook et al., 2008).
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A protocol based on the one described by Brereton (Brereton et al., 2008) was developed, reviewed by an expert (Barbara Kitchenham of Keele University) and disseminated (Major et al., 2012b). The case study asks the following question:

_Is a robot simulator an effective tool for supporting the learning of introductory programming?_

Two propositions are addressed:

**P1** A robot simulator is an effective tool for supporting the learning of introductory programming.

**P2** A robot simulator offers a more effective introduction to basic programming concepts when compared to participants’ prior programming learning experience.

**Participants**

A multiple-case case study was undertaken. Case One (discussed in Section Three) involved trainee ICT/CS high school teachers, all who had some programming experience. Case Two (discussed in Section Four) involved students, aged 16 to 18 years old, enrolled on a Further Education course (i.e. a post-compulsory high school, pre-University course). Data from interviews with three in-service teachers (each of whom was associated with one of the student cohorts) have also been used. Participants were assigned to a PC, read an information sheet, completed a consent form and given a code number.

**Data Collection and Analysis**

The research question and propositions are addressed as follows:

- **By using questionnaires** to determine participants’ views before and after the workshops.
- **By using programming tests** to determine programming progress of students.
• By *interviewing* three current high school teachers to determine their views.

The data collection and analysis strategies are outlined in Sections Three and Four. Details of workshop tasks, including consideration of relevant pedagogy and background literature, in addition to data collection instruments themselves, are available elsewhere (Major, 2014).

*Kebot: A Robot Simulator for Supporting the Learning of Introductory Programming*

Influenced by the findings of the SR and exploratory research, a robot simulator was developed. The simulator is referred to as Kebot (derived from the words Keele Robot - KEele- roBOT). Kebot is modelled after the Mark III robot which is designed by the Portland Area Robotics Society (PARTS)\(^1\). Kebot was devised by two authors (TK was the originator before LM later added a number of additional features). Information related to the development of educational software, informed design decisions taken (Beale & Sharples, 2002; ANSI, 2001; Squires & Preece, 1999). The BlueJ Integrated Development Environment (IDE)\(^2\) is used with Kebot.

When Kebot is loaded a user’s code is placed in one of five robot classes (named Gates, Berners, Jobs, Gosling, Page). Each robot offers different functionality. Features of the Kebot GUI and arena are highlighted in Figure 1. This arena is viewed from a top-down, 2D, perspective. The simulation is controlled by selecting the Start and Pause buttons. Various methods are used depending on the task. Robots have a full range of 360-degree movement. Both 2D and 3D objects can be drawn in the arena. Arena backgrounds can be saved and loaded. Kebot allows:

• Real-time interaction with a simulated robot.

• Users to customise robots’ environments with objects.

\(^1\) [http://www.junun.org/MarkIII](http://www.junun.org/MarkIII) (Accessed 2nd August 2014)
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- Coding in Java
- The creation of imaginative tasks due to features such as ‘Load Background’.
- An accurate representation of a real-world robot which users can better relate to (compared to restricted environments where robots inhabit a grid-based world).

[FIGURE 1]

It is important to note that Kebot is considered to be a simulation, not a microworld, as it does not present learners with the “simplest case” of a domain (Rieber, 1996). While Kebot offers a sophisticated representation of a real-world robot, it is not as complex as professional simulation software such as Webots.

The Kebot Workshop

The ACM and IEEE Joint Task Force Computer Science Curriculum (ACM/IEEE, 2008) influenced what concepts were taught. These guidelines transcend geographic boundaries (Douglas et al., 2010). The Fundamental Constructs outlined in the sub-section of the report entitled ‘Programming Fundamentals’ were identified (see Table 1). To teach these concepts, a coverage time of nine hours is recommended.

(TABLE 1)

Previous research influenced workshop content. LM delivered the workshop. Three novice programmers were involved in a pilot. Keele University’s Research Ethics Panel approved this study. The workshop involved:

- The presentation, demonstration and discussion of programming concepts,
- A task phase where programming challenges were attempted using these concepts,

• Opportunity to *reflect* and *reinforce* knowledge by asking questions and viewing model code.

Table 2 displays the workshop format. Details of data collection activities are in bold. Figure 2 displays an example task completed early in the workshop called ‘Line Tracer’. This involved the passing of parameters to methods in order to instruct a robot to follow (or ‘trace’) a pre-drawn route. Later participants begun to elicit more complex behaviour from robots including ‘scared’, ‘seeking’, ‘avoiding’ and ‘curious’ behaviour. Kebot and workshop materials (e.g. workshop slides) are freely available for download and modification\(^4\).

**[TABLE 2]**

**[FIGURE 2]**

When developing the workshop the constructivism theory was considered. Constructivism proposes that humans generate knowledge from the interactions between their experiences and their ideas and that knowledge is constructed rather than discovered (Papert, 1980; Piaget, 1967). As the constructivist approach suggests that an individual’s learning improves when they are involved in building something and is focused on “learning-by-doing”, it was considered to be applicable to the research presented. This is because constructivism and learning with robots are linked (Alimisis et al., 2007) and as programming can be viewed as a constructivist activity (Wulf, 2005).

Constructive Alignment is a variant of constructivism and combines an understanding of the nature of learning to an aligned design for outcomes-based education (Biggs, 2003). Constructive Alignment involves all components of a teaching system – including the curriculum, teaching methods and assessment tasks – being aligned. The use of a

Constructive Alignment strategy has been implemented during an introductory programming course (Thota & Whitfield, 2010) and the theory was considered when designing the workshop. Indeed, the assessments administered during the workshops were devised to match the objectives identified by the ACM/IEEE.

**Study Limitations**

Like all empirical research, the study had limitations. The duration and context of the workshop limits the generalisability of findings as the study took place over four two-day periods and not over full semesters or year-long courses. Potentially the approach may have been more (or less) effective if it was implemented for a longer period.

Replication of case study research is not possible in the same manner as it is for other research strategies such as experiment. ‘In-case replication’ (as both Case One and Case Two workshops were run twice with independent groups), and the use of validation strategies (such as a search for rival explanations), however, ensure that the findings of the case study make a significant contribution to knowledge. A ‘traditional’ baseline (to which the effectiveness of the approach investigated can be compared) is not used during this case study. Due to this the results cannot provide a quantifiable measure of effectiveness that can be contrasted with other approaches (such as a statistical value that highlights numerically the effect of the intervention contrasted with alternatives). The richer findings of case study, however, are believed to compensate for this absence of a traditional baseline while it has still been possible to establish a qualitative baseline by asking participants to compare any previous programming learning experience to the one using Kebot.

Only constructs identified by the ACM/IEEE were introduced, and evidence on effectiveness for supporting the learning of advanced concepts cannot be offered. While a number of concepts and learning objectives are outlined by the ACM/IEEE, specific guidance is limited.
Judgements needed to be made, therefore, in regards to the detail required to cover each topic. In addition, it is not possible to determine the generalisability of delivered content to other programming curricula.

As Java was used it cannot be ascertained how generalisable findings are compared to alternative programming languages. Java is considered, however, to be a general purpose language and shares commonalities in its fundamentals with other languages such as C#. Moreover, only basic programming concepts were introduced and advanced language features were not drawn upon.

The intensive nature of the workshop may have affected the performance of some participants, especially ones not suited to long periods of concentrated learning. Whilst it was intended the workshop would be relaxed, it was not possible to truly recreate ‘real-world’ conditions. This may have led to changes in performance and more positive or negative results due to the fact that participants were aware that they were being observed.

Participants may be inclined to compare Kebot to their experience using gaming systems (such as the Xbox One). Kebot can be resource intensive and the performance of the simulator can diminish (although not to a critical level) on older PCs. The Java Development Kit (JDK) is required and this can take up significant hard-disk space.

The workshop leader may have unconsciously affected results. Despite having teaching experience, LM alone was responsible for delivering the sessions. As workshops progressed this may have led to a growth in confidence and a change in delivery style. Researchers may also get to know those involved (and favour participants) or have vested interest (having developed an approach). Questionnaires and interviews are self-reported and can lead to issues such as exaggeration. As participants self-selected to be involved they may have greater interest in programming compared to others.
3. Case One: Trainee Teachers

In this section details of Case One, ‘Trainee Teachers’, are presented.

Participants

22 trainee Information Communication Technology (ICT) / Computer Science (CS) teachers took part. All had programmed previously as a result of educational or industrial experience. This allowed prior learning experience to be compared to learning experiences using Kebot, in addition to establishing views on the effectiveness of a simulator. Two workshops were held:

*Trainee Teacher Workshop One (TTW1)* – 17 participants (nine males, eight females).

*Trainee Teacher Workshop Two (TTW2)* – 5 participants (two males, three females).

All trainees were enrolled on Keele University’s ICT Postgraduate Certificate of Education (PGCE) course, which they all completed successfully. Cohorts were registered on the same course during different academic years. The full complement enrolled on each course took part. TTW1 took place in June 2012 while TTW2 took place in October 2012. Workshops were hosted at Keele University.

Data Collection and Analysis

Pre- and post-workshop *questionnaires* allowed data to be collected. They were completed in under 10 minutes and were distributed at the start and end of the workshops. These instruments were designed to collect both quantitative and qualitative data and consisted of open and closed questions. Lessons learned during the exploratory studies influenced the layout of the questionnaires. Threats to the validity of the questionnaires (both those used during Case One and Case Two) are that some included items may not have measured what
they were intended to measure and questions were biased in a way that influenced responses. Steps taken to minimise these risks included the use of open-questions (which enables cross-verification of responses to closed-questions), the checking of the questionnaire items by two members of the research team (to determine whether the inclusion of each item was reasonable) in addition to consideration of relevant literature related to questionnaire design (Oppenheim, 2000). It should also be noted that the questionnaires shared significant similarities to those used during the exploratory studies (reported in Section One). As this was the case, and as no problems with the questionnaires were reported during this exploratory work, the risk that they are significantly flawed is considered to be small.

Case One allowed an opportunity to create and test the in- and post-workshop programming exercises in advance of workshops involving students. These exercises were not used to assess learning as they were not designed for use by adults with prior programming experience (as was known to be the case with all Case One participants).

**Results**

In this section data collected data during TTW1 and TTW2 is presented.

**Pre-Workshop Questionnaire**

22 participants completed the pre-workshop questionnaire, all of whom had some programming experience. The minimum number of languages used previously was one (four participants), the maximum ten (one participant) and the mean 3.5. Data was collected about participants’ most recent experiences of learning programming (see Table 3).

**[TABLE 3]**
Post-Workshop Questionnaire

21 participants attended Day Two of the workshop and completed the post-workshop questionnaire. One participant who attended Day One was absent. Participants were asked about their workshop enjoyment, the programming tasks set and their views on Kebot (see Table 4).

Participants were asked to provide their opinions of Kebot, the programming support received and the workshop presentation on a scale of one (not at all effective) to five (extremely effective). See Table 5. Note that one participant did not respond.

[TABLE 4]

[TABLE 5]

Programming Exercises

As indicated earlier, the programming exercises were used only for validation purposes during TTW1 and TTW2 and so no analysis of the results was carried out.

The actual exercises used during TTW1 and TTW2 were different. Feedback provided during TTW1 established a need to modify all instruments and so, following TTW1, changes were made to these. The validity of the revised exercises is considered in Section Five.
4. Case Two: Students

In this section details of Case Two, ‘Students’, are presented.

**Participants**

23 students took some part with 18 attending the full workshop. All were enrolled on a FE course and aged 16 to 18 years old. By involving FE students it was believed results would be generalisable to students in later high school (aged between 15 and 16) in addition to those in early Higher Education (aged around 18). Participants were enrolled at different colleges. Two workshops were held:

*Student Workshop One (SW1)* – 12 participants (seven males, five females) enrolled on an ICT course. 10 students completed the workshop.

*Student Workshop Two (SW2)* – 11 participants (all male) enrolled on a Computing FE course. 8 students completed the workshop.

An additional data source was also used:

*Teacher Interviews* – Three in-service teachers were interviewed in the week following the student workshops. All were familiar with one of the student groups involved (either SW1 or SW2).

SW1 took place in early-July 2012 while SW2 took place in mid-July 2012. The workshops were jointly held in participants’ own education institute and at Keele University.

**Data Collection and Analysis**

*Questionnaires* were adapted from those administered during Case One. Modifications were made so that the questionnaires were better suited for completion by students with minimal
programming experience opposed to adults with some degree of programming knowledge. These changes included revising the wording of certain questions and removing those questions that were not appropriate (e.g. questions that consider past teaching experience etc). Pre- and post-session assessment surveys have previously been completed by research participants to determine their personal opinions of robotic interventions used to support the teaching of programming (Fagin et al., 2001).

Two multiple-choice/constructed response *in-workshop tests* were used to evaluate understanding of syntax and program behaviour as suggested by previous work (McCracken et al., 2001). Exercises were marked out of ten and completed under “test conditions”. LM initially marked completed exercises before these were second marked by PB.

A *post-workshop programming exercise*, consisting of four tasks, was completed. This required 35-40 minutes. Designed to evaluate programming proficiency, the post-workshop exercise is an example of performance-based assessment (McCracken et al., 2001). The PWE was completed under test conditions. A robot not encountered during the workshop, Page, was programmed. Page differed from other robots as it has different sensors. Using Page enabled deep learning to be established, as participants had no option but to adapt their knowledge. Deep learning is where a learner aims towards understanding whereas surface learning is where learners aim to simply reproduce material without understanding it (Case, 2008). Code from earlier exercises could not be copied as Page, and associated control methods, differed. Programs were collected and graded according to the following criteria:

**A** - Code shows evidence of deep learning as knowledge gained during the workshop was used to critically solve a new problem. At least 80% of code is correct.

**B** - Code shows some evidence of deep learning as the new problem was attempted and successfully solved in part. Between 50% and 80% of code is correct.
C - Code shows little evidence of deep learning as no or little attempt was made to solve the new problem. An attempt may have been made to simply copy previous code without adapting it. Less than 50% of code is correct.

It was decided that if around\(^5\) three-quarters of participants were awarded an A or B for a task then this would provide evidence of learning. Two authors (LM and TK) marked code jointly to ensure consistency. Letter grades can be used to rate programming performance (Lister & Leaney, 2003). All exercises were designed to address the learning objectives identified by the ACM/IEEE.

The views of three in-service FE teachers were collected during semi-structured teacher interviews. Interviews lasted for 15 to 20 minutes and were conducted one-to-one. Thematic coding, according to guidelines outlined by Robson (2011), was undertaken. Extracts are presented. Coding involves the identification of text that exemplifies an idea before linking these with a code (Gibbs, 2007). The initial coding (by LM) was subject to peer examination (by PB) to ensure consistency.

**Results**

*Pre-Workshop Questionnaire*

21 participants (11 SW1, 10 SW2) attended Day One and completed the pre-workshop questionnaire. Two SW1 participants had previous programming experience that had been self-taught, enjoyed and involved the use of several languages (although not Java). Asked if this experience was challenging, trivial or indifferent one stated it was challenging while the other was indifferent. The nine other SW1 participants had not encountered programming.

\(^5\) A precise figure could not be decided in advance because the exact number of participants was unknown, although it was intended that this would be in the range of 70%-75% of participants.
As documented in Teacher Interview 1, the SW2 group had been introduced to elements of Visual Basic (VB) several months before. For six participants this was their only exposure to programming. Four SW2 participants had attempted to learn programming by themselves. Two had previously attempted to learn Java and, in regards to proficiency, described themselves as competent and beginner. All SW2 participants stated they had enjoyed their previous programming experience. For one this experience had been challenging while the other nine were indifferent. Of the 21 participants, 19 responded they would consider learning programming in their spare time while two were unsure (see Figure 3).

[FIGURE 3]

*Post-Workshop Questionnaire*

Post-workshop responses, from 18 participants (10 SW1, 8 SW2) who attended the full workshop, are considered in this sub-section. Data from two participants who attended Day Two, but not Day One, have been omitted. Figure 4 displays views on the effectiveness of Kebot. Figure 5 displays responses to the question, “Has the robot simulator helped to improve your perception of programming?”.

[FIGURE 4]

[FIGURE 5]

Also investigated was whether Kebot helped to dispel programming stereotypes. Six participants believed Kebot had helped to dispel stereotypes, five were unsure and three responded no. Three others replied that they did not know of any stereotypes.

Ten participants had encountered introductory programming before the workshop. These compared their previous introduction to programming. Data is displayed in Table 6.
Participants specified aspects they liked and disliked about Kebot. 41 aspects liked, and 18 disliked, were identified. The visual nature of Kebot was identified and how Kebot allows visualisation of code was highlighted:

‘You have a representation of what you spent your time doing’

The nature of simulated robots, specifically that they are engaging and fun, was mentioned:

‘Simple things seemed more interesting. The practical was more engaging. Robots are awesome’

How Kebot was accessible and easy to use was highlighted in four responses including:

‘Easy to use interface. Easy preview and simulation of programming code.... Good scenarios and arenas’

The tasks completed using the simulator, in particular that they were interesting and new, were mentioned. This was in addition to the simulator being:

‘Easier than full-on programming. More enjoyable. (You) can see working with robots’

Negative comments highlighted issues with Java programming as opposed to Kebot itself:

‘Braces. Could be difficult to understand. Difficult to start’

Limitations of the simulator, in addition to suggestions on how it could be improved, were recorded:

‘Only one robot at a time. Not enough sensors’

‘Help and selection… give hints on what can be added to code’

‘Clicking void main every time you run (the simulator)’
In regards to enjoyment, 14 participants said that they had enjoyed their programming experience while three were indifferent. One found the experience to be not enjoyable. See Figure 6.

[FIGURE 6]

12 participants reported completed tasks to be neither difficult nor easy, four easy and two difficult. In relation to the teaching of programming, three workshop elements were rated on a scale of one to five (see Table 7). Finally, differences between the pre and post responses of participants, in regards to whether they would consider programming in their spare time, are shown in Table 8.

[TABLE 7]

[TABLE 8]

*In-Workshop Exercise One*  

20 participants (10 SW1, 10 SW2) completed In-Workshop Exercise One. This had a maximum score of ten. Figure 7 displays performance. In SW1, the highest score awarded was 10 (one participant), the lowest was 4 (one participant), the mean score is 6.9/10 and the standard deviation is 1.79. In SW2, the highest score awarded was 10 (four participants), the lowest score awarded was 6 (one participant), the mean score is 9.0/10 and the standard deviation is 1.25.

The independent $t$-test allows the means of two groups to be compared and has previously been used to consider student performance (Alavi, 1994). As participants were enrolled at different institutions, an attempt was made to use the $t$-test to determine whether there was a statistically significant difference in participants overall scores. A pre-requisite of the $t$-test is...
that data must be normally distributed. Scores for SW1 were normally distributed as assessed by the Shapiro-Wilks test \( (p > 0.05) \). However, scores for SW2 were not normally distributed as the \( p \) value \( (p = 0.007) \) was not greater than the chosen alpha level \( (\alpha = 0.05) \). The Mann-Whitney U test was instead used as this is the non-parametric alternative of the \( t \)-test. It was observed that \( p = 0.011 \) \( (U = 17.5) \). It can be concluded, therefore, that there is a statistically significant difference between the groups overall.

**In-Workshop Exercise Two**

18 participants (10 SW1, 8 SW2) completed In-Workshop Exercise Two. Data collected from two participants who attended Day Two, but not Day One, was omitted. This test also had a maximum score of ten. Figure 8 displays performance. In regards to SW1: the highest score awarded was 9 (one participant), the lowest score awarded was 2 (two participants), the mean score is 5.6/10 and the standard deviation is 2.46. In regards to SW2: the highest score awarded was 9 (two participants), the lowest score awarded was 3 (one participant), the mean score is 6.75/10 and the standard deviation is 2.25.

Scores for both groups were normally distributed as assessed by the Shapiro-Wilks test \( (p > 0.05) \). There was also a homogeneity of variances, as assessed by Levene's Test for Equality of Variances \( (p = 0.749) \). This allowed the independent \( t \)-test to be used to determine whether there was a statistically significant difference in the mean total scores. The \( t \)-test was selected, over the Mann-Whitney U test, because of the greater power of parametric tests (Siegel, 1957). No statistically significant difference was found as \( t(16) = 1.02, p = 0.322 \).

[FIGURE 7]

[FIGURE 8]
Post-Workshop Exercise

18 participants (10 SW1, 8 SW2) completed the Post-Workshop Exercise. Table 13 displays a breakdown of scores.

[TABLE 9]

Due to the groups’ different backgrounds, statistical analysis was undertaken. Letter grades are examples of ordinal data (Stewart & White, 1976). The t-test could not, therefore, be applied as it is only suitable for analysis of interval or ratio data. Instead, the Mann-Whitney U test was selected. No significant difference was found between the groups: Task One (U = 35.5, p = 0.696), Task Two (U = 35, p = 0.696), Task Three (U = 28, p = 0.315) and Task Four (U = 21.5, p = 0.101). Figure 9 displays combined performance of participants.

[FIGURE 9]

P-values denote the proportion of participants who get an item correct (Varma, 2006). A p-value is obtained by dividing the percentage of correct answers by the number of responses received (Smith et al., 2008). Extreme p-values (e.g. 0.0 or 1.0) restrict the reliability of test scores (Matlock-Hetzel, 1997) and may indicate that a question does not discriminate performance. As no statistical difference was found between SW1 and SW2 groups on the PWE, the performance of both groups was considered jointly. P-values have been calculated based on the number of Grade A’s awarded:

- Task One: a p-value of 0.39 for SW1 and SW2 groups and 0.31 for participants with no self-taught experience.
- Task Two: a p-value of 0.56 for SW1 and SW2 groups and 0.46 for participants with no self-taught experience.
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- Task Three: a p-value of 0.50 for SW1 and SW2 groups and 0.46 for participants with no self-taught experience.
- Task Four: a p-value of 0.06 for SW1 and SW2 groups and 0.0 for participants with no self-taught experience.

With the exception of Task Four, the p-values reported all fall within these ranges which indicates Tasks One to Three were not disproportionally easy and do discriminate performance. The low p-value of Task Four, however, suggests other factors may have impacted on participants’ responses. See Section Five for discussion of such issues.

Teacher Interviews

Two main themes were identified during the thematic coding: 1) Robot Simulator and 2) Student Participants. A summary of interview data is provided below. Full interview transcripts have been made available separately (Major, 2014). Interviewees have been assigned codes T1, T2 and T3.

Theme One – The Robot Simulator

All three teachers believed Kebot to be an effective introductory programming teaching tool. The nature of the simulator, in particular it’s visual and simplistic nature was highlighted:

T1: The way it worked I think is a very good idea… they are not having to worry about the nitty gritty stuff, it just works… it’s a much more effective way of doing it … they can see something happening as a result of what they are doing.

Only T2 identified a potential issue with Kebot:

T2: … you have pre-written a lot of the methods it does make it look easier to them then it perhaps would be if they were starting from nothing…
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There was a consensus that the simulator offered a more efficient means of introducing programming compared to traditional teaching methods:

    T1: If we were doing it the ‘traditional way’ you would be talking about double (the amount of time), at least.

    T2: It gives some of the concepts a more concrete outcome… I think the time would be saved by the fact that the concepts would probably sink in first time… with a medium to low ability group it probably makes a difference.

T1 identifies the “what if scenario” which may prevent some teachers from using educational software:

    T1: There’s always the “what if scenario”… if it goes wrong, what happens? … the fact that you can just restart (the simulator) takes away some of the problem.

T3 describes how the simulator helps to break down anxieties which teachers may have about programming:

    T3: I’ve got a Business Studies degree but it’s still something I am interested in. It’s (about) breaking down the fear barrier for the others and I think it’s done that and it is doing that.

T1 was of the opinion that in its current form Kebot required little modification:

    T1: I don’t think I would really do very much with the software. It works. I’d be inclined to leave it alone… The idea of (the robot simulator) is to be a tool to get kids thinking about designing and building something… I’d be happy to use (the simulator) in a classroom without further modification.

**Theme Two - Student Participants**

T1 remarked that their students (SW2 participants) were capable, motivated and had some prior elementary programming experience:

    T1: (They) would be the sort of top end, the interested ones. They have done VB (before). Around 15-16 hours in the first term.
Both T2 and T3 taught in the same High School at the time of the interview. Both agreed that their student cohort (SW1 participants) were a mixed ability group:

T2: They were a mixed ability group so they are really typical… You are talking of students from Grade A right down to Grade E.

T1 believed that the robot simulator and workshop session was well received by participants:

T1: I got a bit of flak from them saying, “Why can’t you do it like this!”.

T1 suggested that a robot simulator can help to improve a novice’s perceptions of the subject, specifically because it enables students to picture the real-world applications of programming. T2 was less certain whether the simulator helped to improve students’ perceptions of programming:

T2: They wouldn’t have come (into the session) thinking it was going to be boring because their only experience (of programming) so far would have been geared towards the exciting.

In regards to whether students would be more encouraged when taught using the robot simulator compared to traditional teaching methods, T3 believed that the nature of the programming virtual robots was a strong positive:

T3: What we think they like about your (workshop) is the fact that it is a robotic simulator and you can hook them in with robots

All teachers offered views on how the workshop might be modified. The creation of supporting materials, in addition the development of additional tasks, was also discussed.
5. Discussion

In Section One it was established that Kebot would be considered effective if three criteria were satisfied. Analysis of collected data indicates this was the case and that a robot simulator is an effective tool for supporting the learning of introductory programming. This conclusion must be considered with caution, however, as a number of factors should be taken into account when interpreting results.

**Proposition One: A robot simulator is an effective tool for supporting the learning of introductory programming**

All *Case One* participants had programming knowledge. Questionnaire results demonstrate how many had spent a considerable amount of time learning programming prior to the workshop. The majority of trainees believe Kebot offers an effective and enjoyable means of introducing programming. No trainee responded that they would not use Kebot in their own future lessons. Aspects of Kebot liked related mainly to the visual and interactive nature of simulated robots and the accessibility of the approach. Disliked factors included issues with the visual appearance of Kebot (specifically that only a top down perspective is offered).

An underlying assumption was that if the simulator motivated students then this would offer some evidence of effectiveness. This is because increased enjoyment can enhance levels of learner effort, persistence, performance and cognitive processing (Jerez *et al.*, 2012; Ring *et al.*, 2008). *Case Two* Post-workshop questionnaire results demonstrate how Kebot was believed to be an effective programming learning tool. No student stated the simulator was ineffective, only one did not enjoy their experience using it and the software scored highly when rated on a five-point scale. The visual nature of Kebot and the fact that simulated robots are engaging were among attributes liked. This was in addition to the approach being
accessible, interesting and innovative. It should be noted that a slight negative change was observed between pre- and post-workshop responses when students were asked if they would consider learning programming in their own time. Based on the fact that other qualitative data was positive, however, the authors do not consider this change substantial enough to suggest that the simulator had an adverse effect on perceptions.

Three exercises were used to assess performance. For the in-workshop exercises it was decided that a mean score greater than six (out of 10) would indicate learning. Most participants performed well on the first exercise. A statistical difference between groups was, however, found with SW2 participants performing significantly better. Such participants may have adapted their previous, if limited, knowledge of VB to fit the tasks set during the early part of the workshop. For the second exercise, scores were lower. This was expected due to increased complexity of concepts assessed. Unlike the first exercise there was no statistically significant difference between groups.

In regards to the post-workshop exercises, for the reasons already outlined, it was decided beforehand that if around three-quarters of participants were awarded an A or B for a task then this would provide evidence of learning. Performance on Tasks One, Two and Three is judged to demonstrate deep learning due to this criteria being satisfied. The p-values for these tasks all fall within an acceptable range and this indicates that the tasks were not disproportionately easy and do discriminate performance. Performance on Task Four, however, differed. This was also the most substantial challenge. Several participants commented that they were content to have attempted (and in most cases engineered solutions to) Tasks One, Two and Three and did not feel inclined to tackle the final exercise. Analysis of code supports this view as only four participants made a meaningful attempt to solve the problem in full. The timing of the post-workshop exercises may be potentially responsible for
performance on Task Four. This is because tasks were administered at the very end of the second workshop day when fatigue could have been an issue. It remains, however, unclear whether it was the design of the task, the nature of the task or other factors that were responsible for performance observed.

As programming exercises were developed for the purposes of this work and reliability has not been independently verified, it is not possible to make strong claims about the simulator’s effectiveness based on these alone. Bearing these cautionary points in mind, however, the programming exercises are considered to show:

- For the In-Workshop Exercises that the performance of students demonstrates learning.
- For Post-Workshop Tasks One, Two and Three that the performance of students demonstrates how they were able to complete several programming challenges unassisted. Performance on Task Four, however, raises questions and caution should be used when drawing conclusions.

Three interviews were held with teachers to determine whether they believed the simulator to be effective. Responses indicate that this was the case. The accessibility of the approach and the appeal of robots were highlighted as positives as was the simplicity of the simulator. Kebot was believed to offer an enjoyable means of learning. As already discussed, this suggests a simulator can be effective for supporting the learning of programming due to it motivating learning.
Proposition Two: A robot simulator offers a more effective introduction to basic programming concepts when compared to participants’ prior programming learning experience

Case One participants had all learned programming beforehand. Asking trainees to compare their previous learning experience to the one using Kebot allows a “baseline” to be established. Only three of 22 trainees believed their previous introduction to programming was more effective than the one using Kebot and this is further indicative of effectiveness.

The SW2 group involved in Case Two had been introduced to aspects of VB six months before the workshop. This had been in the ‘traditional’ mould of learning programming (i.e. a text-based approach to general syntax, statements etc). This introduction to VB lasted for a similar amount of time as the Kebot workshop. Six SW2 participants believed their previous introduction to programming was less effective than the one using the simulator.

Teachers interviewed largely agreed that a simulator offers a more effective means of introducing the subject compared to more widely used approaches. How a robot simulator provides a “hook”, which serves to entice novices, was responsible for these observations.

Consideration of Rival Explanations

Reporting that a study sought out, considered and did not find evidence to support a number of plausible rival explanations enhances the credibility of case study research and helps to counter the suggestion that the results are shaped by any predispositions or bias. Several rivals are considered below:

- Null Hypothesis (i.e. observations are the result of chance). How addressed: Workshops replicated. Multiple sources of evidence used.
- **Novelty of Simulator** (i.e. interest in the simulator is confused for learning and encourages participants to say they have learned). *How addressed:* By the scoring process which distinguishes deep and surface learning.

- Experimenter Expectation Effect (i.e. results are influenced by the experimenter’s expectation that the simulator is effective). *How addressed:* By adhering to marking schedules and by subjecting exercises to second marking.

- “Good Subject Effect” (i.e. participants mark opinions in favour of the simulator to aid the project). *How addressed:* By participants identifying up to three aspects they liked/disliked as they are more likely to be truthful when identifying positive and negatives than answering ‘yes/no’.

- Implementation Rival (i.e. workshop sessions and not the simulator accounts for results). *How addressed:* By asking participants to rate the effectiveness of the simulator and workshop. If more rated the workshop as effective this may have accounted for results.

- Practice Effects (i.e. when participants are exposed to repeat measures of similar data collection their performance on second and subsequent tests may differ from what it would otherwise). *How addressed:* By ensuring that all exercises were substantially different.
Recommendations to support the development and use of robot simulators

Kebot is considered to be a ‘generic’ simulator as it has no exclusive features. Viewed in its simplest form the main features of Kebot allow:

- Agents to move forwards and backwards.
- Visual arena backgrounds to be loaded (or ‘drawn’) onto the arena floor.
- The introduction of simple ‘2D’ (over which an agent can traverse) and ‘3D’ objects (which cannot be traversed) in the manner of a traditional ‘Paint’ application.
- Environmental interaction through sensors that can detect the presence of 2D and 3D objects.

As the key features of Kebot do not extend beyond those outlined, the generalisability of the software is enhanced as it is considered that these would form a part of any comparable simulator. It was intentional that Kebot’s functionality would remain neutral (as far as is possible) to counter suggestions that the results were not applicable to other simulators.

Recommendations to support the development and use of robot simulators, in an introductory programming context, are presented in Table 10.

[TABLE 10]
6. Conclusion and Future Work

The aim of this research was to investigate whether a robot simulator is an effective tool for supporting the learning of introductory programming. The work was carried out as the findings of a previously completed Systematic Review (SR), and exploratory research, identified how such research was required. A robot simulator, named Kebot, was developed and used to run four ten-hour programming workshops. Kebot allows for real-time interaction with a simulated agent, the customisation of an agent’s environment using objects, coding in Java and the creation of imaginative programming tasks. Kebot provides an accurate representation of a real-world robot and agents can move freely through 360 degrees and interact with their environment through various sensors. A realistic representation of a physical robot is, therefore, provided and this can be considered as advanced when compared to more restricted simulated environments (i.e. ones where robots inhabit a grid-based world).

A multi-case case study was undertaken. Student programmers, in addition to pre- and in-service high school teachers, have taken part in empirical research. Effectiveness was determined after considering opinions, attitudes and motivation in addition to an analysis of students’ programming performance. Pre- and post-workshop questionnaires, interviews and programming assessments have been used. A simulator was judged as effective because:

1. Participants enjoy learning programming in such a manner,
2. Participants believe the approach to be valuable,
3. Most evidence suggests that students successfully learnt introductory programming concepts as tasks were completed to a satisfactory standard (although several factors must be taken into account when interpreting the results of completed exercises).

How Kebot was highly regarded by almost all participants indicates how the approach appeals to people of both genders and of various experience and ages. It is believed that
findings are applicable to other simulators that may be used. A set of recommendations to support the future development of other robot simulators have been provided.

The findings of this work are important as they help to enhance our knowledge about using robot simulators as tools to support the learning of programming. Knowledge has been advanced by the evidence presented and this may help to inform educators’ decisions about whether or not to use a robot simulator in their own classes. The work will also have implications for future research as, now that an extensive exploratory study has been undertaken, and such a tool has been judged to be effective, more specific research can be carried out.

**Future Work**

It is recommended that further work is undertaken to consider the application of Kebot in alternative learning settings and to support the teaching of alternative programming curricula. This would allow an opportunity to support findings reported or to contradict them. The development of alternative instruments, in particular the programming exercises completed by students, would allow for additional insights into how a simulator supports learning. This may also help to overcome questions related to performance on some of the programming tasks (in particular the final task of the post-workshop exercise) and could provide further confirmatory evidence in regards to effectiveness. There also remains scope for an independent evaluation of Kebot and other existing robot simulators. See Marshall et al (2014) for a recent example where several tools were evaluated to determine their suitability for purpose.

It is believed that there is potential to conduct a more specific investigation, as opposed to the exploratory one reported here. Indeed, it would be interesting to explore whether learners who have used a simulator learn programming concepts more accurately. The extent to which
a robot simulator adds an additional layer of complexity for learners and educators alike could also be explored. Finally, more research is needed to better understand the effect that a robot simulator has once implementation ends (i.e. do learners who have been exposed to a simulator go on to show greater aptitude during a more extensive programming course).

How a robot simulator could be used during a more extensive programming course is an additional avenue that future research may explore. For this project it was not possible for the workshop length to be greater than two full days, for both ethical reasons (as the majority of participants were enrolled on a full-time education course and involvement in the research could not be allowed to distract from other commitments) and practical ones (given that a more substantial workshop would have required the development of additional materials). It would be valuable to determine the effectiveness of using simulated robots to support the teaching of programming over a sustained period of time (such as one complete academic year) and to establish the affordances that such an approach provides. There is also significant scope to compare the effectiveness of physical and simulated robots, and a comparative study where these tools were used for the same programming tasks would make a strong contribute to existing knowledge. Potentially, if a negligible difference was found in regards to learner performance and motivation, then this would provide a compelling argument for the use of simulated robots in place of physical models.
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Figure 1. Annotated screenshot of the Kebot robot simulator.

Figure 2. A screenshot of the 'Line Tracer' workshop task.
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Figure 3. Students’ pre-workshop responses to the question, “Would you consider learning to program, in your own time, if you were given appropriate support?”

Figure 4. Students’ responses to the question, “Do you believe that the robot simulator offers an effective method of introducing basic programming concepts, which you have been taught, to novice programming students?”
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Figure 5. Students’ opinions on whether the robot simulator helped to improve their perceptions of programming.

Figure 6. Students’ enjoyment of their programming experience during the workshop.
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Figure 7. In-Workshop Test One Performance.

Figure 8. In-Workshop Test Two Performance.
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Figure 9. Combined performance of SW1 and SW2 participants on the PWE.
Table 2. The Kebot workshop format.

<table>
<thead>
<tr>
<th>Main Programming Activity</th>
<th>Time Required</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Day One</strong></td>
<td></td>
</tr>
<tr>
<td>Basic syntax and semantics of a higher-level language</td>
<td>1 hour</td>
</tr>
<tr>
<td>Variables and Constants</td>
<td>30 minutes</td>
</tr>
<tr>
<td>Logical Expressions</td>
<td>1 hour</td>
</tr>
<tr>
<td>Counting, JOptionPane and Nested Statements</td>
<td>45 minutes</td>
</tr>
<tr>
<td><strong>In-Workshop Programming Exercise One</strong></td>
<td>15 minutes</td>
</tr>
<tr>
<td>Introducing the Remaining Data Types</td>
<td>15 minutes</td>
</tr>
<tr>
<td>While and Do While Loops</td>
<td>45 minutes</td>
</tr>
<tr>
<td>Method Creation</td>
<td>30 minutes</td>
</tr>
<tr>
<td><strong>Day Two</strong></td>
<td></td>
</tr>
<tr>
<td>Conditional and Iterative Control Structures</td>
<td></td>
</tr>
<tr>
<td><strong>In-Workshop Programming Exercise Two</strong></td>
<td>15 minutes</td>
</tr>
<tr>
<td>For Loops</td>
<td>45 minutes</td>
</tr>
<tr>
<td>Arrays</td>
<td>30 minutes</td>
</tr>
<tr>
<td><strong>Post-Workshop Programming Exercise</strong></td>
<td>45 minutes</td>
</tr>
</tbody>
</table>

Table 1. Fundamental programming constructs identified by the ACM/IEEE.
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<table>
<thead>
<tr>
<th>“How did you learn this language?”</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Self-Taught</td>
<td>Part of a course or education program</td>
</tr>
<tr>
<td>Number of Responses</td>
<td>5</td>
</tr>
</tbody>
</table>

| “How much time did you spend learning this language?” |  |
|---|---|---|---|---|
| Less Than One Week | One Week to Two Months | Two Months to Four Months | Over Four Months | Unable to Determine |
| Number of Responses | 4 | 5 | 9 | 1 | 3 |

| “How well do you feel you learnt this language?” |  |
|---|---|---|---|
| Learnt very little | Became familiar with most concepts | Became competent | Became expert |
| Number of Responses | 3 | 12 | 5 | 1 |

| “Which of the following best describes your past programming experience?” |  |
|---|---|---|---|---|
| Didn’t Like | Indifferent | Enjoyed |
| Number of Responses | 5 | 8 | 9 |

Table 3. Trainees’ experience of learning their most recent programming language.

| “In regards to your programming experience during the workshop, which of the following best describes your enjoyment?” |  |
|---|---|---|---|
| Enjoyable | Indifferent | Not Enjoyable |
| Number of Responses | 17 | 3 | 1 |

| “Do you believe that the robot simulator offers an effective method of introducing basic programming concepts, which you have been taught, to novice programming students?” |  |
|---|---|---|---|
| Yes | Not Sure | No |
| Number of Responses | 19 | 1 | 1 |

| “Would you consider using the robot simulator as a tool to teach programming in your own lessons in the future?” |  |
|---|---|---|---|
| Yes | Not Sure | No |
| Number of Responses | 20 | 1 | 0 |

| “If you have previously learnt a programming language, was your previous introduction to basic programming...” |  |
|---|---|---|---|---|
| Much less effective | Less effective | About the same effectiveness | More effective | Much more effective |
| Number of Responses | 5 | 6 | 7 | 3 | 0 |

Table 4. Trainees’ opinions of their workshop experience and effectiveness of Kebot.

⁶ The one open response received specified “Code Academy”
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<table>
<thead>
<tr>
<th>Workshop Component</th>
<th>Mean Score (maximum of 5)</th>
<th>Score Breakdown (by no. of responses)¹</th>
</tr>
</thead>
<tbody>
<tr>
<td>Kebot Simulator</td>
<td>4.35</td>
<td>0 1 2 6 11</td>
</tr>
<tr>
<td>Programming Support</td>
<td>4.0</td>
<td>2 1 2 5 10</td>
</tr>
<tr>
<td>Workshop Presentation</td>
<td>4.15</td>
<td>0 2 3 5 10</td>
</tr>
</tbody>
</table>

¹ n.b. 1 (not at all effective) to 5 (extremely effective)

Table 5. Trainees’ opinions on the effectiveness of elements of the workshop.

“Was your previous introduction to basic programming...?”

<table>
<thead>
<tr>
<th>Response from participants with prior programming experience (n. 10)</th>
<th>Much less effective</th>
<th>Less effective</th>
<th>About the same effectiveness</th>
<th>More effective</th>
<th>Much more effective</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>0</td>
<td>6</td>
<td>1</td>
<td>3</td>
<td>0</td>
</tr>
</tbody>
</table>

Table 6. Comparison of Students’ previous programming learning experience to the one using the Kebot robot simulator.
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<table>
<thead>
<tr>
<th>Workshop Component</th>
<th>Mean Score (maximum of 5)</th>
<th>Score Breakdown (by no. of responses)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>Kebot Simulator</td>
<td>4.39</td>
<td>0</td>
</tr>
<tr>
<td>Programming Support</td>
<td>4.44</td>
<td>0</td>
</tr>
<tr>
<td>Workshop Presentation</td>
<td>4.28</td>
<td>0</td>
</tr>
</tbody>
</table>

*a.n.b. 1 (not at all effective) to 5 (extremely effective)*

Table 7. Students’ opinions on the effectiveness of elements of the workshop.

“Would you consider learning to program in your spare time if you were given appropriate support?”

<table>
<thead>
<tr>
<th></th>
<th>Yes</th>
<th>Not Sure</th>
<th>No</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pre-Workshop</td>
<td>18</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Post-Workshop</td>
<td>14</td>
<td>4</td>
<td>0</td>
</tr>
<tr>
<td>Change</td>
<td>-4</td>
<td>+4</td>
<td>0</td>
</tr>
</tbody>
</table>

Table 8. Pre- and post-workshop comparison of students’ opinions on programming.

<table>
<thead>
<tr>
<th>Participants</th>
<th>Task 1</th>
<th>Task 2</th>
<th>Task 3</th>
<th>Task 4</th>
</tr>
</thead>
<tbody>
<tr>
<td>SW1 (n. 10)</td>
<td>a</td>
<td>b</td>
<td>c</td>
<td>a</td>
</tr>
<tr>
<td>SW2 (n. 8)</td>
<td>3</td>
<td>7</td>
<td>0</td>
<td>5</td>
</tr>
<tr>
<td>Total (n. 18)</td>
<td>7</td>
<td>10</td>
<td>1</td>
<td>10</td>
</tr>
<tr>
<td>SW1 (n. 10)</td>
<td>39%</td>
<td>55%</td>
<td>6%</td>
<td>56%</td>
</tr>
<tr>
<td>SW2 (n. 8)</td>
<td>7</td>
<td>10</td>
<td>1</td>
<td>10</td>
</tr>
<tr>
<td>Total (n. 18)</td>
<td>39%</td>
<td>55%</td>
<td>6%</td>
<td>56%</td>
</tr>
</tbody>
</table>

Table 9. Breakdown of SW1 and SW2 student groups performance on the Post-Workshop Exercise.
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<table>
<thead>
<tr>
<th>Recommendation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Recommendation One:</strong> Maintain a focus on programming</td>
<td>Simulators can overcome issues with physical robots that distract learners (e.g. mechanical failure, problems with storage). Take advantage of these reduced issues by focusing on programming and not the simulator software itself.</td>
</tr>
<tr>
<td><strong>Recommendation Two:</strong> Appreciate the importance of visualisation</td>
<td>Data highlights the importance of visualisation when learning programming using a simulator. Visual feedback provided by a simulated environment should reflect users’ programs and make it possible to trace code and on-screen activities. There should also be an indication when the simulation is running.</td>
</tr>
<tr>
<td><strong>Recommendation Three:</strong> Encourage motivation through accessibility</td>
<td>A simulator has been found to have significant motivating appeal, and it is fair to assume this would translate to an increased level of effort. A simulator should seek to encourage motivation by ensuring it remains accessible to new users.</td>
</tr>
<tr>
<td><strong>Recommendation Four:</strong> Support the needs of diverse users</td>
<td>To ensure users are not overwhelmed by the features of a simulator, nor left frustrated by a lack of pace, software (and associated tasks) should allow complexity to be gradually increased by learners to allow them to continually work within, but at the limits of, their ability.</td>
</tr>
<tr>
<td><strong>Recommendation Five:</strong> Beware unnecessary complexity</td>
<td>A simulator should not add an additional layer of complexity that distracts learners. GUIs should contain only frequently used features while the names of relevant control methods and variables should be identifiable and not abstract. Unnecessary code should be concealed.</td>
</tr>
<tr>
<td><strong>Recommendation Six:</strong> Understand the needs of all learners involved</td>
<td>There may be more than one group of learners using a simulator, especially if it is intended for use in high schools. Educators responsible for introducing the approach (in addition to technical support staff) may have little or no prior programming experience and should be viewed as learners themselves.</td>
</tr>
</tbody>
</table>

**Table 10. Recommendations to support the future development and use of robot simulators in an introductory programming context.**
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