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Abstract—In this paper, we describe an efficient authentication protocol for group communication in hybrid wireless networks with a satellite overlay. The proposed protocol uses a new class of lightweight, symmetric-key certificates called TESLA Certificate. The certificates bind the identities of the senders to the anchor elements of their key chains; messages from the senders are authenticated by MACs computed with keys from the chain. The satellite is used as the Certificate Authority to generate the certificates. The satellite also acts as the proxy for the senders in disclosing the MAC keys to the receivers in the network. Due to the use of symmetric MAC functions, the proposed protocol is much less expensive in terms of node processing power and energy compared to digital signatures. The use of the satellite as the CA and the proxy allows strong security mechanisms and fast message verification. Through analysis, we show that the protocol is secure against malicious adversaries. We also estimate of the performance of the protocol in comparison to public key-based digital signatures.

I. INTRODUCTION

Large wireless networks have the ability to provide rapid connectivity in disaster areas or military battlefields, or to inter-connect users in far-flung geographical locations. In [1], we have shown that the addition of a satellite overlay to such wireless networks can lead to a great improvement in the network performance. We term this network architecture a hybrid network, which has clusters of terrestrial wireless nodes with dual satellite connectivity providing alternate high-bandwidth and robust forwarding paths through satellite links.

Security is a necessary parameter in hybrid wireless networks to protect the communication amongst user nodes from unauthorized access or unauthorized modifications. Many envisioned applications for hybrid networks are collaborative in nature, and it is necessary to ensure that routing control messages and the application data between communicating nodes are properly authenticated to enable communication. In this paper we therefore focus on source authentication and associated message integrity protocols for group communication.

Authentication in group communication is traditionally done by digital signatures [2], based on public-key cryptography. However, generation and verification of digital signatures for messages are expensive in CPU cycles and therefore energy expenditure [3]–[5]. In wireless networks where many nodes have limited processor power, storage capacity and available energy, performing digital signature generation and verification frequently can prevent the CPU from other functions and drain the battery quickly. Therefore in hybrid wireless networks it is preferable to use authentication protocols that are based on symmetric cryptographic primitives like Message Authentication Code or MAC (for example, HMAC [6]) - which expend less node energy. However, designing authentication protocols for group communication using symmetric cryptography is a significant challenge. The primary difficulty in designing a scalable scheme is how to create the asymmetry efficiently such that receivers can authenticate the messages without heavy expenditure of system resources.

We propose to achieve authentication using a new class of certificates called TESLA Certificate. The TESLA certificate concept was originally proposed in [7], and we have suggested modifications and extensions to it in [8]. We build on our modified TESLA certificate design and take advantage of the presence of the satellite overlay network to propose an authentication protocol for hybrid networks.

In the proposed protocol, source authentication using TESLA certificate is based on MAC computation using keyed hash functions, with delayed disclosure of the key by the Certificate Authority (CA), to achieve the asymmetry required for authentication in group communication. Due to the use of MACs to generate and verify certificates, the scheme is fast, has low processing overhead, and consumes much less energy than digital signature algorithms. The protocol also avoids the assumption that the user nodes have some sort of security association established a priori, as many other protocols assume.

The rest of this paper is organized as follows. In section II, we briefly review the TESLA authentication protocol on which TESLA certificate is based. The TESLA certificate algorithm is described in III. We describe the proposed source authentication protocol in section IV. We analyze the security
of the proposed protocol in section V. A preliminary analysis of the protocol performance is given in VI. We briefly review related work in authentication algorithms in VII. We conclude with a discussion of our current research efforts in section VIII.

II. REVIEW OF TESLA AUTHENTICATION PROTOCOL

The TESLA source authentication protocol [9] achieves asymmetric authentication between a source and receivers through the use of symmetric cryptographic MAC functions. The asymmetry is obtained through the delayed disclosure of the authentication keys.

TESLA divides the time of transmission by the source into \( n \) intervals of equal duration. The source generates a random key seed \( s_n \) for interval \( n \), and computes a one-way hash chain by repeatedly applying a public one-way function \( F_1 \) to \( s_n \). The number of elements of the hash chain correspond to the number of intervals in which the source transmits. The source computes the MAC key for each interval by applying a second public one-way function \( F_2 \) to each element of the hash chain. The algorithm is illustrated in fig. 1.

The sender uses the keys in the reverse order of their generation, that is, starting with \( K_1 \) in interval 1, followed by \( K_2 \) in interval 2, and so on. The sender bootstraps the hash chain by broadcasting to all the receivers the anchor element of the chain, \( s_0 \). For each packet generated in time slot \( i \), the sender uses the authentication key \( K_i \) to compute a MAC on the packet. The sender discloses \( K_i \) at a later time instant by broadcasting the corresponding key seed \( s_i \). Upon receiving \( s_i \), each receiver first verifies the authenticity of \( s_i \) by checking \( s_i \leftarrow F_1 \rightarrow s_{i-1} \leftarrow F_1 \rightarrow ... \leftarrow F_1 \rightarrow s_0 \). If \( s_i \) verifies correctly, each receiver can compute \( K_i : s_i \leftarrow F_2 \rightarrow K_i \) and subsequently use \( K_i \) to verify the MAC on the packets received during interval \( i \).

\( s_i \) is disclosed only \( d \) time slots after \( i \) so that no malicious node can compute \( K_i \) and forge packets in the intervening period. This is the principle of delayed disclosure of keys.

III. REVIEW OF TESLA CERTIFICATE ALGORITHM

In the algorithm described in [7], there is a certificate authority \( CA \) who creates certificates for an entity \( B \). During time slot \( n \), the \( CA \) generates authentication key \( aK_{Bn} \) for \( B \) to use to compute the MAC on its messages in that interval. The \( CA \) creates a certificate \( Cert_{CA_B}(B) \) to bind \( aK_{Bn} \) to \( B \) for interval \( n \). The \( CA \) uses its TESLA key \( tK_{CA} \) to encrypt \( aK_{Bn} \) in the certificate, and uses the same key to compute a MAC on the certificate:

\[
Cert_{CA_B}(B) = (ID_B, \{aK_{Bn}\}_{tK_{CA}}, n + d, MAC_{tK_{CA}}(\cdot)) \tag{1}
\]

\( aK_{Bn} \) is known only to the \( CA \) and \( B \) during period \( n \), while \( tK_{CA} \) is known only to the \( CA \). \( n + d \) indicates the time at which the \( CA \) will disclose \( tK_{CA} \), to the nodes, that is, it is the expiration time of the certificate. The \( CA \) sends \( Cert_{CA_B}(B) \) to \( B \) along with \( aK_{Bn} \), which is encrypted with key \( K_{CA_B} \) that is shared between the \( CA \) and \( B \).

In the time interval \((n, n + d)\), \( D \) sends a request to \( B \) for using \( B \)'s service: \( D \rightarrow B: \) (request). To authenticate itself to \( D \), \( B \) sends an authentication packet containing its certificate and a MAC on the request: \( B \rightarrow D: \) (\( Cert_{CA_B}(B), MAC_{aK_{Bn}} \) (request)). When \( D \) receives the authentication message, it checks the timestamp of \( Cert_{CA_B}(B) \) to make sure it has arrived before time \( n + d \). At time \( n + d \), the \( CA \) discloses \( tK_{CA} \). Upon receiving the key, \( D \) verifies \( Cert_{CA_B}(B) \) by checking the MAC in the certificate using \( tK_{CA} \). If the MAC verifies correctly, \( D \) obtains \( aK_{Bn} \) from the certificate by decrypting with \( tK_{CA} \). Subsequently, \( D \) checks \( MAC_{aK_{Bn}} \) (request) to verify the authenticity of \( B \).

A TESLA certificate allows a node to add authentication to packets for a single period in time. Therefore, a source node \( B \) that transmits for multiple time intervals will need several TESLA certificates from the \( CA \). If there are many sources that send data over long intervals, this can add up to a substantial overhead.

IV. SOURCE AUTHENTICATION PROTOCOL DESCRIPTION

A. Extensions to TESLA Certificate

In the proposed authentication protocol, we use the TESLA certificate concept with the following important modifications:

- we extend the lifetime of the TESLA certificate from single use to multiple uses by combining key chains with the certificate, and
- we disclose TESLA keys used by the source node via proxy, namely, by allowing the satellite to broadcast the sender’s MAC keys to the receivers.

Using the satellite as the proxy for the terrestrial nodes for TESLA MAC key disclosure, reduces the delay involved in message authentication, and also mitigates the processing load of the senders.

B. The Satellite as the CA

The TESLA certificate algorithm requires the presence of a dedicated Certificate Authority (CA) to generate the certificates. In our protocol, the CA broadcasts the TESLA keys of the source nodes to the network at periodic key disclosure intervals. In the hybrid network topology, we use the satellite for providing CA services. The reasons for using the satellite...
as the CA are: (i) the satellite is a network node that is always available, connected to the entire network, and is physically secure; (ii) the satellite has higher computing power with onboard processing capability and higher storage compared to terrestrial wireless nodes; and, (iii) its energy is renewable via solar power. Therefore the satellite can perform processing-intensive cryptographic operations more efficiently compared to the terrestrial nodes, and without depleting its energy. We thus consider the satellite as the root CA in our authentication protocol design.

C. Protocol Assumptions

In order to describe the operation of the authentication protocol, let us consider a group of three wireless nodes A, B and C, where A sends authenticated messages to B and C.

We make the following assumptions about the initial security setup of the network:

- all terrestrial nodes have limited energy and processing power, and none has any pre-existing security information about the others;
- the satellite is trusted by all other nodes;
- the public key +KCA of the CA is available to all nodes;
- all nodes are time-synchronized with the CA;
- each node X shares a unique secret key KCA,X with the CA;
- one-way functions F1 and F2 are publicly available;
- message transmission from A to B, C start at time t0;
- time is divided into intervals, each of duration \( \Delta \).

D. Setup: Key Chain Generation by CA and Source Node

During the initial setup, before any messages are transmitted in the network, the CA and all sources generate the key chains that each use for message authentication.

The CA uses a key chain \( \{tKCA,i\} \) where \( i = 1, \ldots, N \) to authenticate the TESLA certificates that it creates. The CA starts with a random seed \( sCA,N \) and applies one-way function \( F1 \) to \( sCA,N \) to form a hash chain (2):

\[
s_{CA,0} \xrightarrow{F1} s_{CA,1} \xrightarrow{F1} \ldots \xrightarrow{F1} s_{CA,N-1} \xrightarrow{F1} s_{CA,N}
\]

where \( N > 0 \) and its value depends on the length of each time interval and the total duration that the CA node will be present. We assume that in each time interval, the CA uses only one key for computing the MACs on all the messages it generates in that time interval. Therefore, if the total time of CA's functionality is \( T \) and the interval for key disclosure is \( d \), we have \( N = \frac{T}{\Delta} \).

Subsequently the CA applies function \( F2 \) to each element of (2) to obtain \( tKCA,1 \):

\[
s_{CA,0} \xrightarrow{F1} s_{CA,1} \xrightarrow{F1} \ldots \xrightarrow{F1} s_{CA,N} \xrightarrow{F2} tKCA,1 \xrightarrow{F2} \ldots \xrightarrow{F2} tKCA,N
\]

\( s_{CA,0} \) is the anchor element of the CA’s authentication key chain. All TESLA certificates and signed messages from the CA are authenticated using the anchor element during the protocol run. \( s_{CA,0} \) is broadcast to the network in time \( t < t_0 \) (4):

\[
CA \rightarrow \text{network: } (s_{CA,0}, \text{SIGN}_{-KCA}(\ldots))
\]

The anchor element is authenticated using a digital signature. All network nodes receiving the broadcast message can verify the signature on the message using the public key \(+KCA\) of the CA. If the signature is verified, the nodes store \( s_{CA,0} \) in local memory.

In a manner similar to the above, each source node A generates a random seed \( s_{A,n} \) and applies one-way function \( F1 \) to \( s_{A,n} \) to form a hash chain. A subsequently applies \( F2 \) to each key \( s_{A,i} \) of the chain and obtains \( s'_{A,i} \) (5).

\[
\begin{align*}
&\downarrow F_{A,0} \quad s'_{A,0} \\
&\downarrow F_{A,1} \quad s'_{A,1} \\
&\ldots \\
&\downarrow F_{A,n} \quad s'_{A,n}
\end{align*}
\]

Here \( n > 0 \) is equal to the number of unique MAC keys that A expects to use for authenticating its messages. We assume that in each time interval \( \Delta \), a source uses only one key for computing the MACs on all the messages it generates in that time interval. Therefore, if the total time of A’s transmission is \( T \), we have \( n = \frac{T}{\Delta} \).

At time \( t < t_0 \), \( A \) sends \( s_{A,n} \) and \( n \) to the CA, along with details on A’s key disclosure interval. The message from \( A \) to the CA is secured using the shared secret \( KCA,A \) between A and the CA. The CA can obtain all the elements of A’s TESLA key chain from \( s_{A,n} \) and \( n \), as in equation (5).

On successful verification of A’s identity, the CA generates the TESLA certificate for A. The key \( s_{CA,0} \) is included in the certificate as the anchor element of A’s key chain. It is encrypted using key \( tKCA,1 \) from the CA’s key chain. The certificate also includes the identity of the source node A and the time \( t_0 + d \) up to which the certificate is valid, i.e., after time \( t_0 + d \), key \( s_{CA,0} \) is made public to the group and it can no longer be used for new messages. The certificate also contains a MAC for authentication, computed on the previous elements using \( tKCA,1 \). For added security, the certificate might also contain CA’s public-key signature on all the previous elements (6).

\[
\text{Cert}_{CA}(A) = (\text{ID}_A, \{s_{A,0}\}_{t_{KCA,1}}, t_0 + d, \text{MAC}_{tKCA,1}(\ldots), \text{SIGN}_{-KCA}(\ldots))
\]

\[
CA \rightarrow A : \text{Cert}_{CA}(A)
\]

Here \( d \geq \Delta \) is the key disclosure delay for the CA TESLA signature key, and \( tKCA,1 \) is the CA MAC key for the time period \( \langle t_0, t_0 + d \rangle \). A schematic of the TESLA certificate for A is given in figure 2.
E. Message Transmission from Source to Receiver

A sends messages to B and C starting in the time interval $(t_0, t_0 + d)$. A computes a MAC over the message $m_0$ using $s_{A,0}^\prime$, and includes its TESLA certificate $Cert_{CA}(A)$ with the message.

$$A \rightarrow \{B, C\}: \{M_0 \mid M_0 := \langle \langle m_0, MAC_{s_{A,0}^\prime} (m_0), Cert_{CA}(A) \rangle \rangle\}$$

(8)

Each of B and C checks the freshness of the certificate by checking the timestamp of $Cert_{CA}(A)$ to make sure it has arrived within the period $(t, t_0 + d)$. The receivers also check that $s_{A,0}^\prime$ is not publicly known, i.e., $MAC_{s_{A,0}^\prime} (m_0)$ cannot yet be computed by them. If all the checks pass, B and C store $M_0$ in their respective buffers, else they discard the message.

F. Message Authentication at Receiver

At time $t_i = t_0 + d$, the CA broadcasts the key $s_{CA,1}$:

$$CA \rightarrow \text{network}: \langle \langle t_0, t_0 + d, s_{CA,1}, SIGN_{K_{CA}} (\ldots) \rangle \rangle$$

(9)

If receiver B or C has received the anchor element $s_{CA,0}$, they can check the authenticity of $s_{CA,1}$ by verifying $s_{CA,1}$ against $s_{CA,0}$: $s_{CA,1} F_{t_0} s_{CA,0}$. Otherwise, B or C can verify $s_{CA,1}$ from the signature using $+K_{CA}$. If verification is successful, each receiver derives $tK_{CA,1}$ from $s_{CA,1}$ (3) and uses $tK_{CA,1}$ to verify the MAC on $Cert_{CA}(A)$. If the MAC is correct, each receiver obtains $s_{A,0}$ from $Cert_{CA}(A)$ by decrypting with $tK_{CA,1}$. B or C obtains $s_{A,0}^\prime$ from $s_{A,0}$ (5), and checks $MAC_{s_{A,0}^\prime} (m_0)$ using $s_{A,0}^\prime$ and accepts $m_0$ if the MAC verifies correctly. Each receiver saves $Cert_{CA}(A)$ and the anchor element $s_{A,0}$ of A’s key chain in long-term memory - they are used for authenticating future keys and messages from A.

Messages from A to B and C in subsequent time intervals are authenticated using the corresponding key of A’s key chain. A does not have to include its TESLA certificate in messages subsequent to $M_0$, under the assumption that every receiver has received $M_0$ correctly. For example, in the period $(t_i, t_i + \Delta)$, message $M_i$ from A to B would look like:

$$A \rightarrow B: \{M_i | M_i := \langle \langle m_i, MAC_{s_{A,i}} (m_i) \rangle \rangle\}$$

(10)

At time $t_i + d$, the CA broadcasts $s_{A,i}$ to the network. Since $d > \Delta$, when $s_{A,i}$ is disclosed, A is no longer using $s_{A,i}$ for computing the MACs on its messages. Any receiver B that receives the CA broadcast, verifies that $s_{A,i}$ indeed belongs to A’s MAC key chain as: $s_{A,i} F_{t_i} s_{A,i-1} F_{t_i-1} \ldots F_{t_0} s_{A,0}$, where $s_{A,0}$ has already been verified from $Cert_{CA}(A)$. Figure 3 gives a timing diagram representation of the protocol.

After the initial anchor element broadcast message from the CA signed with $-K_{CA}$, subsequent key disclosure messages from the CA can be authenticated using one-way chains. For example, CA discloses the key $s_{CA,i}$, used in period $(t_i, t_i + d)$ at time $t_i + kd$, $k > 0$. Receiver B can verify that $s_{CA,i}$ belongs to CA’s one-way chain:

$$s_{CA,i} F_{t_i} s_{CA,i-1} F_{t_i} \ldots F_{t_0} s_{CA,0}$$

(11)

where $s_{CA,0}$ has been verified before using $+K_{CA}$.

The algorithm requires that all terrestrial nodes are able to communicate directly with the satellite, as shown in Figure 3. Due to the broadcast nature of the satellite transmission, and its large footprint, that is a valid assumption to make. It should be noted, however, that only the source nodes need to transmit to the satellite, all other nodes only receive from satellite transmission. Therefore, the source nodes need to have additional energy for transmitting. In situations where that is a constraint, the network architecture can be slightly modified to include one or more higher-powered gateway nodes through which all uplink transmissions to the satellite are done. Our proposed algorithm will work in the modified architecture with minor additions.

V. Security Analysis: Prevention of Authentication Attacks

We consider the case where a malicious node X in the network attempts to create fake packets from a source to the receiver(s). Without loss of generality, we consider one source A is sending authentic data to one receiver B. We assume that X can hear packet transmissions from A, and can also transmit to B. X can also receive the broadcast messages from the CA. Therefore, shortly after time $t_0 + d$, X has knowledge of $Cert_{CA}(A)$, message $M_0$ from A to B, $s_{CA,0}$ broadcast by
A as coming from it will need to know the private key − or spoof CA key disclosure broadcast message similar to (9), X computationally infeasible for is K, message are signed. As per our assumption of the security of which the certificates and the CA anchor element broadcast is of complexity O (2K), where each element of the hash chain is K bits and K is large (128 to 160 bits). This is thus computationally infeasible for X.

If X attempted to generate a fake certificate for A as in (6), or spoof CA key disclosure broadcast message similar to (9), it will need to know the private key − K_{CA} of the CA with which the certificates and the CA anchor element broadcast message are signed. As per our assumption of the security of the CA, − K_{CA} is known only to the correct CA, and therefore X would not be successful in this attack.

VI. PERFORMANCE ANALYSIS OF EXTENDED TESLA CERTIFICATE ALGORITHM

Compared to asymmetric source authentication using public-key cryptography, our algorithm offers much greater savings in power expenditure and processing delay for authentication. An analysis of the processing delay overhead of the proposed protocol, used with HMAC-MD5 or HMAC-SHA1, and its comparison to the processing delay for RSA signatures, is given in figure 4, for a 500MB message on a 500MHz PentiumIII machine. The delay figures for HMAC-MD5 and HMAC-SHA1 are computed based on the approximation that each operation is executed in one processor clock tick for the 500MHzPIII processor. The delay figures for RSA for the 500MHzPIII processor are from [10]. The r-factor in the graphs refer to the degree of non-repudiation provided by a probabilistic non-repudiation algorithm that we use, and is related to the number of TESLA MACs attached to each message. r-factor 1 indicates one MAC per message, which is described in the algorithm presented in this paper; while r-factor 0.25 refer to 4 MACS per message, and so on.

Figure 5 compares the amount of energy that would be required to authenticate a 500MB message on a representative handheld computer [11] for different authentication algorithms. The base figures for energy expenditure of different cryptographic operations of the handheld are obtained from [12]. Clearly, authenticating a 500MB message without additional energy sources is not possible except for the extended TESLA protocol. The graphs validate our claim that the energy consumption of the extended TESLA protocol is significantly less in comparison to standard signature protocols. Here we assume that upto 50% of the node energy is spent in authenticating the data packets. Figure 5 compares only authentication protocols; the graphs do not include the energy expense of source transmission to the satellite, or nodes receiving from the satellite. However, transmission/reception is a constant expense irrespective of the protocol used.

In the proposed protocol, the source performs one public-key signature verification (6), and each receiver performs one public-key signature verification in either (4) or (9). Neither any source nor any receiver has to generate public-key signatures at any time. All other messages from the CA and the sources are authenticated using symmetric MACs. Compared to authentication using digital signatures, this represents a substantial savings in computation power and delay. Moreover, sources and receivers do not have to perform clock synchronization directly with one another, synchronizing with the CA is a necessary and sufficient condition for the protocol. This saves additional message rounds and protocol complexity, and also breaks the cyclical dependency between authentication and clock synchronization.

We have done further simulations to evaluate the protocol performance. Due to space constrains, they are not shown here but will appear in a future publication.

VII. RELATED WORK

There has been significant research on efficient multicast source authentication algorithms based on symmetric cryptography that attempt to minimize the computation expense on the devices. Canetti et al [13] proposed one of the early solutions...
to use symmetric MACs for multicast source authentication. In their scheme, the source has $l$ keys and computes $l$ MACs on each packet. Each recipient holds a subset of the $l$ keys, and verifies the MAC according to the keys it holds. The authentication protocol has probabilistic security and also requires the multicast group members to store a large number of keys. [14] has proposed a method known as stream signing, where one regular digital signature is transmitted at the beginning of a stream, and each packet either contains a cryptographic hash of the next packet, or a one-time public key using which the one-time signature on the next packet can be verified. This approach requires reliable packet transmission, since the loss of even one packet means that the information required to authenticate future packets will be lost. For most multicast protocols, such reliability cannot be guaranteed, since the transmission protocol is UDP, which is best-effort. [15] has proposed an approach where the source collects the packets in a time-interval into an authentication tree and signs the root of the tree. The root signature and hash information on the nodes of the tree are included in each transmitted packet. The signing and verification operations are thus amortized over many packets, and the protocol operations are one to two orders of magnitude faster compared to individual packet signatures. Rohatgi has proposed a hybrid scheme [16] using off-line/on-line signature generation scheme for creating $k$-time public/private key pairs so that the cost of signature generation can be amortized over $k$ signatures. The size overhead of the proposed scheme is still considerable on a per-packet basis (of the order of 300 bytes per packet). Anderson et al have proposed the Guy Fawkes protocol in [17], where each message contains a hash commitment to a secret that is revealed in the next message. The secrets are not related to one another, and the authentication mechanism cannot tolerate packet losses - if a commitment is

Research in security for satellite networks has focused mostly on key management and data encryption for dynamic multicast groups in satellite networks [18], [19], or on key distribution and secure communication for both unicast and multicast [20]. None of the papers have addressed the problem of source authentication for group communication in satellite networks.

VIII. CONCLUSION

In this work, we have proposed a source authentication protocol for group communication in wireless/satellite hybrid networks. The protocol uses efficient, symmetric-key based TESLA certificates and takes advantage of the presence of the satellite overlay network to delegate processing-intensive operations to the secure satellite node and also reduces the delay in authentication by allowing the satellite to broadcast the sender’s keys. The protocol is therefore suitable for resource-constrained nodes in hybrid satellite/wireless networks.
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