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Abstract: There are now a wide variety of packages for electronic structure calculations, each of which differs in the algorithms implemented and the output format. Many computational chemistry algorithms are only available to users of a particular package despite being generally applicable to the results of calculations by any package. Here we present cclib, a platform for the development of package-independent computational chemistry algorithms. Files from several versions of multiple electronic structure packages are automatically detected, parsed, and the extracted information converted to a standard internal representation. A number of population analysis algorithms have been implemented as a proof of principle. In addition, cclib is currently used as an input filter for two GUI applications that analyze output files: PyMOlyze and GaussSum.
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Introduction

Computational chemists carrying out semi-empirical, ab initio, or density functional theory calculations may choose from a wide variety of modern computational chemistry packages. Each package is characterized by the presence of different computational methods and levels of theory, as well as by how these methods are implemented. From a technical point of view, the programming languages used to write these packages include Fortran, C, C++, and Python. Because of differences in design, the lack of an API (an application programming interface, which would allow access to internal functions of the package from a user’s own program), and the proprietary nature of several of these packages, modern computational chemistry packages are not interoperable. This leads to a situation where, for example, a particular charge analysis method is only available to the users of a particular program even though such methods are generally applicable to calculations by any package.

How then can computational chemists ensure that their algorithms are available to users of any package? Typically, they choose several packages that they are interested in, and write routines to parse the necessary information from the text file containing the results of the calculation (the log file), or to extract this information from a binary file produced during the calculation (the checkpoint file). The former often appears to be the best choice as the log file may be easily viewed, it is the output file with which users of the software are most familiar, and users do not always retain the checkpoint file as they tend to be quite large. However, log files from different programs have completely different structures, are typically quite free-format, the units used for data may be different (and indeed, are sometimes not specified in the file), and the same data may be present under a different heading. On top of this, the specifics of a log file from a particular package may depend on the nature of the calculation, on the version of the software, or on the operating system on which the calculation is run. As a result, depending on the set of log files available to the developer, it is unlikely that the resulting parser will be sufficiently robust to deal with the log files of all users. Even then, as new versions of the package become available, the author must constantly update the parser or it quickly becomes obsolete.
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Here we describe cclib, a programming library whose goal is to overcome these difficulties by providing developers with a single interface to the results of all computational chemistry packages. A library shared by many programs has the advantage that a bug found by the users of any of the client programs will result in the library being improved for all users. Since the cclib library focuses on parsing output files, considerable effort goes into ensuring that the parsers are robust, up to date, and that any bug reports are quickly dealt with. This means that the individual developers do not have to worry about writing their own parsers, and so can concentrate on the algorithms they are implementing. In addition, their algorithms will work equally well for users of any of the computational chemistry packages supported by cclib, and will continue to work with new versions of the packages with different output file formats simply by keeping their version of cclib up to date.

cclib is aimed at two distinct sets of users. The first set consists of computational chemists who need to repeatedly extract information from log files, and who typically used a combination of command-line tools such as "grep" and "cut", or just copied text directly to spreadsheet software and edited it there. Using cclib these users can, in just a couple of lines of code, extract many different pieces of information from the log file. The other set of users are the developers of software that, as a necessary first step, needs to parse computational chemistry output files. This could be molecular visualization software, software that processes the results of a calculation, or software that implements a computational algorithm. Software developed using cclib will be independent of the particular package and version, as well as being platform independent.

cclib is designed with the following goals:

1. To facilitate the implementation of algorithms that are not specific to a particular computational chemistry package;
2. To provide a simple and standard interface to the results of computational chemistry calculations;
3. To standardize the information extracted from log files;
4. To maximize interoperability with other open source computational chemistry and cheminformatic software libraries.

Cclib is released under an open source license, the GNU Lesser General Public License (LGPL), to encourage contributions from outside developers to develop a shared community resource. The LGPL maximizes the impact of cclib by allowing its incorporation into both open source and closed source programs, subject to certain conditions.1

Related Software

Current developments in grid computing infrastructure have resulted in several parallel efforts to facilitate communication between monolithic computational chemistry codes as part of a workflow. These methods rely on converting the output, either the binary file or the associated log file, to a standardized format, which can then be converted to an input file for the next program in the workflow. Borini et al.2 have developed a standardized binary file format based on HDF5 files, a file format designed for storing scientific data. Wrapper scripts extract data from the binary files associated with calculations and write them to a HDF5 file. Their Q5Cost library, a FORTRAN library, then provides an API to the contents of the HDF5 file. The scope of the API is currently limited to atomic orbital, molecular orbital, and wavefunction data. There are also parallel efforts to convert the log file into a more easily parsed format, principally XML, to enable workflows in a grid operating environment. The eCCP and eMinerals UK eScience projects have developed an XML format based on CML and the XML used by the Visualization Tool Kit (VTK), and have modified several codes of interest to the environmental science community to read and write XML.3 Baldridge et al.4 have modified GAMESS to produce XML output via a Java library.

Another related project is GaussDal, an Open Source project for the management of data from calculations using a database.5 This has been developed with workflows in mind and in particular it has been incorporated into the SciCraft visual programming environment.6

Cclib differs from related work in that it does not rely on an additional file format or database, and is aimed at users who are developing algorithms or simply need to extract data from output files, although enabling workflows is a possible application. In addition, unlike some of the other efforts, cclib does not require any changes to be made to the underlying code which, in a field where most computational chemistry codes are proprietary, would be of limited use.

Description

Cclib is primarily a programming library, and is composed of four modules: parser, bridge, method, and progress. At the core of cclib are the parser classes, of which there are five in cclib 0.7: one for ADF,7 GAMESS (this works for both GAMESS US8 and PC GAMESS9), GAMESS-UK,10 Gaussian,11 and Jaguar.12 These may either be instantiated directly with the name of a log file or via the copen() function, which automatically detects which package the log file corresponds to and then creates the appropriate instance. Calling the parse() method parses the file and extracts the information shown in Table 1, if present. This information is made available through attributes of the parser object.

Cclib aims to present a unified interface to the information contained in a variety of computational chemistry log files (Table 1). This unity extends to the data itself. For example, molecular coordinates are presented in Angstrom, and vibrational frequencies in cm$^{-1}$, no matter what units are used in the underlying log file. As well as unit conversions, cclib standardizes conventions such as those used to denote orbital symmetry. For the symmetry labeled BU by GAMESS and Gaussian, ADF uses B_u, GAMESS-UK uses bu, and Jaguar uses Bu; cclib normalizes all of these to Bu. In other cases all of the programs disagree: A' is alternatively represented by AAA (ADF), A'' (GAMESS), a'' (GAMESS-UK), A'' (Gaussian), and App (Jaguar).

The problem of different symmetry labels discussed above highlights a general difficulty encountered when trying to parse log files, that of a lack of detailed documentation. Of the four programs, only ADF provides a manual (available on-line) that describes the symmetry labels possible for molecules belonging to different point groups. Since many of these programs do not
provide the source code, the only way to obtain the full list of labels is to run calculations with molecules of various symmetries.

The following example shows how cclib is used in practice to calculate the HOMO-LUMO gap (in eV), given the output of a single point energy calculation using Gaussian03:

```python
from cclib.parser import ccopen
mylogfile = ccopen('methane.log')
mylogfile.parse()

homo = mylogfile.homos[0]
energies = mylogfile.moenergies[0]

homolumogap = energies[homo+1] - energies[homo]
```

During the parsing process status updates, warnings and error messages are written to a logger associated with the parser. Typically, these messages are written to standard output, but they can be redirected to a file, handled by a dialog box, or the log level can be adjusted to show, for example, only warning messages. In addition, the parser provides hooks to a Progress class, which can be used to monitor graphically (for example, using a progress bar in a GUI application) or at the command line, progress in parsing the file. Examples of these are included in the cclib distribution in the `progress` module.

cclib provides implementations of computational chemistry algorithms in the `methods` module. Using the molecular orbital coefficients, C, and the overlap matrix, S, extracted from the log file, a number of orbital-based population methods have been implemented. The $c^2$ or CSPA method\textsuperscript{13} disregards the fact that basis functions may overlap, and simply defines the contribution, $c_{ai}$, of a particular atomic orbital, $a$, to a particular molecular orbital, $i$, as the square of the molecular orbital coefficient:

$$c_{ai} = C^2_{ai} \quad (1)$$

Mulliken population analysis\textsuperscript{14} (MPA) deals with overlapping basis functions by splitting the overlap population equally between the two basis functions:

$$c_{ai} = C_{ai} \left(\frac{SC}{S_{ab}}\right) = \sum_b C_{ab} C_{bi} S_{ab} \quad (2)$$

where $b$ runs over all of the atomic orbitals.

The overlap population itself can be used to analyze the bonding interaction between basis functions, atoms, or groups of atoms in a molecule. If $A$ and $B$ are the sets of basis functions

---

**Table 1.** Information Extracted by the Parser Module from Computational Chemistry Output Files.

<table>
<thead>
<tr>
<th>Attribute name</th>
<th>Description</th>
<th>Units</th>
<th>Data type</th>
</tr>
</thead>
<tbody>
<tr>
<td>aonames</td>
<td>Atomic orbital names</td>
<td>List of strings</td>
<td></td>
</tr>
<tr>
<td>aooverlaps</td>
<td>Atomic orbital overlap matrix</td>
<td>Array of rank 2</td>
<td></td>
</tr>
<tr>
<td>atomcoords</td>
<td>Atom coordinates</td>
<td>Å</td>
<td>Array of rank 3</td>
</tr>
<tr>
<td>atomnos</td>
<td>Atomic numbers</td>
<td></td>
<td>Array of rank 1</td>
</tr>
<tr>
<td>corelectrons</td>
<td>Number of core electrons in an atom’s pseudopotential</td>
<td></td>
<td></td>
</tr>
<tr>
<td>etenergies</td>
<td>Energies of electronic transitions</td>
<td>cm$^{-1}$</td>
<td>Array of rank 1</td>
</tr>
<tr>
<td>etoscs</td>
<td>Oscillator strengths of electronic transitions</td>
<td></td>
<td>Array of rank 1</td>
</tr>
<tr>
<td>etrotats</td>
<td>Rotary strengths of electronic transitions</td>
<td></td>
<td>Array of rank 1</td>
</tr>
<tr>
<td>etsecs</td>
<td>Singly excited configurations for electronic transitions</td>
<td>List of lists</td>
<td></td>
</tr>
<tr>
<td>etsym</td>
<td>Symmetries of electronic transitions</td>
<td>List of strings</td>
<td></td>
</tr>
<tr>
<td>fonames</td>
<td>Fragment molecular orbital names</td>
<td>List of strings</td>
<td></td>
</tr>
<tr>
<td>fooverlaps</td>
<td>Fragment molecular orbital overlap matrix</td>
<td></td>
<td>Array of rank 2</td>
</tr>
<tr>
<td>gbasis</td>
<td>Coefficients and exponents of Gaussian basis functions</td>
<td>PyQuante format</td>
<td></td>
</tr>
<tr>
<td>geotargets</td>
<td>Criteria target values for geometry convergence</td>
<td></td>
<td>Array of rank 1</td>
</tr>
<tr>
<td>geovales</td>
<td>Criteria values for geometry convergence</td>
<td></td>
<td>Array of rank 2</td>
</tr>
<tr>
<td>homos</td>
<td>Molecular orbital index of the HOMO(s)</td>
<td></td>
<td>Array of rank 1</td>
</tr>
<tr>
<td>mcoeffs</td>
<td>Molecular orbital coefficients</td>
<td>List of arrays of rank 2</td>
<td></td>
</tr>
<tr>
<td>moenergies</td>
<td>Molecular orbital energies</td>
<td>eV</td>
<td>List of arrays of rank 1</td>
</tr>
<tr>
<td>mosyms</td>
<td>Molecular orbital symmetries</td>
<td></td>
<td>List of lists</td>
</tr>
<tr>
<td>mpenergies</td>
<td>Möller-Plesset corrected electronic energies</td>
<td>eV</td>
<td>Array of rank 2</td>
</tr>
<tr>
<td>natom</td>
<td>Number of atoms</td>
<td></td>
<td>Integer</td>
</tr>
<tr>
<td>nbasis</td>
<td>Number of molecular orbitals</td>
<td>Integer</td>
<td></td>
</tr>
<tr>
<td>scfenergies</td>
<td>Electronic energy of the molecule</td>
<td>eV</td>
<td>Array of rank 1</td>
</tr>
<tr>
<td>scftargets</td>
<td>Criteria target values for SCF convergence</td>
<td></td>
<td>Array of rank 2</td>
</tr>
<tr>
<td>scfvalues</td>
<td>Criteria values for SCF convergence</td>
<td></td>
<td>List of arrays of rank 2</td>
</tr>
<tr>
<td>vibdips</td>
<td>Cartesian displacement vectors</td>
<td>Å</td>
<td>Array of rank 3</td>
</tr>
<tr>
<td>vibfreqs</td>
<td>Vibrational frequencies</td>
<td>cm$^{-1}$</td>
<td>Array of rank 1</td>
</tr>
<tr>
<td>vibirs</td>
<td>IR intensities</td>
<td>km/mol</td>
<td>Array of rank 1</td>
</tr>
<tr>
<td>vibramans</td>
<td>Raman intensities</td>
<td>Å$^2$/amu</td>
<td>Array of rank 1</td>
</tr>
<tr>
<td>vibsym</td>
<td>Symmetries of vibrations</td>
<td>List of strings</td>
<td></td>
</tr>
</tbody>
</table>

---

---
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on the atoms of two groups in a molecule, then the overlap population between A and B, $OP_{AB}$, for a particular molecule orbital, $i$, is defined as:

$$OP_{AB,i} = \sum_{a \in A} \sum_{b \in B} 2C_{ab}C_{ba}S_{ab}$$  \tag{3}$$
cclib allows the user to calculate the density matrix, $P$, which is defined as the sum over the $N$ occupied orbitals of the outer product of the vector of coefficients for a particular molecular orbital, $C_{k}$, with itself:

$$P = \sum_{k} C_{k}C_{k}^{\prime}$$  \tag{4}$$
The density matrix, $P$, is used in the cclib implementation of Mayer’s bond order analysis,\textsuperscript{15} where the bond order, $B_{AB}$, between two atoms or fragments A and B is defined as:

$$B_{AB} = 2\sum_{a \in A} \sum_{b \in B} \left[ (P^{a}S)_{ba} (P^{a}S)_{ba} + (P^{b}S)_{ba} (P^{b}S)_{ba} \right]$$  \tag{5}$$
where $P^{a}$ and $P^{b}$ indicate the density matrices for alpha electrons and beta electrons respectively.

Charge Decomposition Analysis (CDA) is a method developed by Dapprich and Frenking\textsuperscript{16} that describes the interaction between two molecular fragments, A and B, in terms of (i) the mixing between the occupied orbitals of A and the empty orbitals of B, (ii) the mixing between the occupied orbitals of B and the empty orbitals of A, and (iii) the mixing between the occupied orbitals of A and the occupied orbitals of B. Based on the CDA 2.1 code,\textsuperscript{17} we have implemented CDA as part of cclib.

Also included in the methods module are functions to calculate the magnitude of the wavefunction and the electron density at grid points in a volume. These functions use the open source quantum chemistry package, PyQuante,\textsuperscript{18} to handle the calculation (see below under Interoperability). The resulting Volume object can be written to disk in Gaussian Cube format or as a Visualization Tool Kit (VTK) file.

Development

cclib is implemented using the Python programming language, which is an object-oriented platform-independent scripting language. This is an ideal language for parsing text files and is widely used in this context, for example, in the bioinformatics community (Biopython\textsuperscript{19}). Its platform-independence means that the same Python code will work equally well on a computer running MacOSX, Linux, or Windows. Equally important though is the fact that Python can be regarded as a “glue language.” That is, it can interface with code written in C,\textsuperscript{20} C++,\textsuperscript{21} Fortran,\textsuperscript{22} and Java.\textsuperscript{23} This is of great importance as many scientific algorithms are written in C and Fortran in particular. Finally, through the Numeric extension to Python,\textsuperscript{24} efficient matrix multiplication and linear algebra routines are available, which are essential for implementing computational chemistry algorithms.\textsuperscript{8}

cclib is developed using an open source development model,\textsuperscript{25} and takes full advantage of the development resources provided by its hosting site, SourceForge (http://www.sf.net). A strong emphasis on design is a key aspect of cclib’s development, and communication between developers is crucial to this goal. Initial discussion takes place on the developers’ mailing list. As a consensus emerges, the specifications (for example, the type of data structure, and data type required for a particular attribute parsed from a log file) are recorded on the cclib wiki (a web site edited using a web browser). These specifications are then implemented by the developers. All changes to the code are versioned using the Subversion source code versioning system and require a log message, which is then relayed to the other developers. Any difficulties or comments that arise in the implementation process are entered on the wiki, so that a full record exists of design choices and decisions made.

Another notable feature of the cclib development model is the extensive use of unit tests. Unit tests are short pieces of code designed to test a single unit of functionality of a program. There are two unit test frameworks that are part of the standard Python library, unittest and doctest, and both are used by cclib. doctest runs tests embedded in the documentation strings of modules and functions, and is best suited to testing functions whose correct behavior can be verified by examining a small number of outputs. For example, the symmetry labels produced by ADF are standardized by a function with doctests for every possible symmetry that can be found in an ADF log file, thus giving a strong guarantee that it is bug-free.

Unittest is a more general purpose unit test framework, which cclib uses to ensure consistency between parsers, and internal consistency between the data extracted from the same file. For every computational chemistry package handled by cclib, five standard calculations are performed on the molecule 1,4-divinyl-benzene at the B3LYP/STO-3G level of theory (BLYP and a minimal basis set in the case of ADF): a geometry optimization, a single point energy calculation (with overlap matrix and molecular orbital coefficients printed to the log file), an unrestricted single point energy calculation for the singly charged cation, a vibrational frequency calculation (with IR and Raman intensities), and a TD-DFT calculation. Unit tests ensure that the extracted data for each new package agrees with those extracted from the others. For example, to ensure that each of the parsers is extracting atom coordinates in Angstrom (not Bohr), the minimum C–C distance in the molecule is compared to a known value in Angstrom. Other unit tests verify that the extracted data is internally consistent; for example, for the geometry optimization of divinylbenzene, cclib has tests to ensure that the number of geometries extracted is equal to (or one more than, in the case of ADF) the number of tests for convergence extracted.

All log files used to develop the parsers are stored along with the source code on Subversion. If, after release, a log file is found that the current parser cannot parse, then a test for the

\textsuperscript{1}The next release of cclib will be based on NumPy, the successor to Numeric.
Interoperability

Since one of the goals of cclib is to provide a bridge from computational chemistry output files to analysis algorithms, it is appropriate for cclib to also promote interoperability with other open source Python software for the analysis of chemical information. This is also in line with the goals of the Blue Obelisk movement, a group of chemists and programmers who promote interoperability in chemical informatics. To this end, cclib contains a bridge module which can use the molecular information parsed by cclib to create a Biopython PDB object, an OpenBabel OBMol object, or a PyQuante Molecule object.

Biopython contains many algorithms of interest in structural biology such as Superimposer which aligns two molecular conformations by minimizing the root mean squared deviation between the atoms. Of more general interest is the OpenBabel library, a C++ cheminformatics library which provides Python bindings. OpenBabel allows conversion of molecular data to any of more than 60 different molecular file formats, including input file formats for several computational chemistry packages. In addition, it contains many algorithms to deal with molecular structures such as ring perception, detection of aromaticity, and detection of chirality. The following example shows how to create a PDB file containing the final step of a geometry optimization:

```python
from cclib.parser import ccopen
from cclib.bridge import makeopenbabel
import pybel # Provided by OpenBabel
logfile = ccopen('mylogfile.out')
logfile.parse()
OBmol = makeopenbabel(logfile
atomcoords[-1], logfile.atomnos)
pybel.Molecule(OBmol).write
('pdb', 'finalstep.pdb')
```

PyQuante is an open source suite of programs for developing quantum chemistry methods. It is written in Python with speed-critical code in C. Since cclib extracts the Gaussian basis set in PyQuante format (see Table 1), it is possible to use the bridge module to create a PyQuante Molecule and carry out an electronic structure calculation using the extracted basis set. The cclib functions for calculating the electron density and the magnitude of the wavefunction at grid points in a volume interface with PyQuante in this way.

Applications

Cclib allows software developers to concentrate on the implementation of algorithms or processing of results without having to worry about the details of particular log file formats. Here we describe some applications of the cclib library in computational chemistry software: ccget, cda, GaussSum, and PyMOlyze.

**ccget**

An example command-line application called ccget is included in the cclib distribution. Given the name of a computational chemistry log file, ccget lists the attributes that cclib can parse from that log file, or alternatively, the user can specify a particular attribute and its value will be displayed. Although some users may find ccget useful, it is intended more as an example of how to incorporate cclib into a Python script.

**cda**

A Python script, cda, which performs a Charge Decomposition Analysis, is included with cclib. Given three log files as input, a “supermolecule” and two constituent molecules, it analyses the donor–acceptor interactions and then presents the results in table form.

**GaussSum**

GaussSum is a Python application with a graphical user interface based on Tkinter that allows the user to monitor calculations, convolute spectra, and perform Mulliken population analysis (Fig. 1). The convergence of the self-consistent field (SCF) procedure, as well as the progress of a geometry optimization calculation, is followed by comparing the values of particular criteria to their target values. GaussSum calculates an overall measure of progress by summing progress values for each criterion. These progress values are either 0, if the target value has been reached for that criterion, or the logarithm of the difference between the target value and the current value. Oscillatory behavior in SCF convergence may indicate to the user that the calculation should be restarted with a different convergence algorithm, whereas oscillatory behavior close to convergence of a geometry optimization may indicate that a finer integration grid is needed to increase numerical accuracy in the calculation of the Hessian due to a shallow well.

GaussSum can also be used to relate calculations of physical properties to experimental measurements. The results of a TD-DFT calculation may be convoluted using Gaussian curves to create UV–visible spectra and circular dichroism spectra. In addition, based on the results of a vibrational frequency calculation it can use Lorentzian curves to convolute the IR spectrum and Raman spectrum. As well as allowing the user to specify the full width at half maximum of the curves used to convolute the data, it is possible to scale the vibrational frequencies either individually or with an overall scaling factor. The information extracted by cclib is written to a file in a tab-separated format suitable for reading with spreadsheet software.

Other features include the calculation of the percent contribution of a particular group (for example, a ligand) to a particular molecular orbital based on a Mulliken population analysis. This information can be convoluted using Gaussian curves to create a density of states (DOS) curve or an overlap population density of states (also referred to as crystal orbital overlap population (COOP)) spectrum.
PyMOlze

PyMOLze\textsuperscript{29} is a Python application with a graphical user interface based on the Qt library, which uses cclib both to perform parsing of computational chemistry log files and to perform population analysis (Fig. 2). Molecular fragments can be defined very intuitively using a drag-and-drop interface that allows individual atoms or basis functions to be added to molecular fragments. Once the fragments are defined, a number of methods are available for analyzing the electronic structure:

- Mulliken Population Analysis (MPA)
- C-squared Population Analysis (SCPA)
- Charge Decomposition Analysis (CDA)
- Mayer’s Bond Orders
- Overlap Population Analysis (OPA)
- Fragment Analysis

PyMOLze also provides several features for the manipulation of molecular coordinates. The first is a Cartesian coordinate editor, which is linked to a molecular viewer where the atom being edited is highlighted. If two atoms are selected, it is possible to rotate the molecule so that the selected atoms are aligned parallel to a particular axis. If three atoms are selected, the molecule can be rotated to place all three in the $XY$, $YZ$, or $XZ$ plane. Other features include a molecular viewer that can show the change in molecular structure during the course of an optimization, and an interface to OpenBabel that allows the molecular structure to be saved as any one of several file formats.

Conclusions

cclib provides a solution to the problem of writing algorithms that use information taken from computational chemistry output files. The information extracted from an output file is standardized, so that an application or algorithm that uses cclib will work equally well for any of several computational chemistry packages. In addition, by using cclib, developers and users can avoid the unnecessary duplication of effort involved in writing a parser themselves.

The task of parsing information from output files would be much easier if information were written using a standard machine-readable format, one that adheres to agreed conventions by means of dictionaries and ontologies so that information and units would be trivial to extract. This is an approach that is gaining momentum in the area of computational materials science where XML output is in development for packages such as GULP and CRYSTAL. However, until this approach becomes widespread in the computational chemistry community, libraries such as cclib insulate users from the differences between the output files of various packages, and allow developers and users to concentrate on writing algorithms or analyzing results with the knowledge that their scripts and programs will work with the output of any of a growing number of computational chemistry packages.
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