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GOlorize: a Cytoscape plug-in for network visualization with Gene Ontology-based layout and coloring
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ABSTRACT

Summary: We have implemented a graph layout algorithm that exposes Gene Ontology (GO) class structure on the network nodes. It can be used in conjunction with BiNGO plug-in to Cytoscape, which finds the GO categories over-represented in a given network. Our plug-in, named GOlorize, first highlights the class members with category-specific color-coding and then constructs an enhanced visualization of the network using a class-directed layout algorithm.
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1 INTRODUCTION

The widespread availability of large-scale experimental data sets has increased the need for software tools for network analysis. Such networks are typically represented as graphs, where the nodes correspond to cellular components (e.g. genes or proteins) and edges to their interactions (e.g. physical binding or statistical relations). Owing to the large number of components and interactions, visualization of these network graphs is non-trivial. While several graph layout algorithms are available in different software packages, such as Cytoscape (Shannon et al., 2003), they lack flexibility at incorporating additional class information already in node placement. To this end, we present GOlorize, a Cytoscape plug-in for advanced network visualization, which uses Gene Ontology (GO) annotations as a source of external class information to direct the layout process and to emphasize the biological function of the nodes. Implementation of GOlorize is based on BiNGO plug-in, an efficient tool to assess GO category enrichment (Maere et al., 2005). Additionally, the user can add GO categories of interest. Each network node can belong to none, a unique or several classes. If a node belongs to a single class it is identified with a corresponding color, which facilitates the visual interpretation of the network. If a node belongs to several classes, the node is colored as a pie chart with the corresponding colors.

In many cases, the bare color-coding of the nodes is not sufficient for discovering whether the network reflects a GO class structure. At the core of the GOlorize plug-in is a layout algorithm that determines the placement of the nodes based on both their connection structure (the edges) and class structure (the categories). To capture these two goals, we have extended the original force-directed graph layout algorithm by Fruchterman and Rheingold (1991) to favor grouping nodes of the same class near each other, as detailed in the next section. Globally, the operation of our class-directed layout algorithm is organized into the following three phases:

(1) Nodes are organized using force-directed optimization, where, in addition to the standard attractive forces between each connected node, an extra attractive force is applied to the nodes belonging to the same class. The extra attraction is directed through additional (virtual) edges between all class members and a virtual class node (an extra node not included in the network), which represents a particular class. This phase finds good initial positions for the class nodes.

(2) Classes are separated by moving the class nodes away from the center of the network. This phase aims at creating space between the different classes, while preserving the relative placement of the nodes obtained in the initial layout phase.

(3) A final layout is generated using the same force-directed optimization process as in the phase (1), but with class nodes fixed at the locations determined in the phase (2). The aim of this phase is to fine-tune the placement of the actual nodes, not only according to the class information, but also using their underlying pattern of interactions. Neither the virtual edges nor the class nodes are shown in the final visualization.

2 SYSTEM OVERVIEW

After specifying the network (or sub-network) to be visualized, the first step involves the selection of the GO terms that will be used in the layout process. In the default mode, the terms are selected from the list of GO categories with significant over-representation in the selected network, as identified by the BiNGO plug-in (Maere et al., 2005). Additionally, the user can add GO categories of interest. Each network node can belong to none, a unique or several classes. If a node belongs to a single class it is identified with a corresponding color, which facilitates the visual interpretation of the network. If a node belongs to several classes, the node is colored as a pie chart with the corresponding colors.

In many cases, the bare color-coding of the nodes is not sufficient for discovering whether the network reflects a GO class structure. At the core of the GOlorize plug-in is a layout algorithm that determines the placement of the nodes based on both their connection structure (the edges) and class structure (the categories). To capture these two goals, we have extended the original force-directed graph layout algorithm by Fruchterman and Rheingold (1991) to favor grouping nodes of the same class near each other, as detailed in the next section. Globally, the operation of our class-directed layout algorithm is organized into the following three phases:

(1) Nodes are organized using force-directed optimization, where, in addition to the standard attractive forces between each connected node, an extra attractive force is applied to the nodes belonging to the same class. The extra attraction is directed through additional (virtual) edges between all class members and a virtual class node (an extra node not included in the network), which represents a particular class. This phase finds good initial positions for the class nodes.

(2) Classes are separated by moving the class nodes away from the center of the network. This phase aims at creating space between the different classes, while preserving the relative placement of the nodes obtained in the initial layout phase.

(3) A final layout is generated using the same force-directed optimization process as in the phase (1), but with class nodes fixed at the locations determined in the phase (2). The aim of this phase is to fine-tune the placement of the actual nodes, not only according to the class information, but also using their underlying pattern of interactions. Neither the virtual edges nor the class nodes are shown in the final visualization.

3 CLASS-DIRECTED LAYOUT ALGORITHM

Let $n_e$ and $n_v$ be the number of edges and nodes, respectively, and $d$ denote the Euclidean distance between two nodes. The following
repulsive and attractive forces are applied in the force-directed optimization process:

\[ f_{\text{rep}}(d) = -k_{\text{rep}} \frac{k^2}{d^2}, \quad f_{\text{att}}(d) = k_{\text{att}} \frac{d^2}{k}. \] (1)

The two parameters, \( k_{\text{att}} \) and \( k_{\text{rep}} \), control the relative contribution of each force; the first is adjustable by the user while the second one is fixed to \( k_{\text{rep}} = n_i/n_v \); and they both are relative to the original factor \( k = D/\sqrt{n_i} \) proposed by Fruchterman and Rheingold (1991). Here, \( D \) is the layout dimension, proportional to \( n_i \) and to the node size \( S \).

The repulsive force is calculated for all the node pairs within a distance \( d < 3k \). The identification of such pairs can be implemented efficiently by using grid-based hash lists. The attractive force is calculated for all the node pairs connected by an edge. The extra attraction for edges between class members and a virtual class node is defined as \( k_{\text{class}} \cdot f_{\text{att}}(d) \), where the factor \( k_{\text{class}} \) controls the effect of class-mediated attractive force relative to the standard attraction.

Starting from their initial placements, the nodes are moved iteratively according to the attractive and repulsive forces until their changes become negligible or the maximal number of iterations is achieved. A temperature function controls how much any node can move during one iteration. Initially, a temperature of \( D/10 \) is used to allow greater movements, gradually decreasing to a constant temperature of \( N/30 \) during the late iteration steps. Poor layout solutions originating from early local minima can be avoided by using a modified distance \( d' = \max\{d, 2S\} \) in the repulsive force of Equation (1) during the first half of the iterations. A stable solution, even for larger networks, can be obtained in a few seconds on a standard PC.

In the phase (2), the separation shift for a class node at location \( p \) is performed via the linear transformation:

\[ p' = p_0 + k_{\text{sep}}(p - p_0), \] (2)

where \( p_0 \) is the center of gravity calculated over all the nodes. The factor \( k_{\text{sep}} \) is relative to the position of the class node furthest from \( p_0 \) determined in the initial layout phase (1). The non-virtual nodes are fixed during the separation phase, but their final placement is determined in the layout phase (3). As the layout process involves randomized starting positions and shifts during the iteration steps, its results may differ between runs. However, the main characteristics of the layout solutions are reproducible.

4 USAGE AND APPLICATION

Besides the main layout parameters, \( k_{\text{att}} \) (called density in the graphical user interface), \( k_{\text{class}} \) (intra-group attraction), \( k_{\text{sep}} \) (inter-group distance), the user can freely adjust several other parameters, such as the number of iterations performed in the two layout phases and whether the location of a class node is free or fixed in the final layout phase (3). The high speed of the layout algorithm and the convenient graphical user interface makes it easy to experiment with different parameter settings. All the advanced filtering and viewing options of Cytoscape are also available in the process to produce customized, visually pleasing network layouts.

The layout algorithm is demonstrated on an example network, recovered from two protein interaction databases (Guldener et al., 2006; Stark et al., 2006). The network nodes shown in Figure 1A were first used to search for enriched GO terms with BiNGO, and a...
few terms were manually selected in GOlorize. Next, colors were assigned to the nodes in the network as follows: green, N-terminal protein amino acid modification; red, chromatin remodeling; blue, cell budding; yellow, Rho protein signal transduction; magenta, protein localization (Fig. 1B). Finally, the selected GO categories were used to organize the network layout using the class-directed node placement (Fig. 1C).

The example case shows that GOlorize is able to group the nodes of the same class together, while the nodes with multiple annotations lie typically in between their main classes (e.g. ACT1). Unclassified proteins are placed according to their connection structure (white nodes), suggesting hypothetical functional roles. For instance, while there are three interactions of Ste11 to the proteins annotated as involved in Rho protein signal transduction and cell budding (indicated by arrowheads), these associations are obvious only after application of the GOlorize plug-in.

Both Cytoscape and GOlorize are platform-independent Java applications. Further system requirements, installation instructions, and a walk-through tutorial of the GOlorize user interface as well as its future updates can be found from the user guide, which is available at http://www.cytoscape.org/plugins2.php
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