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Abstract

Software evolution is made up of changes carried out during software maintenance. Such accumulation of changes produces substantial modifications in software projects and therefore vast amounts of relevant facts that are useful for the understanding and comprehension of the software project for making additional changes. In this scenario, evolutionary visual software analytics is aimed to support software maintenance, with the active participation of users, through the understanding and comprehension of software evolution by means of visual analytics and human computer interaction. It is a complex process that takes into account the mining of evolutionary data, the subsequent analysis of the mining process results for producing evolution facts, the use of visualizations supported by interaction techniques and the active participation of users. Hence, this paper explains the evolutionary visual software analytics process, describes a framework proposal and validates such proposal through the definition and implementation of an architecture.
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1. Introduction

Visual analytics is a process whose goal is to provide insight into vast amounts of scientific, forensic, academic or business data that are stored by heterogeneous data sources such as databases, html and XML files. It iteratively collects information, preprocesses data, carries out statistical analysis, performs data mining, and uses machine learning, knowledge representation, user interaction, visual representations, human cognition [8], perception, exploration and the human abilities for decision making [18, 17, 20].
In summary, visual analytics combines the advantages of machines with the strength of humans such as analysis, intuition, problem solving and visual perception. Therefore, the human is at the heart of visual analytics [7] and human computer interaction (HCI) is a key component for supporting knowledge discovery.

Accordingly, any visual analytics design should be centered on the user and intents to facilitate usability and reduce memory load on users [13]. Its ultimate goal should be to hide complexity details from users and provide an environment for knowledge discovery through an outstanding human experience [29]. Hence, regardless of the complexity of the problem at hand, the success of any visual analytics solution lies on the appropriate design of the visual representations and use of interaction techniques. This also applies to any visual analytics specialization such as visual e-learning analytics [2], visual software analytics [4, 3, 30] and evolutionary visual software analytics [11].

Evolutionary visual software analytics is the process for supporting software maintenance, with the active participation of users, through the understanding and comprehension of software evolution by means of visual analytics and human computer interaction. It is a relatively recent application area of visual analytics to software evolution [31, 11] and the explicit definition of such process has not been carried out yet. This makes it difficult to define roles and borders within the context of evolutionary visual software analytics using a common language. Overall, it affects the communication and understanding of researches by other scholars, as well as conducting new research that could easily be coupled to previous research. As a result, the lack of such definition could limit the development and planning of modular evolutionary visual software analytics tools, producing an impact in integration and reusability of components.

The explicit definition of the process could support the understanding of evolutionary visual software analytics through the use of a common language. In addition, the definition of roles, borders and relationships between research areas, methods and techniques can be planned and carried out taking into consideration the overall process. Furthermore, the elements of the process can be considered as components, where each component has to support the function of other components and produce an output that can be used as the input of other components. Therefore, the use of the process definition could make it easier to identify the interactions of components and their localization within the process, when used as a location map.
The benefits of defining the evolutionary visual software analytics process also apply to visual software analytics, visual e-learning analytics and visual analytics due to the absence of specific process definitions for those research fields. Hence, this paper concerns with the explicit definition and validation of a framework to describe the evolutionary visual software analytics process and identify the involved research areas, methods, techniques and relationships among them. Afterwards, it takes into consideration the central role played by users in knowledge discovery tasks. Furthermore, it discusses the validation of the framework by means of a tool that has been developed upon an architecture based on such framework.

Consequently, the remainder of this paper is organized as follows: section 2 describes the visual analytics process for providing the basics of the following sections, section 3 makes an introduction to Software maintenance and evolution, evolutionary visual software analytics and the role played by users, and section 4 discusses the visual software analytics process. Furthermore, section 5 discusses the evolutionary visual software analytics framework, section 6 explains an evolutionary visual software analytics architecture based on the framework proposal, section 7 addresses the visualizations and interaction design characteristics, section 8 explains two use case scenarios of the tool and finally section 9 discusses the main conclusions.

2. The visual analytics process

Research papers in visual analytics frequently focus on the discussion of the analytical process carried out with the use of linked interactive visual representations as well as the design and features of such visual representations. Therefore, usually it is not taken into consideration that visual analytics is a broader process which also encompasses the extraction of information from heterogeneous data sources, the analysis of such information and the representation of the outcome using abstract data structures.

The visual analytics process described in Figure 2 has been carried out after a careful review and analysis of some of the most influential application frameworks, tool architectures and definitions that have been published upon the visual analytic process [27, 32, 18, 16]. The main tasks of this process are named after components of the process and are the following: the knowledge extraction engine, the data transformation engine for visualization models, the visual knowledge explorer and the user.
The visual analytics process begins with the reading of data from heterogeneous data sources. Then, the knowledge extraction engine uses one or more knowledge extraction techniques, including but not limited to the ones shown in Figure 2, for discovering, representing and managing knowledge. Next, the data transformation engine for visualization models takes the output of the knowledge extraction engine (first analysis results, arrow 3) and creates the appropriate data structures required by the visual knowledge explorer to display the most important results (show the important, arrow 4). The visual knowledge explorer uses a combination of techniques from information visualization, usability, information design, and human computer interaction to accomplish its main task; provide a means to users for knowledge exploration and discovery through the use of interaction, human perception.
and cognition for decision making (zoom, filter, interact, see arrow 5).

At this point the visual analytics process becomes an iterative process that could require additional details as the user interacts, explores and discovers knowledge through the creation of associations and relationships among visual elements in the visual knowledge explorer (request of details on demand, see arrow 6). Hence, if the visual knowledge explorer requests additional information for providing more details to users, and the requested data are unavailable in the persistent data structures created by the data transformation engine, the knowledge extraction engine performs further analysis tasks (further analysis, arrow 7). Then, the results are passed to the data transformation engine and added to the persistent data structures (further analysis results, arrow 3). Next, the corresponding details are visually represented in the visual knowledge explorer (details on demand, arrow 4) and the user continues working on the knowledge discovery process. This iterative process stops when the user has:

1. arrived to useful conclusions or
2. decided that further manual analysis is needed for uncovering additional details and being able to arrive into conclusions or
3. considered that drawing conclusions from the available knowledge, visual representations or data is unfeasible.

3. Background

Software developers and managers often faced the maintenance of large legacy applications and software projects to which they usually do not provide support, either within their company or a client company. Understanding the evolution of such legacy applications or software projects is a crucial task. Particularly because software maintenance is a usually compromised process due to the lack of proper system documentation, which frequently is incomplete, outdated or not present [22]. The challenge of understanding a software project is to gain insight on the effects produced by changes made to the project during its maintenance. Subsequently, comprehension of the effects caused by changes allows the implementation of the appropriate actions to make additional changes if the quality or functionality of the software project is compromised in the short or long term.

Accordingly the next sections deal with the discussion of software maintenance and evolution, the evolutionary visual software analytics process and user’s analytical tasks by means of human-computer interaction.
3.1. Software maintenance and evolution

Software development and maintenance are dynamic tasks that conform to the basis of software evolution. Software maintenance starts from the moment in which a software application has been conceived and its design has started. During software maintenance, project managers and developers necessitate the understanding of the software project structure and its source code, the relationships among software items and software quality metrics for making preventive (for improving source code quality), adaptive (due to software functionality improvements or additional requirements) and corrective changes. In this context, a software item is a source code piece such as a class or interface and the relationships among software items are those defined in the object oriented programming theory as well as other relationships, including the direct and indirect coupling.

Software maintenance is a cyclic process; changes are based on the understanding of the current state of the software project, which is the accumulation of previous changes made by the software maintenance activity. The change process and the tracking of changes are usually managed with the assistance of a Software Configuration Management tool (SCM).

A SCM tool uses revisions for storing details about changes, such as the author who made the change, the date and time of the change, the project structure before and after the change, and the source code and the changes that were carried out on it [9].

A revision identifies the current state of the project at the moment that the change has been committed. Revisions are stored by a software repository under the control of a SCM tool and are associated to a revision number. Consequently, software evolution is an iterative process conformed by the accumulation of changes and revisions during software maintenance and development [10]. Understanding a revision includes the comprehension of the structural characteristics of the project, the relationships among software items, the software quality metrics, source code facts, and the comprehension of the socio-technical relationships derived from the development process. The challenge of understanding the evolution of a software project is to gain insight on the effects produced by changes made to the project. Therefore, comprehension of the effects caused by changes allows the implementation of the appropriate actions to make additional changes if the quality or functionality of the software project is compromised in the short or long term.
3.2. Evolutionary visual software analytics

Understanding the evolution of a software project is a complex process that requires the automatic analysis of the project evolution, the visual representation of such analysis and the active participation of users in the comprehension process by interacting with the visual representation.

The aforementioned analysis takes into consideration the evaluation of individual revisions and the comparison of the output produced by such evaluation for a given number of revisions or all the existing revisions associated to the project. Thereafter, the output of the analysis is visually represented and appropriate interaction techniques are added to the visual representations. The aim is to involve the active participation of users in the discovery process and comprehension of relevant facts regarding the evolution of the software project.

In addition, it is important to consider that the analysis process is very complex because the life cycle of large software projects usually expands through several years, generates thousands and even millions of lines of source code (LOC) [15], hundreds of software components and thousands of revisions [6]. Furthermore, within software projects exist relationships among software items in the form of inheritance, interface implementation, coupling and cohesion. In addition, source code is made up by variables, constants, programming structures, methods and relationships among those elements. Besides logs, communication systems, defect-tracking systems and SCM tools keep records with dates, comments, changes made to software projects and associated users and programmers [12].

Accordingly, the analysis of individual revisions and the comparison of the analysis performed on them are carried out by the mining of software repositories on an evolutionary basis. The data used by software repository mining tools are collected from the source code, the software project structure, communication systems, logs and the metadata records from bug tracking and SCM tools. Thus, an important consideration is that the proposal makes reference to the mining of software repositories on an evolutionary basis as the use of any set of extraction and analysis techniques that have the capability of extracting and analyzing software projects looking to discover patterns and relationships and calculating software quality metrics and fact extraction from the results of comparing the analysis performed on revisions [6].

Moreover, the datasets produced by mining software repositories on an evolutionary basis are usually overwhelming, due to their large size, and are hard to understand by humans. This makes it necessary to provide a
means for allowing software project managers and programmers to get in-
sight and grasp the details of the project evolution. Therefore, information
visualization techniques provide such a means with the support of interac-
tion techniques and linked views. However, before visually representing the
output generated by the mining of software repositories, such output needs
to be transformed into the appropriate data structures that will be used as
the input of the visual representations.

A summary of this process is that the evolution of software projects pro-
duces a wealth of evolutionary data that is stored in software repositories
[12], communication systems, logs and bug tracking databases, which are
then mined to discover patterns, relationships and trends [6]. Finally, data
are transformed into the appropriate data structures to be turned into an
opportunity [18] by means of visual representations.

Hence the application of visual analytics to software systems and related
processes, with the aim of supporting the understanding of a software project
or an individual revision, is known as visual software analytics [4, 3, 30].
Accordingly, this research defines the process described above as evolutionary
visual software analytics.

3.3. Human-computer interaction

The visual representation of huge datasets supported by browsing and
navigation capabilities is challenging due to the limited size of screens [19].
From there, the design of visual representations could be carried out taking
into consideration a spatial or temporal design strategy or even better by
combining both. On one hand, the spatial design strategy layouts graphical
elements for representing the information in one view. While on the other
hand, the temporal design strategy makes use of transitions among views
for distributing the information in multiple views [21]. It uses linked views
and interaction mechanisms to allow the exploration of details while keeping
the context [25, 14] and allows the tracking of relationships to facilitate the
interpretation of specific elements.

In this context, one should to take into consideration that analysts are
strongly influenced by their experience, education, cultural values [26] and
cognition [8] that allows them to gradually acquire strategies for remember-
ing, understanding, and solving problems [1]. An interesting reference on
this is the framework on information behavior proposed by Spink using an
evolutionary perspective [28]. In addition to some relevant researches such
as the one carried by Pirolli on visual information foraging [24], which deals
with visual attention and information foraging theory. Where the latter is concerned with search, exploration, location and evaluation of information [5].

Therefore, one can think that users form a hypothesis to solve a problem, then collect data, analyze such data and then accept or reject the initial hypothesis. From there, several researches have been conducted regarding how users browse and navigate through visual representations looking to solve complex problems by means of visual analysis. One of the most notable researches in this field is summarized by the Shneiderman’s visual information seeking mantra (overview first, zoom and filter, then details-on-demand) that outlines the tasks usually performed by users when navigating information visualization designs [27]. The results of such research has been reinforced by several authors, such as the visual information seeking mantra’s adaptation made by Keim for reflecting the tasks carried by visual analytics (analyze first, show the important, zoom, filter and analyze further, details on demand) [18]. Additionally, Wehrend et.al. have defined a taxonomy of user tasks in visual environments that recognizes the following eleven actions: identify, locate, distinguish, categorize, cluster, distribution, rank, compare within relations, compare between relations, associate and correlate [34].

Accordingly, interaction design patterns has been designed for general repeatable solutions in interface and interaction design [23, 33] and several researches has been conducted on visualization design and human computer interaction.

The next sections focus on discussing the visual software analytics and evolutionary visual software analytics processes and make comparisons between them and visual analytics. The intent of having discussed visual analytics first and then concentrating in visual software analytics and evolutionary visual software analytics, in that order, is to show an evolution in the process and provide a better explanation for the apprehension of evolutionary visual software analytics.

4. The visual software analytics process

Visual software analytics is based upon the visual analytics process and it is aimed to the study and analysis of the dynamics of software systems (see Figure 2). Its main tasks have similar analytic goals to their analogs in visual analytics. Although each task is made of techniques and methods that focus on knowledge discovery from software facts.
On the other hand, a practical analogy for explaining the difference between visual software analytics and evolutionary visual software analytics is that the first is a movie frame while the latter is a movie. Thus, visual software analytics takes into account only a revision of a software project whereas evolutionary visual software analytics takes into account all the revisions of the software project. Consequently, both processes share several techniques although the evolutionary approach also requires an extra analysis for comparing the results carried out on individual revisions.

Accordingly, understanding visual software analytics helps to comprehend evolutionary visual analytics as both processes share the same sequence of tasks and have similar aims, even though they differ with regards to some specific methods and techniques used. Hence, some data sources in common...
are SCM\textsuperscript{1} repositories metadata, defect-tracking logs, email communications and source code.

The main components of visual software analytics are the knowledge extraction engine, the software facts database, the data transformation engine for visualization models, the visual knowledge explorer for software visualization and the user.

The knowledge extraction engine reads software project associated data from the aforementioned data sources for extracting software facts. When the knowledge extraction engine has carried out the analysis, it stores the software facts in its corresponding database. Therefore, the data transformation engine for visualization models transforms the software facts data structures into the appropriate data structures required by the visual knowledge explorer for software visualization.

Finally, the software facts are represented by means of software visualization techniques and the user starts the interaction process looking to understand the software project and get insight of the software project.

The techniques used by the knowledge extraction engine as well as the software facts that are extracted and the software visualization techniques vary according to the aims of the research or tool design. However, the use of interaction techniques and how visualizations are linked play a relevant role in the knowledge discovery process. Programmers and project managers will make use of human cognition, perception, sense-making, analytical reasoning and critical thinking to find relevant facts and relationships to understand the software project by means of human interaction. Similarly to visual analytics, the process stops upon the user’s decision.

5. A framework for the evolutionary visual software analytics process

Unlike previous sections, this section is not going to deal with the description of the evolutionary visual software analytics process (see Figure 3) because it is reiterative with relation to visual analytics and visual software analytics, as all of them use the same sequence of tasks. Hence, this section will encompasses a discussion of the methods and techniques employed by evolutionary visual software analytics as well as the understanding and comprehension goals it looks to achieve.

\textsuperscript{1}Software Configuration Management
Figure 3: The evolutionary visual software analytics process

Evolutionary visual software analytics supports the understanding of how software projects evolve and provides details on how software item relationships have been established. Its goals usually include software quality assurance, the improvement of the software maintenance process, the forecasting of project related events and assisting software developers in the understanding of the software project, aiding software project managers in resource management, including programmer related tasks.

The complexity of evolutionary visual software analytics is higher with respect to visual software analytics because of the additional dimension added by the analysis of evolution and the representation of time. Therefore, the techniques used by the knowledge extraction engine, the facts stored by the
software evolution facts database and the visual knowledge explorer for software evolution visualization take into account the complete evolution of the software project or a given period of time. As a consequence, the design of the visualizations is confronted with the layout of time and space and the user deals with a more complex scenario. Therefore, users become the central player of the understanding process, in which the use of its capabilities and human interaction are the key to disclosing the intricacies of software projects complexity.

The aim of the knowledge extraction engine is to produce software facts such as evolution metrics, logical coupling details, structural relationships, source code differencing, software item lifelines, socio-technical relationships, classification change, defect tracking and communications and architectural relationships. For this purpose it makes use of several analysis techniques, among which are origin analysis, contribution analysis, software prediction models, frequent coupling mining, evolutionary metadata analysis, frequent patterns mining, refactoring analysis, source code differencing and analysis and defect classification and analysis.

Besides, the visual knowledge explorer for software visualization makes use of several visualization techniques for representing software facts. Among the techniques used are polymetric views, matrix layouts, dependency graphs, software cities, UML-based diagrams, call graphs, clustering and heatmaps techniques, algorithm animation and socio-technical views.

6. An evolutionary visual software analytics architecture

Defining the architecture of software tools is a rather complex task that requires careful analysis. It is a challenge to determine what techniques to use, how these will relate to each other and contribute to the research or the tool design goals. This paper is aimed to provide a framework to novel researchers and those designing tool architectures in scenarios where visual analytics is applied to software evolution. Previous sections have so far discussed how evolutionary visual software analytics contributes to software maintenance and the definition of a framework for the evolutionary visual software analytics process. This section takes as reference the framework presented in section 5 for defining the architecture of a tool that supports the understanding and comprehension of software projects during software maintenance.
Figure 4: The evolutionary visual software analytics process

The tool architecture is shown in Figure 4 and its implementation has been carried out in Java. Such architecture has been tested on several open source software projects such as jEdit, JabRef, Jmol and JFreechart. The knowledge extraction engine on an evolutionary basis supports the addition of modules for supporting new software configuration management systems (SCM) and allows configuring connections to several different projects and software repositories for extracting evolutionary details and carrying out software evolution analysis. Its components monitor new revisions, the source code extractor, the source code parser and the metadata and software evolution analysis engine. The monitor of new revisions is a process that continuously monitors the addition of new revisions to software projects and notifies about new revisions to the source code extractor. Then, the source code extractor starts extracting source code from the software repository and in-
vokes the source code parser for collecting details about the software project
structure, the hierarchy of classes, the coupling relationships and the source
code and metrics raw data for calculating metrics for classes and methods.
Finally, the metadata and software evolution analysis engine takes the out-
comes produced by the source code parser and query additional details from
the software repository. Then, it applies an exhaustive software evolution
analysis and stores the results in the software evolution facts database.

The software evolution facts that have been taken into account for the
visualizations presented later are the software item lifelines, the evolution
metrics, the socio-technical relationships and some architectural/structural
relationships such as inheritance, interface implementation and the corre-
lation of structural data with metrics. Therefore, the data transformation
engine for visualization models transforms the software evolution facts data
structures into the appropriate data structures that are used by software
evolution visualizations. Therefore, the visualizations are embedded into an
Eclipse plugin and make use of a matrix-like representation, a timeline and
socio-technical views that are supported by a social-network graph and the
use of colors for representing programmer’s contributions.

The knowledge extraction engine and the software evolution facts database
are server side components with a graphical interface. While the data trans-
formation engine is a middleware process that is configured using a graphical
interface and is executed automatically when new additions to the software
evolution facts database are detected.

7. Visualizations and interaction design

A matrix-like representation has been chosen as the main view for be-
ing a simple structure widely known by programmers and because it allows
establishing relationships among multivariate elements easily (see Figure 5).
The cells of the matrix representation, with the packages and software items
in the rows and the time units in the columns, are used for the correlation
of details associated to the corresponding package or software item. Basi-
cally, the evolution details that are correlated with the project structure are
programmer contributions, the creation of software items, the addition or re-
moval of inheritance or interface implementation relationships and software
item metrics.

The interactions supported by the matrix view include zoom-in and zoom-
out, the fisheye distortion, the reorder of project structure elements and the
Figure 5: Main view of the visualizations

capability of filtering out nodes from the structure. In addition, it supports year selection from the timeline for depicting data according to associated months and in the socio-technical view. Moreover, the user has the possibility to choose how metrics and programmers are represented by selecting between relative or absolute value representations.

The visual representation of the project structure is made up of all the packages and software items that have been added to the project during its evolution. This allows to correlate all software items involved in the evolution process with programmers, metrics and architectural relationships such as inheritance and interface implementation relationships. Figure 6(a) shows the current project structure of jEdit on the left in the Eclipse workbench, while on the right the visual representation is displayed depicting the project and its corresponding structure, including packages and software items that are no longer part of the current project version. Additionally, Figure 6(b) illustrates that source code files could be expanded for showing the software items they contain. Such design feature allows to depict the lifeline of software items and packages using an intuitive approach, as shown in Figure 5. The details view on the right shows that the performed activities on the file macos.Delegate.java were carried out between 2003 and 2008. Moreover, those packages are not currently part of the latest version of the project,
which is corroborated when reviewing the project structure on the Eclipse workbench, as shown in Figure 6(a). So, the lifeline of a package or software item is determined by the representation of programmer activity in the matrix view.

Another visualization key feature is the representation of inheritance and interface implementation, which is depicted in Figure 6(c). Foldable tree nodes are used for representing software item inheritance and implementation relationships. Figure 7 shows that the establishment of inheritance and interface implementation relationships are depicted by a green oval and its termination is represented by a red oval. In addition, the location of associated software items is explicitly indicated (Java, current project or external library).
Software item metrics are represented using bar charts with the aim of highlighting changes (see Figure 8). Similar to the representation of programmer contributions, metrics are represented using relative and absolute areas. Relative representation takes under consideration the software item with the highest metric value for calculating the chart height, while the absolute representation only takes under consideration the highest metric value associated to the software item.

The other included view in the visual representation design is the socio-technical view (see Figure 5), which is subordinated to the matrix view. When users select a time unit in the matrix view the associated data are loaded into the socio-technical view. Loaded data represent the socio-technical relationships that derive from the modification of software items. Such relationships are established from the software items that programmers have modified in common. The nodes of the graph represent to programmers and their size represent the number of contributions they have been made. In addition, edges represent the relationships among programmers and their thickness represent the number of software items they have modified in common. Node colors represent programmers and are associated to the colors used in the matrix view.

Figure 7: Inheritance and interface implementation relationships, including expanded years and metric values.

Figure 8: Metrics representation.
8. Use case scenarios

The visual representations have been integrated into Eclipse as a plugin, shown in Figure 5.

The interaction path, followed by users, starts with the selection, from a popup menu, of the view that they want to display in the Eclipse workbench. From this point users interact with the visualization and the interaction path branches. So, several scenarios are possible according to maintenance needs. The following scenarios are some practical examples in which the visualizations could be applied.

**Use case 1**: A bug has been reported and the project manager has to assign a programmer to solve it. Once the project manager has analyzed who is the most suitable programmer for solving the reported issue, the project manager realizes that the developer in charge of the components in which the problem is localized is on vacation. Then, the project manager follows the steps below:

1. Open the matrix view for the complete project or a given package and then the project manager opens the socio-technical view.
2. Select a recent time unit, with a considerable number of activities, from the timeline in the matrix view.
3. The socio-technical view is updated with the data associated to the selected time unit.
4. The project manager selects the programmer that is on a sick leave from the socio-technical view and the visualization highlights the relationships of such programmer with the programmers that have changed the same software items.
5. Then, the project manager determines which programmer is the most suitable for solving the opened issue.

**Use case 2**: Programmers are in the middle of a software project refactoring and they have to review how changes made by other programmers affect inheritance and interface implementation relationships. Programmers follow the next steps after opening the matrix view for the complete project or a given interesting package:

1. Choose the source code file, from the matrix view project navigator, that contains the software item in which the programmer is interested and expand it to review the relationships of such software item.
2. Expand the software item and examine its inheritance and interface implementation relationships to determine if changes have occurred: which relationships have been established and which have been terminated.

A video demo of the tool prototype is available from http://www.analiticavisual.com/maleku.

9. Conclusions

Visual analytics is an emerging discipline that it is applied to many human knowledge fields and therefore it has been applied to software evolution until recently. Consequently, the main contributions of this paper are the definition of the evolutionary visual software analytics process, an evolutionary visual software analytics framework and its validation through the implementation of a tool using it as reference. Such validation has proven the feasibility of the application of the framework to research and tools design.

The definition of the evolutionary visual software analytics process and its framework support the understanding of evolutionary visual software analytics through the use of a common language. In addition, the definition of roles, borders and relationships among research areas, methods and techniques can be planned and carried out taking into account the overall process. Furthermore, the elements of the process can be considered as components; where each component has to support the function of other components and produce an output that can be used as the input of other components. Therefore, the benefits of defining the aforementioned process also apply to visual analytics and visual software analytics, due to the detailed explanation that has been provided regarding those processes.

In addition, this paper has made emphasis in the role played by users and have discussed a visualization design that has taken into account several needs to be informed about the evolution of software projects. Some concern which programmers are participating in the development of specific part of a project, others concern when the project has taken place and when the solution becomes stable. It also can inform the software maintainers about which programmer has created more revisions and new files, and how developers are collaborating or working separated from one another.
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