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Abstract

Service discovery is a critical aspect in the Service Oriented Computing approach. A model, a methodology and a tool environment based on ontologies are proposed in this paper. The requester and provider perspectives are discussed, both to support the service publication phase and the search phase. The proposed service ontology is based on functional aspects and it is organized on three layers, to support traditional search based on classification such as proposed in UDDI as well as search based on abstracting service characteristics. In addition, nonfunctional features such as requester and provider contexts and quality of service are considered to refine the search results according to the requester requirements.
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1. Introduction

Service Oriented Computing (SOC) is a new emergent paradigm on which service technologies rely. According to [1], SOC is the computing paradigm that uses services as fundamental elements for developing applications. The paradigm is based on the service provider and the service requester as the main actors involved, where the former, on the basis of his mission and available resources, builds a set of invocable software applications that provide some functionalities; the latter, on the basis of the service description provided, invokes and uses such software either in an interactive way or building suitable service software clients.

As it occurs in real life, in which traditional services are available everywhere (e.g., flight booking, stock option reservations, phone calls and so on), in a virtual service-based environment mechanisms to easily find the interesting services are absolutely necessary for both the service provider and the service requester. On one hand, from the service provider standpoint, the higher the service reachability, the higher the probability that someone will use it. On the other hand, the service requester needs to be able to find the more suitable services with respect to his requirements.
For these matters, the Service Oriented Architecture (SOA) relies on service descriptions and basic operations (publication, discovery, selection and binding) to enable the provider to make information available about his services and the requester to find the appropriate services and use them. Publication, discovery and selection are based on a Service Directory. The role of such a tool is to provide methods which (i) can be used by the service provider to publish the provided services and (ii) can be used by the service requester to look for the services which satisfy his requirements.

UDDI Registry [2] is the well-known tool available which implements the service directory facilities as described above. However, even if UDDI allows browsing the service registry through different indexes, it does not provide (i) an effective content-based service discovery, (ii) a match with respect to the context in which the service operates and (iii) a quality evaluation of the retrieved services. In fact, services are only organized with respect to pre-defined categories (e.g. UNSPSC, NAICS) and they are not analyzed and described with respect to what they effectively provide.

To improve service description, the Semantic Web [3] research area provides a set of interesting methods and tools to improve service description based on the use of ontologies. As stated by [4], “the idea behind the Semantic Web is that generators of Web pages or services will create formal declarative descriptions that programs can use to find the appropriate service and use it correctly”. Therefore, the focus is on adding descriptions to services using descriptive logics in order to be able to reason about their properties. The problem of this approach is that it requires the providers to perform such annotations, on the basis of ontologies commonly agreed upon by wide communities.

The service-oriented approach has been proposed mainly in an architectural context in which providers and requesters use systems which are available most of the time. Here the interaction is mainly web-based and providers are registered in the registry regardless of their operating conditions. However, many current applications are developed in highly variable environment, where mobile devices are becoming an integral part of current information systems, access to services may depend on the context in which the services are used and cooperative enterprises combine dynamically available services selecting the best offers in a given moment.

These applications pose new requirements to the classical service-oriented approach, in particular: (i) the ability of both abstracting service characteristics from their operating environment and in some cases selecting services on the basis of their contextual features; (ii) the possibility of selecting services both through interactive interfaces and through sophisticated matching algorithms.

The aim of the present work, supported by the MAIS Project,1 is to present how the use of an ontology-based approach can support service publication and discovery. We propose an approach in which an extended service description is used as a basis for providing service retrieval and publication facilities in an enhanced UDDI Registry. The ontology-based representation of services is proposed extending UDDI registration and retrieval functionalities, providing a semi-automatic organization of services in ontological levels. Therefore, instead of associating semantic information directly to services, semantic information is extracted from published services on the basis of a domain ontology and used as a basis to provide advanced searching functionalities. In particular, our solution starts from UDDI Registry and improves its functionalities providing a service model and a set of methods which allow a content-based discovery. Moreover, this work concentrates not only on Web Services, but on e-Services in general: we assume the use of services in multi-channel information systems, in which the same service could be provided and used through several channels, with different networks, devices and context characteristics. Therefore, the service retrieval functionalities proposed in this paper focus not only on functional aspects, but also on the context of invocation and the requester profile.

The paper is organized as follows: in Section 2, we present the e-Service model; in Section 3, we propose a three-layer e-Service ontology architecture.

---

1Multi-channel Adaptive Information Systems. Web site: http://www.mais-project.it
in Section 4, e-Service discovery based on the proposed ontological framework is discussed and in Section 5 the architecture underlying our work is presented. Finally, related work is discussed in Section 6, while Section 7 concludes the paper and outlines future research directions.

2. **E-service model**

The MAIS Project analyzes the services in the context of multichannel information systems development [5]. In such systems, services may be invoked by a variety of different users, using different devices with possibly wireless connections, including not only portable computers, but also PDAs and mobile phones. In this way, the typical Web Service, where the Web represents the communication channel, is now substituted by the more general e-Service, where the same application logic can be exposed through several channels. In such mobile information systems, even if the overall executing process is predefined, the set of active users, as well as the e-Services invoked, may change. As a running example, in the rest of the paper we consider a typical travel support process, where the end-user wants to reserve a hotel and a flight for a trip. In particular, we also want to handle, in an automatic or semi-automatic way, particular situations, like cancellation of a booked flight, which force the travel agency to reschedule both flights and other arrangements for its customers. It must also be able to provide such information timely to the involved users and service providers. In the present paper, we will focus mainly on issues related to service selection on the basis of given requests, with the ultimate goal of providing a flexible and highly adaptive service invocation environment.

The implementation of a system which realizes service discovery necessarily requires a complete and precise definition of e-Service. In our approach, e-Service description is addressed both from the service provider and the service requester perspective:

- **e-Service provider perspective**, which allows for specifying the functionality and contextual characteristics from the provider side;

- **e-Service requester perspective**, which allows for specifying the service request both in terms of requested functionalities and of requester operating environment and preferences.

Providing both perspectives enables to characterize in a specific way the requester requirements, which may be different from the e-Service characteristics as specified by the service provider.

Moreover, services may be provided through different channels, with different quality characteristics. In this situation, it is important to define not only the functionalities provided by the e-Services, but also the quality related aspects and the context in which the services are both made available and used.

2.1. **E-service provider perspective**

From a service provider perspective, the model has to define, as shown in Fig. 1, who offers the service (Service Provider), what the service performs (Functional Description) and on which Channels the service is available. Moreover, the
service could be simple or composed by a set of services organized according to a composition framework [6–8].

The functional description is provided in terms of invocable Operations and exchanged Input/Output parameters, which may be described in a WSDL [9] specification.

To specify the observable behavior of the service, we specify the (partial) order in which the available operations can be invoked through pre- and post-conditions. Each operation is associated to a set of Pre-Conditions and Post-Conditions, that predicate on the Inputs and Outputs parameters of the operation. The former must be verified before the execution of the operation, while the latter are satisfied after the execution. For instance, a flight payment operation could have a precondition “flight-reserved”. Pre- and post-conditions can also be defined on whole services.

It is important to note that such a functional description relies only on the elements the provider identifies as “exportable” or, in other words, on the elements that should be made visible for a potential user to know in which way he can invoke the service. The implementation details are not represented by this model.

About non-functional aspects, each e-Service is characterized by a set of quality parameters. The model is enriched considering the quality aspects. In particular, the channel, the provider and the service can be also detailed with respect to quality dimensions. It is worth noting that the involved quality dimensions strictly depend on the application and domain in which the service, provider and channel operate. For this matter, since it is almost impossible to define a set of quality dimensions valid for all the possible services, we provide a more general solution. In particular, according to [10], we suppose that, for each kind of service, a community exists that defines which are the relevant aspects. Task of this community is to identify the set of relevant quality dimensions for such particular class of services, where a quality dimension is defined by the (name, admissible_value) pair, where name represents a unique parameter identifier, whereas admissible_value represents the range of values suitable for the parameter. In this way, whoever wants to implement a service belonging to this class must refer to this set of quality dimensions in order to characterize its quality. In the same way, we suppose the existence of a set of communities, one for each kind of channel and a unique community which defines the quality of the provider (for us all the providers belong to the same class and we can use the same quality specification). Such an assumption reflects what occurs in real life, where, even if the community is not well defined, everybody agrees on a set of aspects to evaluate the quality of a given service. For example, considering an e-Service which provides digital map, possible quality parameters could be: color-depth, resolution, width, length. On the contrary, if we consider a hotel reservation service, its quality could be evaluated with respect to the number and type of credit cards accepted to pay for the reservation. In this case, the range of admissible values is a discrete set composed, for example, by the list of the most accepted credit card companies.

In this way, our e-Service model includes on the provider side:

- a QoS (Quality of Service) definition, in which a set of admissible values is assigned to the quality dimensions identified by the related community;
- a QoP (Quality of Provider) definition, in which a set of admissible values is assigned to the quality dimensions defined by the Provider Community;
- a QoC (Quality of Channel) definition, for each channel available to invoke the e-Service, where a set of admissible values is assigned to the quality dimensions defined by the community of that particular channel.

A classification of possible general quality dimensions is being generated within the MAIS Project to represent qualities related to these classes [11].

2.2. E-service requester perspective

From a service requester perspective, the model concentrates on the User definition, as shown in Fig. 2. The requester of an e-Service is characterized by its Profile and by the Contexts in which the user can be and (by means of the current association) in which the user, in a given moment, operates.
The requested service is defined in terms of functional and non-functional aspects, as defined in the service provisioning perspective. The profile has a static and a dynamic component: the first one to render those properties that are statically set by the user (usually during the registration phase), the second one to characterize all information that is collected while he is using the application. The static profile is defined by means of a set of user preferences such as Role, which identifies the role played by the user while using the application, its Expertise and Ability on the application and a set of Generic Preferences to add application-specific characterizations to the profile. The hypothesis is that roles or expertise define the minimum profile, which can always be enriched with further information: each Generic Preference has a name and value to let the designer render and “quantify” any property.

A definition of context is provided starting from previous work in the literature, such as UWA [12], and enriched with the channel definition. Here the
context is defined by a *Location*, a *Time Zone* and the available *Channels*. *Location* can be zero or more *Geo Positions*, i.e., latitudes and longitudes, *Districts*, e.g., special-interest areas, *Towns* and *Countries*. Moreover, a *Location* can be associated with a set of *Properties*: a general-purpose mechanism to add further information to the context description. For instance, we could use a *Property* to specify weather conditions. *Time Zone* describes the *Context* with respect to its time information, i.e., its offset from Greenwich mean time, and the daylight saving time.

The channel is characterised by:

- *device*, defined according to a subset of the attributes included in CIM [13] model;
- *network*, considering an end-to-end link, we provide an abstraction of the several elements which are used to interconnect the provider with the user device (last mile excluded), characterized by the quality of service aspects;
- *network interface*, it represents the last mile of the connection and thus defines how the device could be connected to the network and how such a connection could influence the quality the user perceives;
- *application protocol*, it specifies the application protocol supported by the device according to a given network and network interface (e.g., HTTP, SOAP, SMTP).

As stated for the provider perspective, also the service requester specifies the non-functional aspects through the quality parameters defined by the service community. In particular the user can characterize the requested *e-Service* through only a subset of the quality parameters suggested by the service community considering only the interesting aspects. Using a hotel reservation service, a user could be interested only on the *creditcard* parameter and he requires that such a parameter must include at least one of the credit cards generally accepted. In this way, the user does not impose constraints on the other possible parameters, such as the cost of a possible reservation cancellation.

About quality definition, whereas in the provider perspective the model defines the quality offered, here the *e-Service* model identifies which are the needs of the user. Using the same approach described before, the user is aware about the existence of the communities and, in particular, about the service community. According to that, we assume that the user is able to define a precise QoS for each requested service, where for each quality dimension the admissible values represent the requested quality level. It is important to highlight that the service is connected to the user through different channels, which also influence the QoS. The network latency, for example, is different for a wireless connection rather than a wired one, so a typical QoS dimension (e.g., throughput) can be differently perceived by the user. For this matter the QoS required by the user cannot be directly matched with the QoS defined by the provider. According to that (and also according to the literature [14]) we introduce the Quality of Experience (QoE), where:

\[
\text{QoE} = f(\text{QoS}, \text{QoC}, \text{QoP}).
\]

In this way, for each triple *(service, channel, provider)* the user is able to effectively calculate which is the QoS that, during the invocation, the user can perceive. On the basis of the obtained values, the user will be able to define the admissible value of the quality of service dimensions for the service offered by a particular provider through a given channel. Even if the QoE is presented as a generic function, it is possible to find rules able to state the dependency among the different quality dimensions. For example, if the service provides streaming data, it is easy to state that the outgoing dataflow from the service cannot be greater than the bandwidth of the selected channel. In this way, simplifying and supposing that the service is able to provide an output flow of 1 Gb/s, the user cannot obtain a flow rate greater than 100 Mb/s if an Ethernet connection is used and 11 Mb/s if a wireless LAN is used. Obviously, QoE = QoS holds whenever the quality parameters are not affected by the channel as, for instance, the credit card restriction described above.

3. Three-layer domain service ontology

In the previous section, we have introduced several elements to describe an *e-Service*: (i) the
functional description to specify its operational aspects, (ii) the quality offered by the provider and requested by the user taking into account the involved channels, (iii) the user profiles and (iv) the context information that can be exploited to identify the particular conditions in which an e-Service is used. In the remainder of the paper we will show how a service ontology, that properly organizes e-Services on three different layers of abstraction, can be exploited to enhance service discovery on the basis of user functional requirements. Further refinements of the discovery process can be performed by taking into account context information and, finally, selecting only those services that match user quality requirements.

In the service ontology, we introduce three distinct concepts, according to an increasing level of abstraction:

- **Concrete services**, that are directly invocable services and that are featured by their public WSDL interface, which is used to group them on the basis of their functional similarity (as explained in the following) and by bindings to specific implementations;
- **Abstract services**, that are not directly invocable services, but represent the functionalities of sets of similar concrete services (each abstract service is associated to a corresponding cluster of similar concrete services); abstract service functionalities are also described by means of a WSDL interface and are obtained from the concrete service operations by means of an integration process; mapping rules are maintained among the abstract operations and the original concrete operations; abstract services are related to each other by semantic relationships, as explained below;
- **Subject categories**, that organize abstract services into a standard available taxonomy (such as UNSPSC or NAICS) to provide a topic-driven access to the underlying services.

According to the distinction made above, the service ontology contains concrete services, abstract services and subject categories organized into three layers (called Concrete, Abstract and Category layer, respectively). This organization of e-Services is meant to support service provisioning properly adapted to changes in user context and quality conditions. Its main issue in the framework of the MAIS Project is to enhance finding of generic services (abstract services) describing the required functionalities that can be actually provided by several specific existing services (concrete services). Thus, abstract services are intended to shorten the way towards a variety of alternative concrete services that can be invoked. Context information and quality requirements further refine and filter the set of candidate concrete services. In addition, subject categories give the user a mechanism for an easy access to the underlying levels on the basis of standard topics. Concrete services are stored in UDDI Registry, that is properly extended (through the tModel element [2]) to contain service descriptions according to the service model proposed in Section 2.

### 3.1. Concrete layer construction

In [15] a methodology to compare services on the basis of their functional description is proposed in order to establish semantic relationships among them on the basis of their degree of similarity. The similarity between services is evaluated through the computation of coefficients obtained by comparing input/output parameters that services exchange during their execution (Entity-based similarity analysis) and operations that they are able to perform (Functionality-based similarity analysis) [16,17].

The similarity analysis is supported by a domain ontology used to annotate I/O parameters and operation names. In this ontology, terms are organized by means of weighted terminological relationships (synonymy, generalization/specialization relationships) both extracted from a pre-existing, domain independent basic ontology (e.g., WordNet) and supplied by a domain expert.

The domain ontology can be viewed as a graph \( (N, E) \), where \( N \) is the set of nodes (i.e., terms) and \( E \) the set of edges (i.e., relationships between terms). Each edge is represented in the form \( (n_h, n_k, t, \sigma) \), where \( n_h \in N \) is the source node of the relationship, \( n_k \in N \) is the destination node, \( t \)
is the kind of relationship and \( \sigma \in (0, 1] \) is a weight associated to that kind of relationship. Different kinds of relationships present different implications for similarity; in particular, we have \( \sigma_{SYN} > \sigma_{BT/NT} \), since synonymy expresses a higher semantic connection between terms than the other kinds of relationship. In our experimentation, \( \sigma_{SYN} = 1 \) and \( \sigma_{BT/NT} = 0.8 \). Two terms (nodes) can be related by a chain of relationships: we call path of length \( l \) between two nodes \( n, n' \in \mathcal{N} \) a finite ordered sequence of edges \( \langle e_1, e_2, \ldots, e_l \rangle \) (with \( e_1, e_2, \ldots, e_l \in \mathcal{E} \), where the source node of \( e_i \) is \( n \) and the destination node of \( e_i \) is \( n' \), denoted with \( n \rightarrow^{l} n' \); the length \( l \) is the number of relationships in \( n \rightarrow^{l} n' \). The strength of \( n \rightarrow^{l} n' \) is the value of the function \( \tau: \text{Paths}(\mathcal{N}, \mathcal{E})) \rightarrow (0, 1] \) that associates to \( \rightarrow^{l} \) the product of the weights of all the relationships belonging to it, where \( \text{Paths}(\mathcal{N}, \mathcal{E}) \) is the set of all the paths on the ontology.

Definition (Name Affinity coefficient). The Name Affinity coefficient of two terms \( n_i \) and \( n_j \in \mathcal{N} \), denoted by \( \text{NA}(n_i, n_j) \), measures the strength of path between them in the domain ontology, computed as follows:

\[
\text{NA}(n_i, n_j) = \begin{cases} 
1 & \text{if } n_i = n_j, \\
\tau(\rightarrow^{l}) & \text{if } n_i \neq n_j \land n_i \rightarrow^{l} n_j, l \geq 1, \\
0 & \text{otherwise.}
\end{cases}
\]  

(1)

Between two nodes in the ontology there can exist more than one path and in this case the path with the highest strength is chosen. We say that \( n_i \) and \( n_j \) have name affinity \( (n_i \sim n_j) \) if \( \text{NA}(n_i, n_j) \geq \alpha \), where \( \alpha > 0 \) is a given threshold imposed to filter terms with high degree of affinity.

We group together services that have the same or similar I/O parameters or have the same or similar operations; given the domain ontology, service similarity is evaluated on the basis of I/O parameters and operation names contained in the descriptors associated with services. For this purpose, we introduce a set of similarity coefficients for services.

Definition (Entity-based Similarity coefficient). Given two services \( S_i \) and \( S_j \), we denote with \( \text{IN}(S_i) \) and \( \text{IN}(S_j) \) (respectively, \( \text{OUT}(S_i) \) and \( \text{OUT}(S_j) \)) the sets of input parameter names (respectively, output parameter names) of \( S_i \) and \( S_j \). The Entity-based Similarity coefficient of \( S_i \) and \( S_j \), denoted by \( \text{ESim}(S_i, S_j) \), is the measure of affinity between names of I/O parameters of \( S_i \) and \( S_j \), considered in their totality, that is

\[
\begin{align*}
\text{ESim}(S_i, S_j) &= \frac{2A_{\text{tot}}(\text{IN}(S_i), \text{IN}(S_j))}{|\text{IN}(S_i)| + |\text{IN}(S_j)|} \\
&+ \frac{2A_{\text{tot}}(\text{OUT}(S_i), \text{OUT}(S_j))}{|\text{OUT}(S_i)| + |\text{OUT}(S_j)|},
\end{align*}
\]

(2)

where \( A_{\text{tot}}(\text{IN}(S_i), \text{IN}(S_j)) \) (respectively, \( A_{\text{tot}}(\text{OUT}(S_i), \text{OUT}(S_j)) \)) denotes the total value of affinity between the pairs of input (respectively, output) parameters in \( S_i \) and \( S_j \), and \( |\cdot| \) denotes the cardinality of a given set. \( A_{\text{tot}} \) is obtained by summing up the values of name affinity coefficients for all the pairs of input/output parameters that have name affinity in the domain ontology. Furthermore, we require that each parameter name participates at most in one pair for the \( A_{\text{tot}} \) evaluation. \( \text{ESim}(S_i, S_j) \) assumes value 0 when no pairs of I/O parameters with name affinity are found, one from \( S_i \) and one from \( S_j \), while it is 2 when \( S_i \) and \( S_j \) have the same input and output parameters.

Definition (Functionality-based Similarity coefficient). Given two services \( S_i \) and \( S_j \), we consider each pair of operations \( op_i \) and \( op_j \), one from \( S_i \) and one from \( S_j \). We denote with \( \text{IN}(op_i) \) and \( \text{IN}(op_j) \) (respectively, \( \text{OUT}(op_i) \) and \( \text{OUT}(op_j) \)) the set of input parameters (respectively, output parameters) of \( op_i \) and \( op_j \). The Operation Similarity coefficient between \( op_i \) and \( op_j \) is computed as follows:

\[
\begin{align*}
\text{OpSim}(op_i, op_j) &= \text{NA}(op_i, op_j) + \frac{2A_{\text{tot}}(\text{IN}(op_i), \text{IN}(op_j))}{|\text{IN}(op_i)| + |\text{IN}(op_j)|} \\
&+ \frac{2A_{\text{tot}}(\text{OUT}(op_i), \text{OUT}(op_j))}{|\text{OUT}(op_i)| + |\text{OUT}(op_j)|}.
\end{align*}
\]

(3)

We note that \( \text{OpSim}(op_i, op_j) \in [0, 3] \) since it is the sum of three elements in the range \([0, 1]\). It is 0 when there is no affinity between operation names and I/O parameter names of two operations,
while it is 1 when two operations have the same name and the same I/O parameters. We say that two operations \( op_1 \) and \( op_2 \) are similar, denoted by \( op_1 \sim op_2 \), if the following conditions hold: (i) \( OpSim(op_1, op_2) \geq \gamma \), where \( \gamma > 0 \) is a similarity threshold set by the domain expert; (ii) each of the three terms on the right-hand side of (3) is greater than 0.

The Functionality-based similarity coefficient of two services \( S_i \) and \( S_j \), denoted by \( FSim(S_i, S_j) \), is the measures of similarity of their operations, computed as follows:

\[
FSim(S_i, S_j) = \frac{2 \sum_{h,k} OpSim(op_h, op_k)}{|OP(S_i)| + |OP(S_j)|}, \tag{4}
\]

where \( op_h \) (respectively \( op_k \)) denotes an operation of \( S_i \) (respectively of \( S_j \)), \( op_h \sim op_k \) holds and \( |OP(S_i)| \) and \( |OP(S_j)| \) denote the number of operations of \( S_i \) and \( S_j \), respectively. Note that \( FSim(S_i, S_j) \in [0, 3] \), since each term \( OpSim(op_h, op_k) \in [0, 3] \).

Finally, the Global Similarity coefficient of two services \( S_i \) and \( S_j \), denoted by \( GSim(S_i, S_j) \), is the measure of their level of overall similarity computed as the weighted sum of the Entity-based and Functionality-based Similarity coefficients as follows:

\[
GSim(S_i, S_j) = w_1 \text{NormESim}(S_i, S_j) + w_2 \text{NormFSim}(S_i, S_j), \tag{5}
\]

where \( GSim() \in [0, 1] \) since \( \text{NormESim()} \) and \( \text{NormFSim()} \) are respectively the values of \( ESim() \) and \( FSim() \) normalized to the range \([0, 1] \); weights \( w_1 \) and \( w_2 \), with \( w_1, w_2 \in [0, 1] \) and \( w_1 + w_2 = 1 \), are introduced to assess the relevance of each kind of similarity in computing the Global similarity coefficient. The use of weights in \( GSim(S_i, S_j) \) is motivated by the need of flexible comparison strategies. For instance, to state that the Entity-based similarity and Functionality-based similarity have the same relevance, we choose \( w_1 = w_2 = 0.5 \).

If this value is equal or greater than a threshold given by experimental results, \( S_i \) and \( S_j \) are grouped in the same set or cluster. Given a threshold \( \phi \), a cluster \( Cl \) is a set of concrete services \( \Sigma = \{S_j\}, \) \( j = 1, \ldots, n \), where \( GSim(S_j, S_k) \geq \phi \), for each \( S_j, S_k \in \Sigma \) and \( k \neq j \). Clustering is performed following a traditional hierarchical procedure [18].

### 3.2. Abstract layer construction

In the Abstract layer, abstract services are defined to represent the functionalities of concrete services in each cluster. The abstract service interface is obtained with an integration process performed on the interfaces of the concrete ones belonging to the cluster corresponding to the abstract service. In particular, the set of defined functionalities is “minimal”, that is, operations in the abstract service interface are only those common to all the services in the cluster. The designer can force additional operations considered relevant because belonging to most services of the cluster.

Moreover, mapping rules are defined to relate operations in the abstract service with the corresponding ones in the concrete services. For each operation of the abstract service a table representing the mapping rules is built. Such a table has a number of columns: operation name, input data names and output data names. The first row is populated with the information about the abstract service, whereas the following rows represent the information about the concrete services in the corresponding cluster. In this way we can compare the names used in the abstract service to identify both the operation and the exchanged data with respect to the names used in the concrete services.

An association link is maintained between each abstract service and the corresponding cluster. Two kinds of semantic relationships are added between abstract services:

- **is-a**, that holds when an abstract service offers at least the same functionalities of another one; we say that, given two abstract services \( S_{a_1} \) and \( S_{a_2} \), \( (S_{a_1} \text{ is-a } S_{a_2}) \) if and only if for each operation \( op_2 \) in \( S_{a_2} \) there exists an operation \( op_1 \) in \( S_{a_1} \) where \( NA(op_1, op_2) \geq x \), the set of \( op_1 \) outputs includes the set of \( op_2 \) outputs and the set of \( op_2 \) inputs includes the set of \( op_1 \) inputs;
- **is-composed-of**, that is obtained when an abstract service can be viewed as the composition of other abstract services; we say that, given abstract services \( S_{a_1} \) and \( S_{a_2} \ldots S_{a_n} \), \( (S_{a_1} \text{ is-composed-of } (S_{a_2} \ldots S_{a_n})) \) if and only if for each operation \( op_1 \) in \( S_{a_1} \) there exists an
operation $op_2$ in $S_{a_2}$ or $S_{a_3}$ or ... or $S_{a_n}$ such that $NA(op_1, op_2) \geq z$, the set of $op_2$ outputs includes the set of $op_1$ outputs and the set of $op_1$ inputs includes the set of $op_2$ inputs; the operations in $S_{a_2} \ldots S_{a_n}$ constitute a partition of the set of operations in $S_{a_1}$.

At this state, semantic relationships are derived with the support of the domain expert; future efforts will be directed to the semi-automatic derivation of them. Semantic relationships will be properly used during the discovery process, as shown in Section 4.

3.3. Category layer construction

In the Category layer, a standard classification of services is considered to give users a topic-driven access to the underlying services. We considered the UNSPSC classification [19] to organize services in a commonly accepted service taxonomy in UDDI Registry, but this taxonomy is not the only existing effort for service classification and the choice of a different one could be made, since our approach is general enough from this point of view. Each abstract service is associated to one or more service categories in the taxonomy, maintaining an association link between them.

During the construction of the three-layer service ontology the designer is supported by a software tool environment, ARTEMIS [20], that evaluates by means of semi-automatic techniques the coefficients we introduced. ARTEMIS offers a value-added semi-automatic system that facilitates the ontology construction in a dynamic, highly evolving environment.

3.4. Running example

As application scenario, we consider a traveler who has to travel for business to Riga (Latvia). His functional requirements concern the reservation of a flight from Milan to Riga and a hotel booking in the city; suppose that he does not want to spend too much for the air transfer and the hotel accommodation, so he requires a low-cost flight and a Latvian hotel that has no more than three stars. Finally, he would prefer to reserve the flight and book the hotel room by means of his credit card.

In this scenario, we consider a portion of three-layer service ontology, where flight reservation services, low-cost flight reservation services, and hotel booking services are organized as shown in Fig. 3. In particular, we suppose that there exist services that offer only flight reservation facilities, services that offer only hotel booking facilities, and air travel services that offer both of them. In the portion of service ontology shown in Fig. 3, ten concrete services are grouped into four clusters on the basis of their functional features and four abstract services representing the clusters are organized by means of semantic relationships: Reserve Low Cost Flight abstract service is generalized by the Reserve Flight one (is-a relationship), while Reserve Air Travels service groups functionalities both of Reserve Flight service and Reserve Hotel service (is-composed-of relationship). These abstract services are related to Air Transfer and Hotel Services standard categories. In the figure, we have omitted abstract functionalities inherited by means of semantic relationships. So, for example, Search Flight in the Reserve Flight service is also an operation of Reserve Low Cost Flight and Hotel Booking in the Reserve Hotel service is also an operation of Reserve Air Travels. Similarly, concrete operations integrated into the abstract ones are not represented, due to space restriction, in the concrete services.

In the following section, our aim is to show how we can exploit organization of concrete and abstract services offered by the service ontology to support the user during the service discovery process.

We can summarize the user functional, quality, and contextual requirements shown in Table 1.

4. E-service discovery

In this section, we show how to use functional matching techniques, user quality requirements, context information, and the service ontology structure to enhance service discovery. Hereafter, we will use the notation $\Sigma_{\text{cond}}$ to indicate the set of
candidate abstract services to be presented to the user and with $\Sigma_{\text{cand}}$ the set of corresponding concrete ones. Note that we populate $\Sigma_{\text{cand}}$ starting from $\Sigma_{\text{cand}}$ by means of association relationships among abstract and concrete services.

Functional, context and quality comparison are used to perform several kinds of searching modalities that are made available by the proposed platform, extending functionalities of traditional UDDI Registry: we distinguish among search by category, search by functionality and full search. Different searching modalities can be combined to enhance service discovery and to make it more precise.

4.1. Search by category

This kind of search can be performed by the human user by browsing the subject category taxonomy at the top layer of the ontology and is
very close to UDDI Registry searching facilities. Subject categories allow a preliminary filtering of candidate abstract services, that can be further refined by using other search modalities.

The result of this phase is the set $\Sigma_{cand}$ of candidate abstract services that are related to the selected categories, ordered with respect to some predefined criteria:

- abstract services can be ordered in a decreasing way with respect to the number of selected categories they belong to;
- if there exists an is-a relationship between abstract services, the more general ones are presented before the other ones;
- composite abstract services, i.e., related to other services by means of the is-composed-of relationship, are presented before the component ones.

**Example.** Suppose that user, browsing the standard taxonomy, selects the Travel Service $\rightarrow$ Transportation Service $\rightarrow$ Air Transfer and Travel Service $\rightarrow$ Accommodation Service $\rightarrow$ Hotel Service categories. All abstract services related to them are proposed, in this case $\Sigma_{cand} =$ {Reserve Air Travels, Reserve Hotel, Reserve Flight, Reserve Low Cost Flight}, displayed in this order since (i) the first one (Reserve Air Travels) belongs to both the selected subject categories and is composed by Reserve Flight and Reserve Hotel services, (ii) the abstract service Reserve Flight is more general than the abstract service Reserve Low Cost Flight. The order of Reserve Hotel service with respect to Reserve Flight and Reserve Low Cost Flight is not relevant.

4.2. Search by functionality

This search modality is performed on the abstract layer and returns an ordered set of candidate abstract services that are functionally similar to the requested one. Requested service $S_R$ is expressed as the set of desired operations and I/O entities, with the support of the domain ontology introduced in Section 3. Similarity coefficients proposed in Section 3 are then exploited to evaluate the functional similarity between $S_R$ and each abstract service $S_{a_k}$. In particular, we consider the Global functional Similarity coefficient between $S_R$ and $S_{a_k}$, that we rename as $GSim_R(S_{a_k})$ and it is computed as shown in Eq. (5). Abstract services in $\Sigma_{cand}$ are ordered on the basis of $GSim_R$ values.

**Example.** If we consider operations provided by the Reserve Hotel abstract service and the operations required by the user, we have that the Book Hotel required functionality matches with Hotel Booking operation, but the Reserve Flight requested functionality does not match with any operation provided by the Reserve Hotel service. In a similar manner, we can evaluate this matching for the other abstract services.
services with the required operations and we obtain the following similarity values:

<table>
<thead>
<tr>
<th>Abstract service</th>
<th>$GSim_R(S_{a_k})$</th>
<th>value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reserve Air Travels</td>
<td></td>
<td>0.85</td>
</tr>
<tr>
<td>Reserve Flight</td>
<td></td>
<td>0.55</td>
</tr>
<tr>
<td>Reserve Low Cost Flight</td>
<td></td>
<td>0.55</td>
</tr>
<tr>
<td>Reserve Hotel</td>
<td></td>
<td>0.55</td>
</tr>
</tbody>
</table>

The abstract services are ordered on the basis of GSimR values and, in the case of very close values, exploiting the semantic relationships between them. Also in this case, Reserve Flight is proposed before the Reserve Low Cost Flight one, since it is more general; the order between these two services and the Reserve Hotel service is not relevant because no semantic relationship exists between them.

The user can choose, for example, the first proposed abstract service (Reserve Air Travels) and only the concrete services that belong to the corresponding cluster are presented to him (in our example, eDream and ViagginRete concrete services).

4.3. Full search

This search modality starts from a functional comparison between requested and offered abstract services. Context information and quality requirements are then used to further reduce the set $\Sigma_{\text{cand}}$ of candidate concrete services proposed to the user. In fact, the analysis of the functional aspects of an e-Service is only one of the required steps to realize a useful service discovery mechanism. A potential user searches for a service that not only satisfies his requirements in terms of provided functionalities, but also guarantees a given quality of service level and respects the context in which the service will be used.

4.3.1. Context comparison

Focus of this phase is to exclude from the $\Sigma_{\text{cand}}$ the services which do not satisfy the context constraints. According to the context definition discussed in Section 2, this analysis has to take into account the time-zone, the location and the channel constraints expressed by the user. In particular, an “inclusion” property is introduced for each of these constraints. So, given the requested e-Service $S_R$ and a generic concrete e-Service $S_i$ belonging to the $\Sigma_{\text{cand}}$, $S_i$ still remains in $\Sigma_{\text{cand}}$ after the context comparison if $\text{Context}(S_R)$ is included in $\text{Context}(S_i)$ where

$$\text{Context}(S_R) \subseteq \text{Context}(S_i) \iff \text{TimeZone}(S_R) \subseteq \text{TimeZone}(S_i) \wedge \text{Location}(S_R) \subseteq \text{Location}(S_i) \wedge \text{Channel}(S_R) \subseteq \text{Channel}(S_i).$$

The $\text{TimeZone}$ inclusion is defined in a natural way imposing that $S_i$ is up during the interval of time defined by the $S_R$.

About the $\text{Location}$, the inclusion has to take into account the different levels in which the location is defined. In this way, $S_i$ has to cover at least the area required by $S_R$. Thus we define:

$$\text{Location}(S_R) \subseteq \text{Location}(S_i) \iff \begin{cases} \text{Location}(S_R) = \emptyset, \\ \text{Location}(S_R) = \text{Location}(S_i) \wedge C_{S_R} \subseteq C_{S_i}, \end{cases}$$

where

$$C_{S_R} \subseteq C_{S_i} \iff \begin{cases} C_{S_R} = \emptyset, \\ C_{S_R} = C_{S_i} \wedge T_{S_R} \subseteq T_{S_i}, \end{cases}$$

$$T_{S_R} \subseteq T_{S_i} \iff \begin{cases} T_{S_R} = \emptyset, \\ T_{S_R} = T_{S_i} \wedge D_{S_R} \subseteq D_{S_i}, \end{cases}$$

$$D_{S_R} \subseteq D_{S_i} \iff \begin{cases} G_{S_R} = \emptyset, \\ G_{S_R} \simeq G_{S_i}, \end{cases}$$

As it can be noted, the comparison between the GeoPosition does not require a strict equivalence. According to the wanted precision and the
tolerance of the GPS instruments, the equivalence can be re-defined.

With respect to the Channel, an inclusion property definition similar to that defined for the other two context dimensions is not possible. On the contrary, with the help of the domain expert, it is more useful to identify a set of compatibility rules that state when a type of channel is compatible with another one. In this way Channel(S_R) ⊆ Channel(S_i) if the two channels either are the same or, according to the compatibility rules, are considered compatible. The rules are defined according to the knowledge which characterizes the network and device community. For example, we can state that a PC connected to a wired LAN can be considered compatible with respect to a PC connected to a wireless LAN. In this case, from a functional standpoint, a compatibility relationship exists, but the user could prefer one of the two channels with respect to the available bandwidth. This kind of analysis is not performed in this step, but it is an investigation area of the quality comparison discussed in the following paragraph.

Example. If we are looking for a Reserve Low Cost Flight to Riga, the previous phase returns all the concrete services belonging to the Cl_1 cluster, i.e., \( \Sigma_{cand} = \{\text{RyanAir, AirBaltic}\} \). Now, let us suppose that the RyanAir is specialized in flights among the Western European cities, whereas the AirBaltic, as the name suggests, is specialized in the Baltic region.

Supposing that an algorithm able to process and verify the relationship among the worldwide cities is available, relationship (9) is not satisfied for the RyanAir service, since Riga belongs to the Eastern Europe. In this way, the \( \Sigma_{cand} \) becomes \( \Sigma_{cand} = \{\text{AirBaltic}\} \).

4.3.2. Quality comparison

The quality model presented in Section 2 allows the user to define, through the QoE, which is the requested quality, according to the same quality parameter set defined for the QoS and taking also into account the effects of the channels. Thus the \( S_R \) can define the expected quality (QoE(S_R)) in two ways, i.e., dependent or independent from a particular channel.

In the first case, starting from the QoS defined for a service \( S_i \in \Sigma_{cand} \), the QoE(S_i) is computed only about the channels defined in the \( S_R \) context. Obviously, at this stage all the \( S_i \) can support the requested channel, since the context comparison has already verified this restriction over \( \Sigma_{cand} \). Once QoE(S_i) is computed, it is compared with the quality values requested by the user QoE(S_R) in order to verify that all the quality parameter values satisfy the requested quality parameter value.

In the second case, if \( S_R \) does not specify any channels, it means that the QoE(S_R) should be valid for at least one of the \( S_i \) available channels. So, the QoE(S_i) is computed for all the channels in Channel(S_i) and the obtained values are compared with the QoE(S_R). In this way, for each \( S_i \) we could have a set of channels which satisfy the quality constraints. It is worth noting that this kind of selection adds a new leverage about the adaptivity during the service invocation. In fact the service, in case of quality decreasing in the current channel, can switch among the other available channels in order to maintain the quality level above the requested one.

Example. The requested hotel booking service must provide a response at least within one day, but no specific channel is requested. For this matter, we have to find, for each service in the \( \Sigma_{cand} = \{\text{HotelKungsston Stockholm, HotelRiga Vienisca, HotelOrna}\} \) (we are supposing that all of these services provide the requested functionalities), which are the channels which satisfy the QoE(S_R). Actually, after the context comparison, the Hotel Kungsston Stockholm is already deleted from this set, thus the quality comparison is performed only for the services \( \Sigma_{cand} = \{\text{Hotel Riga Vienisca, HotelOrna}\} \). Now, let us suppose that both services can be invoked through the Web and that only the Hotel Orna also via GSM SmartPhone, with the following QoE:

<table>
<thead>
<tr>
<th>Service</th>
<th>Channel</th>
<th>Response time</th>
</tr>
</thead>
<tbody>
<tr>
<td>Hotel Orna</td>
<td>Web</td>
<td>2 days</td>
</tr>
<tr>
<td>Hotel Orna</td>
<td>GSM</td>
<td>6 h</td>
</tr>
<tr>
<td>Hotel Riga Vienisca</td>
<td>Web</td>
<td>10 s</td>
</tr>
</tbody>
</table>

In the following, we will verify in detail the compatibility relationship between the available channels and the requested service, with the goal of maintaining the expected quality level.
In this case, the Hotel Orna can be invoked only using the Smartphone, since the Web channel is affected by a lot of manual back office work which delays the response. Otherwise, the only available channel for Hotel Riga Vienisca service can be used.

4.4. Exploiting semantic relationships for service discovery

Semantic relationships among abstract services (is-a and is-composed-of) can be exploited to support the user in finding services that better fit his requirements. In fact, if a proposed service does not satisfy user requirements, semantic relationships can be used to propose other abstract services (and corresponding concrete ones) related to the previously selected one. For example, the functionality required by the user could be performed not only by a single service, but also by a composition of services.

4.4.1. Generalization/specialization

Suppose that no concrete services in the selected cluster satisfy user quality requirements or context constraints: the abstract service that represents the cluster is considered and, if other abstract services exist that specialize it, their corresponding clusters of concrete services are presented to the user. In fact, if an abstract service $S_a$ specializes another abstract service $S_b$, then it provides at least the same functionalities, as exposed in Section 3.

Thus, the set of candidate abstract services is extended as follows:

$$
\Sigma'_{cand} = \Sigma_{cand} \cup \{S_a_k | (S_a_k \text{ is } a \ S_a), \forall S_a \in \Sigma_{cand}\}.
$$

Example. If concrete services associated to the Reserve Flight abstract one do not match user cost requirements, the is-a relationship could be exploited and the set of concrete services represented by the Reserve Low Cost Flight abstract one are proposed to the user, that is, $\Sigma_{cand} = \{\text{Reserve Flight}\}$, $\Sigma'_{cand} = \{\text{Reserve Flight, Reserve Low Cost Flight}\}$, $\Sigma''_{cand} = \{\text{RyanAir, AirBaltic}\}$. Note that $\Sigma''_{cand}$ contains only concrete services belonging to $C_{l_1}$, since concrete ones in $C_{l_2}$ did not respect quality and/ or context constraints.

4.4.2. Composition

The same considerations made above can be repeated in the case of composition relationship, where $S_a$ is the composite service and $S_b$ the union of component services: the component services can be considered and proposed together to the user. The set of candidate abstract services becomes

$$
\Sigma'_{cand} = \Sigma_{cand} \cup \{S_a_k | S_a_k \in \sigma \land (S_a_k \text{ is composed } - \text{ of } \sigma), \forall S_a \in \Sigma_{cand}\}.
$$

Example. In the running example, if any concrete service corresponding to the Reserve Air Travels abstract service does not satisfy the user quality requirements or context information, then the is-composed-of relationship is exploited to propose to the user the concrete services associated to the Reserve Flight and the Reserve Hotel abstract ones. At this point the user must search for a flight and a hotel reservation by choosing separately a concrete service from the cluster related to the Reserve Flight service and a concrete service from the cluster associated to the Reserve Hotel one. In this case, $\Sigma_{cand} = \{\text{Reserve Air Travels}\}$, $\Sigma'_{cand} = \{\text{Reserve Air Travels, Reserve Flight, Reserve Hotel}\}$, $\Sigma''_{cand} = \{\text{Hotel Kungsgton Stockholm, Hotel Riga Vienisca, Hotel Orna, KLM Royal Dutch Airlines, Alitalia, Lufthansa}\}$.

Application of rules proposed above can be iterated until the set $\Sigma''_{cand}$ will stop changing. For example, we can extend the set of candidate services by exploiting the is-composed-of relationship between Reserve Air Travels, Reserve Flight and Reserve Hotel services and we can further extend the set by exploiting the is-a relationship between Reserve Flight and Reserve Low Cost Flight services.
5. The architecture

The models and methods introduced are used within the architectural framework shown in Fig. 4, which enables service discovery as described above. In particular, one of the main goals of the work is to propose an architecture that extends the UDDI Registry, maintaining a full compatibility with it. In such a way the user can either exploit the classical UDDI APIs or invoke the APIs provided by our architecture which provide the additional functionalities discussed in the present paper. The UDDI functionalities are also used to store the e-Service specifications according to the service model presented in Section 2. In fact, as described in [21], the UDDI items could refer not only to WSDL files, but also to generic specifications by means of the extension mechanism of tModels. At this time we are working on a XML specification about the context and quality properties of an e-Service.

Starting from the data repository, the system relies on the ontologies, as highlighted in Sections 3 and 4: a domain-specific ontology, in which the terms used to semantically describe services are organized, and a service ontology, that organizes the published services as described in Section 3.

The functionalities of the architecture are exported through both an API and a Web application, which allows the user (human or application) to interact with the Compatible Service Provider (hereafter CSP). Through such functionalities the user can either (i) require a service publication or (ii) look for a service not only using the typical UDDI facilities, but also the new mechanisms described in this work. In the first case the CSP, according to the similarity functions described in Section 3, is in charge of correctly placing the e-Service inside the service ontology, whereas in the second case it is able to identify a set of candidate services with respect to a given request.

The CSP can be invoked by a user, who wants to perform an interactive search (for example, starting with a search by category modality) or by an application to execute a process through the invocation of a set of e-Services in a given order. In particular, in this last case an Orchestrator splits the process execution into a sequence of service requests with quality constraints which are sent to the Service Invocator, a module that, after collecting context information, interacts with the CSP exploiting searching modalities presented in Section 4 to obtain references to the desired concrete services. Finally, these services can be invoked and used for the process execution.

6. Related work

Several approaches in literature address issues related to service description and modeling, service classification and matchmaking, on the basis of functional, contextual and quality-based comparison and use of ontologies to enhance service discovery. A large number of proposals attempts to maintain compatibility with existing standards in the service oriented architecture, in particular with SOAP, WSDL and UDDI.

The service directory holds an important role inside the Service Oriented Architecture and different proposals are available in order to provide models and mechanisms not only for the service publication, but also for a more efficient service discovery. UDDI Registry [2] is the most important and known implementation of a service directory. The main task of a UDDI Registry is to organize services with respect to three different aspects: who provides the service,
which functionalities the service performs, and how the service can be invoked. In this way, the UDDI Registry, besides a classical keyword-based search, can be browsed according to three different modalities, namely through White Pages, Yellow Pages, and Green Pages. Several implementations of the UDDI Registry are now available, but extensions have been proposed due to the lack of a semantic-based classification and search of services.

In our approach, the extensions to UDDI use a service ontology, with abstract and concrete services, and semantic context and quality information about services.

About the service modeling proposals, WSDL is a de-facto standard for service functionality description, whereas OWL-S [22] is meant to provide a description of everything a service can do by combining a Service Profile (“what the service does” enriched with non functional aspects such as quality criteria), a Process Model (“how the service works”) and a Service Grounding (related to implementation details).

In our approach, in addition to describe simple services, we focus on providing a general service ontology, which allows relating services to each other during classification and retrieval.

Quality of service issues are also addressed by languages as WSLA [23] or WSOL [24,25], which identifies the QoS parameters deemed useful for service providers to characterize services; in some sense, [26] integrates this proposal to extend service discovery based on QoS-related information other than on interfaces. Zeng et al. [27] propose a mechanism enabling the evaluation of the overall QoS of a composite service, i.e., a service obtained by composing several distinct services, once a description of the QoS parameters of the component services is given.

In this paper, we associate quality levels as a first class item in the description of services. We also propose criteria to select services on the basis of functional, contextual and quality aspects in the service request.

About profiles and context information, we can mention the WWRF (Wireless World Research Forum) [28], the Cameleon Project [29] and the CC/PP (Composite Capabilities/Preferences Profile) initiative of the W3C Device Independence Working Group [30]. The UWA Project studied and proposed customization rules [12] to describe and constrain the adaptability of ubiquitous Web applications. Fensel et al. [31] suggest the use of semantic annotation of service descriptions to allow automatic service discovery, composition, invocation and interoperation.

In particular, [32] proposes an extension of WSDL, that is called WSSP (Web Service Semantic Profile), to encode semantic information in WSDL by annotating I/O entities by means of domain ontologies written in RDF, DAML + OIL or OWL and by expressing constraints on inputs and outputs using an RDF-Rule Markup Language [33]. Semantic annotation is used both when a new service is registered into the UDDI Registry and when a service request is formulated. A semantic matchmaker is then used to perform matchmaking among a service request and the registered service descriptions. The matchmaker is inspired by LARKS [34] algorithm and the DAML-S matchmaker [35]. Firstly, the well-known information retrieval technique TD/IDF (Term Frequency Inverse Document Frequency) is used as a preliminary filter to locate candidate services in the UDDI Registry even when no semantic information has been provided. Then two other kinds of filters are applied, based on semantic description of services: (i) a type filter, that checks to see if the definitions of input and output parameters match by applying a set of subtype inferencing rules on the types of inputs and outputs (defined as classes in the domain ontologies); (ii) a constraint filter, that computes the logical implication among constraints by using polynomial subsumption algorithm for Horn clauses. These two filters are meant to verify if the required service can be replaced by a registered one (plug-in match) by evaluating I/O and constraint subsumption. Wang et al. [36] use both the semantics of the identifiers of WSDL descriptions and the structure of their operations, messages and data types to assess the similarity of WSDL files used to describe services. A semantic information-retrieval method is also used
to identify and order the most similar service descriptions when only a textual description of desired services is given.

In Section 4 we have discussed the algorithms for different types of search in our approach. Our focus is on selecting e-Services considering all interesting aspects in the request. In our work we propose to use a semantic approach in the classification of the services in the ontology and to be able to evaluate similarity between services.

Several efforts have been dedicated to the classification of services based on the use of ontologies in order to enhance their discovery. The actual use of the ontology during search is limited, mainly to allow scalability of the systems when a large number of services is considered. Puyal et al. [37] studied the selection and execution of remote services on mobile devices and proposed a system, remote, where a service ontology stores information about the available services in a frame-based way simply using service categories and keywords to classify services in a taxonomy (only is-a relationships are taken into account).

When a service request is formulated, a new concept (service) is created and positioned in the taxonomy with the support of a Description Logic reasoner. The child nodes of this new concept, once it is positioned in the ontology, are the services presented to the user. Mostéfaoui and Hirsbrunner [38] proposed an architecture for gathering and processing contextual information exploited to enhance service selection after the application of the discovery mechanism based on functional description of services. In [27] a service ontology is proposed to obtain an agreement by a community (for example, air transfer). Here, a service ontology specifies a domain, a set of synonyms to allow a flexible search for the domain and a set of service classes to define the properties of services, further specified by its attributes and operations. A service class represents a set of services providing the same capabilities (operations). The service ontology also specifies a service quality model that is used to describe nonfunctional aspects.

As explained in the previous sections, our approach tries to capture existing efforts about service functional comparison grouping concrete services into clusters of similar ones and to generalize common functionalities provided by clustered concrete services by means of abstract service capabilities, as also suggested in [31]. To shorten the way towards a variety of possible alternative concrete services that could be invoked and that are filtered in a second moment on the basis of quality and contextual issues. Semantic relationships among services are also derived and used for discovery purposes. This approach allows scalability in the search process, while compatibility with current SOA standards (in particular UDDI) ensures a certain level of interoperability.

7. Conclusions

Service discovery is one of the most important emerging key aspects in Service Oriented Computing. The necessity for both a human and an application to find the more suitable e-Services with respect to a set of requirements is discussed in this work. An e-Service model is introduced according to two different standpoints, in which both what the user wants (requester perspective) and what the provider offers (the provider perspective) are defined. Starting from this model, we suppose that all the available services are stored and organized inside a service ontology. This organization allows us to identify and maintain the possible relationships that could exist among services. Exploiting such an ontology, service discovery techniques are used to compare the requirements of the user specified using the requester perspective model against the functionalities provided by the services stored in the ontology and described according to the provider perspective. Retrieval techniques consider also the context of the request and the requested quality level to filter suitable services obtained after the previous functional retrieval phase.

A subset of the techniques introduced has been implemented and is now available in a tool called CSP (Compatible Service Provider), which uses ARTEMIS tool environment as the underlying ontology engine [20]. Future activities concentrate on the CSP completion and on the definition of an ad hoc quality model within the MAIS Project.
Behavioral aspects in the e-Service description will be considered by means of states and state transitions to further enhance functional comparison, while the implementation of an efficient and decidable reasoner that is able to manage constraints imposed on input and output parameters by pre- and post-conditions is also under development. Finally, experimentation of our approach in the touristic domain is currently in progress.

Acknowledgements

Part of this work has been supported by the Italian MIUR/MURST FIRB MAIS (Multichannel Adaptive Information Systems) Project.

References

[29] Cameleon Consortium, Cameleon Web Site, giove.cnuce.cnr.it/cameleon.html