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1. Introduction

The literature on distributed or global software development (GSD) is full of failure stories [1] [2] [3] caused by the inherent characteristics of GSD. In contrast to collocated software development, GSD consists of several teams that have to cooperate across various barriers (e.g., language and cultural differences, time zone barriers, different backgrounds with respect to expertise and knowledge). As a result, decreases in productivity [4] [5] or increases in the number of defects [6] have been reported. Their causes include communication problems between sites [7] [8] [9], insufficient knowledge at one of the sites [6] [10], mistrust between sites [11], or decreased workforce motivation due to the fear of job loss [12]. Therefore, they represent a set of GSD-specific project risks that might be relevant in addition to the typical project risks.

This indicates that risk management in global development should specifically address the risks caused by the distributed nature of GSD projects. In practice, however, GSD-specific risks are often not considered at project start [13]. Instead, when distributed projects are initiated, they often focus only on possible benefits such as low labor cost rates, while neglecting the problems of distributed development [14] [15].

Knowing risks and potential problems together with their typical causes already at project start would help to initiate customized countermeasures (e.g., plan in extra resources, increase trainings, or initiate travelling) and therefore reduce risks. In addition, this knowledge could also be used to make systematic decisions regarding the distribution of work to different development sites: If it is known which characteristics might cause certain problems (e.g., low expertise level, high turnover rate) and if these characteristics are known for the involved sites (e.g., the expertise level and turnover rate at each site), the decision on how to allocate work can take into account the possibility of specific problems at each site and weigh this against the potential benefits (e.g., a low labor cost rate).

In this article, we present a model for identifying and predicting GSD-specific project risks as well as its instantiation. The instantiation is based on a detailed qualitative content analysis of 19 interviews with practitioners regarding their experiences in distributed and global software development. This was done by applying systematic coding to the transcriptions of the interviews. From the interview analysis, we derived a set of rules that describe under which circumstances certain problems can occur. The rules use a set of influencing factors as independent variables that represent characteristics of the software development project environment. This allows for assessing the risks individually for any project: By setting the influencing factors according to the project-specific characteristics and the distribution of work, every rule can be evaluated and the corresponding risk can be assessed.

The remainder of the article is structured as follows. First, related work in risk identification for GSD is discussed. Section 3 presents an overview of the model concepts. In Section 4, the interview study and content analysis method used for model development are described in detail. In addition, the model evaluation within a Spanish software development company is presented. Section 5 sketches the integration of the model into an approach for systematic task allocation, followed by a discussion of the results and an outlook on future work.

2. Related Work

According to the Project Management Body of Knowledge (PMBOK) [16], risk identification addresses the question “Which risks might affect the project?” In the following, we will only focus on the risk identification aspect of risk management.

There exists a large body of research on risk management and risk identification for software development projects [17] [18] [19]. However, these approaches usually do not consider distributed and global development. Consequently, we will concentrate on specific approaches for risk identification in GSD.
Prikladnicki et al. suggest a process for risk management that is integrated into processes for distributed software development [20][21]. This approach mainly delivers a generic process without giving guidelines on how to identify the specific risks based on project and site characteristics. It can thus be seen as a generic process framework that needs to be filled with specific risk models for GSD.

Ralyte et al. present such a specific model for GSD, which includes a fixed set of risks that may occur due to the distributed nature of GSD projects [22]. Their risk framework is divided into the two dimensions distance (geographical, temporal, socio-cultural, organizational, technological, knowledge) and activity (communication, coordination, control, development, maintenance). For each combination of these two dimensions, they list specific problems that may occur in a project. For applying the framework to specific projects, the project-specific risks and solutions have to be selected from the proposed list.

A similar approach is given by Ebert et al. [23]. Here, several problems and risks that may occur in GSD projects are categorized into four drivers of global distribution: efficiency, presence, talent, and flexibility. The approach names a large number of possible problems and mitigation strategies and it is left to the user to identify which problems might occur in a specific project.

Smite [24] presents a risk identification approach that is more suited for identifying specific risks for an individual project situation. It is possible to identify project-specific risks if the individual threats for each project are known. This approach relies on very detailed historical data and does not give an explanation on why a specific threat might lead to certain problems or consequences.

In general, current research on risk identification in GSD focuses very much on providing lists of possible problems and risks while giving no explanations or rules as to which problems might occur under which circumstances or in which environments. However, this is very important in assessing project-specific risks, as significant project risks can be the result of certain characteristics and constellations: Research shows, for example, that, depending on maturity, geographical distance between sites is seen very differently by project managers, from “no problem at all” to “a major barrier” [6], and that the consequences of staff turnover depend on the type of development project [25]. Therefore, we need risk identification approaches that consider the causal relationships between project characteristics and problems and that can assess risks individually for a specific project situation.

3. Model Overview

3.1. Model Goal

Based on our previous work [25], we state the following two assumptions:

1) The specific problems and risks of distributed and global software development are often not known or underestimated at the beginning of GSD projects. 2) Most risks are not vital in all GSD projects but only under specific circumstances. 3) The assignment of work across sites in a distributed development project can have a significant impact on the risks of GSD projects. Therefore, the following goal was formulated for the risk identification model:

**Goal:** Develop a model that can be systematically used for the identification of risks in specific global software development projects as well as for the risk analysis of different task assignment alternatives. The model should be based on previous experiences of practitioners in distributed and global development.

As the goal is to identify project-specific risks, the model has to use the characteristics of a project environment as input for its predictions. Therefore, we decided to build the model as a set of rules stemming from interviews with practitioners in GSD and the experiences reported there. It can thus be seen as a formalized collection of lessons learned from previous projects.
3.2. General Concept
A general overview of the model concept is given in Figure 1. The main idea of the model is that unsystematic lessons learned are documented in a semi-formal way that allows for automatic evaluation. These lessons learned describe problems in GSD and the circumstances under which these problems can occur or be prevented.

![Figure 1. General model concept](image)

The model development process consists of a transformation of the lessons learned into the risk model, which consists of influencing factors, risks, and logical rules. This transformation is done by formalizing each lesson learned as a semi-formal rule and identifying the corresponding influencing factors and risks described in the rule. Given the risk model, the model application process is able to predict the risks for a specific project by evaluating all rules of the model. In order to do so, the project is characterized according to the identified influencing factors and the analyzed task allocation.

3.3. Risks, Influencing Factors, Rules, and their Evaluation
As described above, the main elements of the model are (a) risks, (b) influencing factors, and (c) rules.

In our model, risks describe possible problems that might occur in a GSD project. For every risk, there exists a short textual description of its possible negative impact on the project (e.g., communication problems can decrease productivity).

Influencing factors describe characteristics of the project environment that have an impact on the existence of a certain problem. Influencing factors can be of different types:
- Characteristics of remote sites (e.g., the process maturity or the staff experience at the site),
- Relationships between sites (e.g., the cultural difference or the existence of previous working experience between two sites),
- Task characteristics (e.g., the complexity of a task),
- Relationships between tasks (e.g., the coupling of tasks assigned to different sites), or
- Characteristics of the overall project (e.g., the time pressure or the type of project).

Task and site characteristics can be different for every involved site and might have to be elicited for each site individually. Relationships between sites have to be determined for every combination of two sites that collaborate in a project. Based on the experience of the authors, characteristics of the product to be developed or maintained might also be relevant. We model these characteristics indirectly as task characteristics.

In our model, we concentrate on software development within one organization; thus, we only look at the characteristics of different sites that act as subsidiaries. However, the model could
also be used for evaluating risks in an outsourcing scenario (i.e., global software development between independent companies). In such a case, additional issues arising (such as legal problems [26]) could be modeled either as an additional category of influencing factors or within the existing types (e.g., the existence of certain contracts could be described as a relationship between sites).

Figure 2. Exemplary model

Rules formalize how the influencing factors may impact the risks. The influencing factors in every rule can be combined using the logical operators ! ("not"), & ("and"), and | ("or"). Figure 2 shows a graphical illustration of exemplary rules. In every rule, the + operator indicates that the rule describes an increase in the risk, while the – operator describes a decrease.

The assessment of risks for a future global software development project is done in two steps: First, the project and the involved sites have to be characterized by the responsible project managers. Afterwards, the model is able to identify risks by evaluating the rules according to their project-specific relevance. Both steps are described in the following.

In order to reduce the complexity of the model, we decided to use only one ordinal five-level scale (very low – very high) for every variable, which is in accordance with other well-known estimation models such as COCOMO [27]. Thus, a project can be characterized by selecting one out of five values for every variable of the model. Project factors are assessed for the entire project; site and task factors are assessed for the involved sites; and relationships between sites are assessed individually for every two collaborating sites.

For evaluating the rules, we chose to derive a relevance value for every rule on the same five-level scale. Again, this decision was made to prevent the model from becoming too complex, which might reduce its applicability. The relevance value is calculated using two simple functions, num and eval.

The function num converts the ordinal value into a number and is defined as follows:

\[
\text{num(very low)} = 0; \quad \text{num(low)} = 1; \quad \ldots; \quad \text{num(very high)} = 4
\]

The function eval recursively applies Boolean logic to the rules:

\[
\text{eval}(x \rightarrow r) = \text{num}^{-1}(\text{eval}(x)) \\
\text{eval}(a \& b) = \min(\text{eval}(a), \text{eval}(b)) \\
\text{eval}(a \mid b) = \max(\text{eval}(a), \text{eval}(b)) \\
\text{eval}(\neg a) = 4 - \text{eval}(a) \\
\text{eval}(\text{factor}) = \text{num}(<\text{factor}.\text{value}>)
\]

In other words, a rule is evaluated by recursively evaluating the combination of the values of its influencing factors. A logical “and” of two values is evaluated as the minimum (e.g., “factor1 & factor2 → risk X” with factor1="high" and factor2="low" has “low” relevance), a logical “or” of two values is evaluated as the maximum (e.g., “factor1 | factor2 → risk X”
with factor1="high" and factor2="low" has “high” relevance), and a logical “not” is evaluated as the complementary value (e.g., “!factor1 \( \rightarrow \) risk X” with factor1="high” has “low” relevance).

<table>
<thead>
<tr>
<th>Project characteristics:</th>
<th>Site relations:</th>
</tr>
</thead>
<tbody>
<tr>
<td>Proc. mat.: medium</td>
<td>Cult. Diff.: high</td>
</tr>
<tr>
<td></td>
<td>Prev. exp.: high</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Rules relevance</th>
</tr>
</thead>
<tbody>
<tr>
<td>1: Cultural differences ( \rightarrow + ) Communication problems (Rule relevance: high)</td>
</tr>
<tr>
<td>2: Cultural differences &amp; !(previous experiences) ( \rightarrow + ) Lack of trust (high &amp; !high = high &amp; low = low)</td>
</tr>
<tr>
<td>3: (Process maturity)</td>
</tr>
</tbody>
</table>

Figure 3. Assessment of influencing factors and evaluation of rule relevance for two sites

Figure 3 gives an example of the assessment of the influencing factors and the evaluation of the rules. It can be seen that rule 2 has the lowest relevance (due to high previous experiences), whereas the relevance for rules 1 and 3 is high.

Based on the rule evaluation, the rules can then be ordered according to their relevance and the project-specific risks and problems can be identified.

### 3.4. Evaluation of Different Task Assignment Alternatives

The example given in Figure 3 already shows how risk assessment is dependent on work distribution: If the work was assigned to a different remote site with (for example) low cultural differences but also low previous experience, the rules would be evaluated differently and other risks might have more relevance. In addition, a project might have more than two sites involved, resulting in different relevance values of each rule for every interface between two sites. For example, one site might collaborate with both a site with high and a site with low cultural differences. Thus, we use the model for analyzing different task assignment alternatives and assessing the risk for each task individually. This is done according to the following algorithm:

- **For every task T1 within the analyzed project:**
  - **For every task T2 that is assigned to a different site than T1:**
    - **For every rule R:**
      - Evaluate R with respect to T1, T2 and the sites T1 and T2 are assigned to

Figure 4 gives an example of how three tasks, assigned to three sites with different cultural differences, are evaluated with respect to one rule (cultural differences increase communication problems). The example shows that changing the assignment of task 2 from site 2 to site 3 would decrease the risk of having communication problems: In the current assignment (see Figure 4), the risk is of high relevance with respect to the interface between task 2 and task 3, and it is of medium relevance with respect to the interface between task 2 and task 1. If task 2 were to be assigned to site 3, the risk would have no relevance with respect to the interface between task 2 and task 3 (because both tasks would be assigned to site 3), and it would be of low relevance with respect to the interface between task 2 and task 1. (In a real-world risk model, however, other rules would have to be regarded, too).

As a result of this task-specific evaluation, a set of risks is identified for each task and each assignment individually. This can be used for analyzing different task assignment alternatives. After the task assignment decision, specific risks for every involved site can be identified by
summing up the risks for all tasks assigned to the site. These risks can then be communicated to the responsible site manager.

![Diagram](image)

**Figure 4. Individual assessment of a risk for every task in a specific assignment**

### 3.5. Maintenance of the Model

Evaluation and feedback are of central importance in experienced-based software project management [28]. Thus, a possibility to maintain and update the model based on experiences made while applying the model should be included. Maintenance of the model can, in principle, be performed by adding new rules, removing old rules, or changing existing rules. In addition, rules might become more credible once they were applied successfully. Therefore, we use the concept of storing experiences together with significance [29] and suggest adding a significance variable to every rule, describing its credibility. Initially, every rule has a significance of 2. After a project is finished, every rule is updated according to the following process:

- **If the predictions of the rule were correct** (i.e., if rule relevance was “high” or “very high” and the risk actually occurred or if rule relevance was “low” or “very low” and the risk did not occur), increase its significance by 1.
- **If the predictions of the rule were incorrect**:
  - If an influencing factor not yet regarded caused the difference between actual and predicted risk, add the factor to the rule and reduce significance by 1.
  - Otherwise, divide the significance of the rule by 2.
- **If the significance of the rule is below 0.5**, remove the rule from the model.

In addition, new rules describing new risks can be added after every project with a significance of 2. Figure 5 gives an example of different possibilities for updating a rule. In this model, the significance variable has two uses: On the one hand, it can be seen as a counter that provides notification when to remove a rule from the model because correctness is too low. On the other hand, it can be used as a guideline for project managers indicating the probability of a risk actually occurring.
The process for updating the model also implicitly handles the problem of contradictory rules: One conceivable case is that two contradictory rules are stored in the model (e.g., “time zone differences → - productivity” according to most experiences but “time zone differences → + productivity” according to publications on follow-the-sun). In this scenario, two cases are possible: Either the contradictions are based on other influences such as the type of project, the sites or regions involved, or the technologies used (e.g., time zone differences only increase productivity if the organization has a certain maturity level), or no additional influences can be found. In the first case, the update process would lead to two new rules with additional influencing factors that are not contradictory anymore (e.g., “(time zone differences) & !(process maturity) → - productivity” and “(time zone differences) & (process maturity) → + productivity”). In the second case, each application of the model in a new project would result in one rule increasing its significance level and the other rule decreasing it until finally one rule would be removed from the model.

4. Model Application and Evaluation

4.1. Instantiation Process

As a basis for the experiences captured in the model, we used a series of qualitative interviews with practitioners in global software development conducted between spring 2008 and fall 2009. Some of the interviews were conducted for a different study on task allocation practices in distributed development [25]. However, they also included questions on general experiences in distributed development and on factors causing problems in GSD.

In total, 19 interviews were conducted with experts from 14 different companies in the US, India, and Spain. The experts came from different domains such as aerospace, educational software, and custom software development for the financial industry. With the exception of two interviewees who reported from a researcher perspective, all of them came from management positions, with 9 being project managers and others holding positions such as quality manager, product manager, or CIO. All interviewees could report from several (up to 20) years of experience in distributed and global software development projects.

While in most cases, only one interview was conducted per company, four interviewees came from Indra Software Labs (ISL). ISL was later also used for evaluating the risk model (however, in a different interview session).
Each interview lasted for 30-75 minutes and was done (mostly) in person or over the telephone. With the exception of four interviews, all interviews were recorded and transcribed literally. For the other four, detailed notes were taken during and after the interview. This made it possible to analyze the interviews under various viewpoints. According to the basic model, the interviews were analyzed with respect to statements on risks in distributed development, on factors influencing these risks, and on rules that describe experiences regarding how the factors impact the risks positively or negatively. This was done using qualitative analysis [30] and coding [31]: The code categories “Risk” and “Influencing factor” were created and all interviews were searched for codes that fit into these categories. Afterwards, the interviews were analyzed again and where passages containing influencing factors and risks were identified, the experiences were extracted as rules combining the influencing factors and risks. Table 1 gives an example of how an interview passage was analyzed.

Table 1. Example of text analysis

<table>
<thead>
<tr>
<th>Original Passage</th>
<th>Influencing factors:</th>
</tr>
</thead>
<tbody>
<tr>
<td>&quot;If you have a distributed team then it needs to be informed every time. If you have one single team, the management needs to inform only one team. [...] the more sites, the more the number of teams that have to be coordinated&quot;</td>
<td>Number of sites</td>
</tr>
<tr>
<td>Identified Codes</td>
<td>Risk:</td>
</tr>
<tr>
<td>Influencing factors:</td>
<td>Coordination problems</td>
</tr>
<tr>
<td>Textual Rule</td>
<td>The more sites there are, the more people have to interact with each other in order to make any kind of decision and let the others know about it</td>
</tr>
<tr>
<td>Logical Rule</td>
<td>Number of sites $\rightarrow$+ Coordination problem</td>
</tr>
</tbody>
</table>

The first analysis of the interviews revealed a very large number of findings (42 influencing factors, 140 identified rules). Therefore, they and some of the factors and rules were removed based on the experience and evaluation of the authors and thus represent a threat to validity. However, as this was done following a defined process and documented throughout the process, the decisions were made transparent and can be traced back to the original findings in the interview transcriptions. As a result, we identified 31 influencing factors and 9 problems, which are used in 46 rules formally describing the collected experiences on problem enablers and barriers in GSD.

4.2. The Instantiated Model

In the following, a short overview of the identified model will be given. In order to make the model applicable in a specific environment, it was further customized and simplified. Table 2 shows all identified factors. They are categorized into relationships between the sites, characteristics of the site, characteristics of the task, relationships between tasks, and project characteristics.

Table 2. Identified factors

<table>
<thead>
<tr>
<th>Type</th>
<th>Factor</th>
<th>Explanation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Relationships</td>
<td>Time zone difference</td>
<td>Differences between time zones at the sites</td>
</tr>
<tr>
<td></td>
<td>Language difference</td>
<td>Differences in language or dialects in language (e.g., UK – India)</td>
</tr>
</tbody>
</table>
An example of the identified rules was already given in Table 1. The complete set of identified rules is presented in the appendix together with a textual description of each rule. Based on the identified factors and rules, the model was implemented in Microsoft Excel.

### 4.3. Evaluation

In the following section, we describe the evaluation of the prototype model with respect to the context and evaluation process, the results, and the threats to validity.

#### 4.3.1. Context and Evaluation Process

The model was evaluated at Indra Software Labs (ISL), where four of the interviews for building the model were conducted (see Section 4.1). For the evaluation, we did not use the individual application of the model to different tasks and assignment alternatives as described in Section 3.4. Instead, we applied the model only to projects with one local and one remote site in order to simplify the evaluation process.

ISL is the network of software labs of Indra that develops customized software solutions for Indra’s markets. It has 20 development sites, half of which are located in Spain and the others
in Latin America, Slovakia, and the Philippines. Most of the software development projects at ISL are distributed either within Spain or globally. Therefore, there exists a lot of experience at ISL regarding working in GSD projects and related risks and problems.

We evaluated the model in interview sessions with five practitioners at ISL. Four of the interviews were conducted in person at an ISL site in Madrid, while the last one was done during a videoconference with the interviewee being located at Ciudad Real, Spain. The persons interviewed for the evaluation were different from the ones interviewed for the model development (see Section 4.1) and reported from different projects. There was thus no threat to validity, which might have arisen from using the same experiences for model development and evaluation.

Of the five interviewees, three were project managers, one was a director at ISL (responsible for one business area), and one was working in the quality department. From their perspective, they all had insights into various distributed projects in different constellations and had several years of experience. They were thus highly experienced in distributed software development.

The evaluation process was done as follows:
1. A questionnaire was sent to the interviewees in advance, asking them to recall one specific historical distributed development project. For this project, they were asked to characterize it and identify values for the 23 influencing factors.
2. In the interview, the model was used and all factors were set to the values named by the interviewees in the questionnaire. This resulted in an evaluation of the 36 rules with respect to the project characteristics.
3. Every rule that was identified as relevant (where relevance was either “high” or “very high”) by the model was presented to the practitioner (both as a logical rule and with the textual description) asking (a) whether the rule complied with the project experience (i.e., if its described impact on risks and problems could be observed) and – in the event the rule did comply – (b) whether this rule was known at project start (i.e., if the project manager was aware of the phenomenon described by the rule).
4. Finally, the interviewees were asked if they found the use of such a model helpful and whether they would like to use it for future projects.

4.3.2. Evaluation Results
Table 3 shows the results of the evaluation. It shows that on average, one third of the 36 rules were relevant for each historical project. This indicates again that only a subset of the phenomena and problems of GSD described in the literature can be applied to a specific distributed development project.

A wide majority of the rules (81.4%) that were predicted as relevant could actually be observed in the projects. However, some rules were identified as irrelevant, as they could not be observed in most of the projects: Rule 11 stated that a certain product size decreases the risk of losing intellectual property. This could not be confirmed by the practitioners because in their opinion, loss of intellectual property was never an issue at ISL, independent of project size. Rule 32 stated that if the coding phase is transferred to another site, project risks will decrease, since coding tasks usually come with very detailed specifications. This could not be confirmed, as the practitioners could report about various problems that also occurred when coding was transferred to another site. With the exception of these two rules, nearly all relevant rules could be confirmed in each of the five projects.

Of the rules that complied with the real project experience, 59.5% were considered at project start by the project management. This means that the project managers were aware of a majority of the experiences stored in the model. One reason for this might be the fact that the interviews were conducted with highly experienced project managers who were aware of most of the risks and problems in distributed development and were able to incorporate these
experiences into their project planning. In less experienced environments, this number would therefore presumably have been lower.

Table 3. Results of evaluation

<table>
<thead>
<tr>
<th>Project No</th>
<th># relevant rules</th>
<th># rules confirmed (from the relevant ones)</th>
<th># rules considered at project start (from the ones observed)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>14</td>
<td>12</td>
<td>8</td>
</tr>
<tr>
<td>2</td>
<td>16</td>
<td>12</td>
<td>5 out of 6</td>
</tr>
<tr>
<td>3</td>
<td>10</td>
<td>9</td>
<td>7</td>
</tr>
<tr>
<td>4</td>
<td>9</td>
<td>6</td>
<td>2</td>
</tr>
<tr>
<td>5</td>
<td>10</td>
<td>9</td>
<td>3</td>
</tr>
<tr>
<td>∑</td>
<td>59</td>
<td>48</td>
<td>25 out of 42</td>
</tr>
</tbody>
</table>

* The quality manager did not know for all rules if they were considered at project start or not.

However, a rate of 40.5% still demonstrates that a significant proportion of the experiences stored in the model were not systematically regarded at project start. In these cases, an application of the model at project start would probably have helped, as it would have drawn attention to the described risks and made it possible to consider them in project management and initiate countermeasures.

This hypothesis was also supported by the practitioners’ answers to the applicability of the model: All of the five interviewed persons stated that they found the model useful and would like to use it in future projects. Even the managers who had already considered most of the experiences stored in the model (e.g., in projects 1 and 3) found the model very helpful: They reported that it was sometimes difficult for them to formulate their experiences and their predictions about possible risks and problems in meetings and discussions with other managers. In their opinion, such a model would help them demonstrate and communicate their experiences to others. Other managers stated that the model could also be used to identify and demonstrate project risks during project planning sessions with a customer.

Another advantage that was pointed out by one interviewed manager was the fact that this model can be used for evaluating different allocation scenarios: By inserting the characteristics of different remote sites into the model and assessing the predicted experiences and risks, the decision on how to select one site from a number of different sites for a project could be supported.

4.3.3. Threats to Validity

A threat to the internal validity might be the fact that the interviewees did not understand the rules correctly while applying them for their projects. However, this threat was reduced by explaining every rule to the practitioners.

Conclusion validity is relatively low due to the small number of analyzed projects. To obtain higher significance, a larger study should follow. However, the results seem to indicate a general trend, as the degree of compliance (81%) is relatively high.

Construct validity might be threatened by the fact that the evaluation was conducted by the same person who developed the model and the interviewees might have been biased towards giving pleasant answers. Particularly, the question of whether the interviewees would like to use the model in later projects might have produced biased results.

However, the significant rate of rules not considered at project start (40.5%) supports the usefulness of the model. External validity might be threatened by the fact that all evaluation was done within one company. Therefore, it should be repeated at different organizations.
However, as most of the interviews for model development (15 out of 19) were done in companies other than ISL, the evaluation results can probably be generalized.

5. Integration of the Model into an Approach for Systematic Task Allocation

In Section 3.4, we already described how the model can be used for evaluating different task assignment alternatives as part of a systematic task allocation decision. It is the overall goal of our current research to support task allocation decisions using experiences from previous projects that are systematically stored in models. During this research, we developed two other models for decision support: an assignment suggestion model [32] [33], and an effort overhead model [34]. Describing the other two models in detail is beyond the scope of this article. However, in a different publication [35], we describe how these models as well as the risk model can be integrated into one coherent approach for systematic task allocation.

In order to demonstrate the use of this approach, Figure 6 shows a scenario of a task allocation decision in a GSD project: In this project, five tasks (i.e., the development of five sub-components) are to be assigned to sites in Cologne, Frankfurt, London, and Bangalore. While component 1 is already assigned to Frankfurt and component 5 is assigned to London, it has to be decided where components 2 to 4 shall be assigned to.

![Figure 6](image_url)

Figure 6. Tasks and sites of the example scenario.

Based on the project characteristics, the assignment suggestion model (which applies the weighted rules of the risk model) suggests the assignments shown in Table 4 (see [33] for details on the suggestion algorithm), and the cost estimation model predicts effort and cost for each assignment alternative. Due to the predictions of effort and cost, the decision maker decides to follow the second assignment suggestion and therefore assigns components 2 and 3 to Frankfurt while assigning component 4 to Bangalore.

The remaining risks can now be predicted by the risk model. Table 5 gives an overview of the risks predicted for component 1 in the selected assignment. It shows that the risk with the highest relevance is an increase in communication problems with respect to the interface between component 1 and component 4. This is caused by the language differences between Frankfurt (where component 1 is assigned to) and Bangalore (where component 4 is assigned to). The same rule is relevant with respect to the interface between component 1 and component 5, but here the relevance is lower because component 5 is assigned to London and the language differences between London and Frankfurt are not as high as the language differences between Bangalore and Frankfurt.

Table 4. Suggested assignments with cost and effort predictions

<table>
<thead>
<tr>
<th>No</th>
<th>Suggested assignment</th>
<th>Effort</th>
<th>Cost</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>F  B     B  B  L</td>
<td>366</td>
<td>1,742,464</td>
</tr>
</tbody>
</table>
Table 5. Risks for component 1

<table>
<thead>
<tr>
<th>Relevance</th>
<th>Rule</th>
<th>Other involved Task</th>
</tr>
</thead>
<tbody>
<tr>
<td>Very high</td>
<td>Language differences →+ communication problems</td>
<td>Component 4</td>
</tr>
<tr>
<td>High</td>
<td>Language differences →+ communication problems</td>
<td>Component 5</td>
</tr>
<tr>
<td>High</td>
<td>Time zone differences →- motivation</td>
<td>Component 4</td>
</tr>
<tr>
<td>High</td>
<td>Time zone differences →- productivity</td>
<td>Component 4</td>
</tr>
</tbody>
</table>

6. Conclusions and Future Work

In this article, we presented a model for assessing project-specific risks and problems of distributed software development. The model was described in its basic concept, its instantiation based on a systematic qualitative analysis of 19 interviews with practitioners, and its evaluation at Indra Software Labs.

The evaluation showed that the model was able to make predictions that complied with the experiences in historic projects and that its applicability in practice was strongly supported by highly experienced managers. However, the model as presented in this article still has some deficiencies that can be the basis for future work:

1) While the model already provides a relatively clear definition of the concept of “influencing factors” and categorizes them into four groups, the risks and problems are not yet specified on a detailed basis.
2) The current set of rules can be improved.
3) It is not clear if and how the current set of rules can be reused by other organizations.
4) Time considerations are difficult to address with the model. It is not clear how the risk model can be used for analyzing and predicting the impact of work distribution and task allocation on the duration of the project or on the probability that deadlines will be met.
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Appendix: Identified rules
Table 6. Identified rules (Excerpt)
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<tr>
<th>Logical rule</th>
<th>Textual description</th>
</tr>
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<tr>
<td>4</td>
<td>Time zone difference &amp; (cultural difference</td>
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<tr>
<td>18</td>
<td>![Requirements stability) &amp; ![communication infrastructure)</td>
</tr>
<tr>
<td>23</td>
<td>![Communication infrastructure) &amp; ![personal relations)</td>
</tr>
<tr>
<td>34</td>
<td>Time pressure &amp; ![personal relations) → +Communication problem If people are under pressure, they focus more on their work and are less willing to communicate. This is aggravated by a large distance and the lack of trust. So it is even more unlikely for them to communicate with the other site.</td>
</tr>
</tbody>
</table>
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