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Abstract

Program slicing is a well-known technique to extract the program statements that (potentially) affect the values computed at some point of interest. In this work, we introduce a novel slicing method for XML documents. Essentially, given an XML document (which is valid w.r.t. some DTD), we produce a new XML document (a slice) that contains the relevant information in the original XML document according to some criterion. Furthermore, we also output a new DTD such that the computed slice is valid w.r.t. this DTD. A prototype implementation of the XML slicer has been undertaken.
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1 Introduction

The increasing complexity of websites demands for tools which are able to aid Web designers in their construction and maintenance. Systematic, formal approaches can bring many benefits to quality website development, giving support for automated website transformations.

One of the most widely used program transformations is program slicing. It consists of a decomposition technique for the extraction of those program states
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statements that (potentially) affect the values computed at some point of interest. Program slicing was originally introduced by Weiser [6] and has now many applications such as debugging, code understanding, program specialization, etc. See [4] for a survey.

In this work, we present a slicing technique which is applicable to XML documents [1]. The result of slicing an XML document is a new XML document (a slice) composed by those parts of the original document satisfying some criterion (the slicing criterion). We also produce a new DTD such that the computed slice is well-formed and valid with respect to this DTD.

2 XML

XML [1] was developed by an XML Working Group formed under the auspices of the World Wide Web Consortium (W3C) in 1996. XML documents are made up of basic units called “elements” according to a set of restrictions specified on an independent specification called Document Type Definition (DTD). Figure 1 shows an example of XML (a) and DTD (b) documents with some staff information from a university (for the time being, the reader can ignore the differences between black and grey text). An XML document is “well-formed” if it conforms to the standard XML syntax rules described in [1]. A “valid” XML document is a well-formed XML document, which also conforms to the rules of a DTD.

XML documents can easily be transformed to a webpage by means of the Extensible Stylesheet Language Transformations (XSLT) [2]. It specifies the presentation of XML documents by describing how their instances are transformed to an XML document that uses a formatting vocabulary, such as (X)HTML or XSL-FO, that can be interpreted by any standard browser. For instance, the XML document in Figure 1 can be automatically translated to a standard webpage showing the information structured with tables and colored text. Different slices of an XML document could be used to produce (keeping the same XSLT transformation) distinct versions of the generated webpage.

3 The Slicing Technique

Program slicing techniques have been typically based on a data structure called Program Dependence Graph (PDG). In the case of XML, we take advantage of the tree-like structure of XML documents and DTDs. Despite the fact that DTDs can be graphs, we only consider trees without lost of general-
ity, since they can easily be converted to trees by duplicating those elements producing cycles. Every vertex in the tree represents a single element of the XML document of type 'ELEMENT' (we refer the reader to [1] for a more detailed explanation about XML elements) containing all its attributes. Edges represent aggregation relations between elements.

In our setting, the slicing criterion consist of a set of elements from one of the trees (the XML or its associated DTD). As a consequence, we distinguish between two types of slicing:

**DTD slicing:** Given a set of elements from a DTD, we extract from this DTD those elements which are strictly necessary to maintain the tree structure, i.e., all the DTD elements that are in the path from the root to any of the elements in the slicing criterion.

Once the DTD slice is produced, the set of elements in the slice is used as a slicing criterion in order to produce the associated XML slice (see below).

**Example 3.1** Consider the XML and DTD documents in Figure 1. Let
the set containing the single element “Course” be the slicing criterion. The slices computed for the two documents are highlighted in Figure 1 with black color.

the user interested in that appears in the case of graphs (consider for instance “Name” as a slicing criterion)

XML slicing: Analogously to DTD slicing, given a set of XML elements, we extract from the XML document those elements which are in the path from the root to any of the elements in the slicing criterion.

Note that this criterion could be more fine-grained than the previous one. While a slicing criterion in a DTD selects a type of elements, a slicing criterion in an XML document can select only some particular instances of this type.

Example 3.2 Consider the XML and DTD documents in Figure 1. Let the element “3-Mathematics” of type “Course” be the slicing criterion. The slice computed for the DTD is exactly the same than the one in Example 3.1. However, the XML slice only contains the information related to the “Algebra” subject, being the information related to the “Logic” subject removed.

The slicer proceeds as follows:

1) Compute the set of relevant elements with respect to the slicing criterion
2) The computed set is modified in order to satisfy all the restrictions of the DTD (for instance, the * and + relations). Attributes are also included
3) The result is used as a slicing criterion for the associated DTD/XML

Let $\mathcal{D}$ be a well-formed DTD, $\mathcal{X}$ an XML document valid with respect to $\mathcal{D}$, $\mathcal{D}'$ and $\mathcal{X}'$ two slices of $\mathcal{D}$ and $\mathcal{X}$ respectively, computed with a DTD-slicing criterion $\mathcal{C}$, and $\mathcal{D}''$ and $\mathcal{X}''$ two slices of $\mathcal{D}$ and $\mathcal{X}$ respectively, computed with a XML-slicing criterion $\mathcal{C}'$, we have proven the following properties:

a) $\mathcal{D}'$ is well-formed and $\mathcal{X}'$ is valid with respect to $\mathcal{D}'$

b) $\mathcal{D}''$ is well-formed and $\mathcal{X}''$ is valid with respect to $\mathcal{D}''$

If all the elements in $\mathcal{C}'$ are of one of the types in $\mathcal{C}$, then

c) $\mathcal{D}' = \mathcal{D}''$

d) $\mathcal{X}''$ is a subtree of $\mathcal{X}'$
4 Implementation

We have implemented our prototype in Haskell [3]. Haskell provides us a formal basis with many advantages for the manipulation of XML documents such as the HaXml library [5]. It allows us to automatically translate XML or HTML documents into a Haskell representation. In particular, we use the following data structures that can represent any XML/HTML document:

```haskell
data Element = Elem Name [Attribute] [Content]
data Attribute = (Name, Value)
data Content = CElem Element
               | CText String
```

One of the main possible applications of XML slicing is webpages slicing, because XML slices have a direct representation in webpages, producing slices of the original webpages. For instance, Figure 2 (a) shows the webpage that is automatically generated with an XSLT file from the XML document of Figure 1. Figure 2 (b) shows the webpage that is automatically generated with the same XSLT file from the XML slice of Figure 1. Figure 2 (c) shows the webpage that is automatically generated with the same XSLT file from the XML slice of Figure 1.
the slice of Figure 1 computed with a DTD slicing criterion formed by the “Project” element.

Preliminary results are very encouraging, showing that the slicing technique can bring many benefits when applied in conjunction with XSLT being able to slice complex webpages. The implementation and some other materials are publicly available at: http://www.dsic.upv.es/~jsilva/xml.

References


