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Abstract— A relevant part of software industry deals with ad hoc software solutions, which are externalized by software consumers. The process of acquisition follows a public procedure of requesting proposals. This procedure is based on a call-for-tenders document that contains, at least, a software specification and project constraints, such as budget and time. The general assumption is that the requirements stage happens prior to the call-for-tender process. However, public documents of software tendering processes support the contrary assumption. The aim of this paper is to sustain that call-for-tender processes require additional study from an empirical point of view in order to solve problems derived from current industry practices. We have analyzed call for tenders in relation to requirements engineering proposals and also under a procedural approach. In order to sustain the inclusion of call for tenders in the scope of software engineering a set of different open problems is identified.
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I. INTRODUCTION

Currently, organizations are increasingly becoming acquirers of needed capabilities by obtaining products and services from suppliers and the development of these capabilities are diminishing in-house [1]. This scenario also holds true for public institutions. In particular, organizations in the public sector who are normally required by law to make public bids for their purchases in order to achieve a transparent process. In several countries, the government is the main buyer of goods and services [2]. For this reason, these countries have invested a great deal of money and effort in defining purchasing policies [4],[5]. The Software industry is a particular case where this has happened.

Therefore, organizations stimulate the competition in the software industry by way of performing calls for tenders (C4T). A call for tenders is the process where a company invites the providers to satisfy particular needs, goods or services. In this paper, we are considering the case of software tendering processes that imply software development, i.e., a software project.

The bidding process associated with a software product is constituted by a set of common practices related to Software Engineering (SE), which have been explored mainly from the Requirements Engineering (RE) perspective. Indeed, within the various problems and challenges of the Requirements Engineering, there is improvement of the quality associated with the specification process, as part of the software process [6].

The literature about calls for tenders is contradictory to the practice. On the one hand, Requirements Engineering promotes a complete and consistent software requirements specification (SRS) before starting the software process. Thus, the theoretical suggestions and corresponding assumptions indicate that the call to public notice phase occurs after the ER stages. Therefore, an SRS becomes part of the call-for-tenders document [6],[7],[8],[9]. On the other hand, on the practice side, we have found that it is very difficult to find a SRS as part of the call-for-tenders document. What we find is that just some of these are included as part of the bid, i.e., the need of including a requirements elicitation and specification phase [10]. Other sources confirm that call-for-tenders documents just include a first approximation of Requirements Engineering’s stages and products [9],[11],[12].

With this information, we can conclude that software industry generates its offers for software development projects in a scenario with uncertain and incomplete information. Moreover, if we are aware that this phase is the seed of a software project, then, it is obvious that uncertain and incomplete information at the level of a call-for-tenders document can imply a high frequency of two deviations: (a) under the given budget, time and project conditions, the software can be well developed, which probably also means that projects conditions are relaxed, hence the customer is losing efficiency, or (b) under the given scenario, the project cannot be developed, which implies that the provider will not accomplish the project goals, or should spend extra money to achieve them. The worst case would reach a state where the project results are aborted. These cases have been illustrated by both theoretical simulations [13],[14] and empirical findings [15],[16].

As a position paper, the goal of this essay is to sustain that call-for-tenders processes require additional study and research with respect to what is happens in industry today. To cover this problem, we analyze the call-for-tenders process stages comparing them to Requirements Engineering stages, recognizing different research problems and proposing research approaches to these sets of problems.

Furthermore, in Section II, we present the basics for differentiating call-for-tenders documents and processes from SRS documents and RE stages. In Section III, we present a generic call-for-tenders process from both customers’ and software providers’ perspectives, and we argue about research problems associated to call-for-tenders activities. To conclude, we summarize our point of view of differentiating but, at the same time, integrating
Requirements Engineering body of knowledge to call-for-tenders processes, as a first step to covering call-for-tenders problems.

II. DIFFERENTIATING REQUIREMENTS ENGINEERING AND CALL FOR TENDERS

To our knowledge, public tender processes for software products have been scarcely investigated in technical literature. Normally, the problem is put in the context of RE activities.

However, in Software Engineering, the acquisition problem has already been recognized as an independent process having its own stages and deliverable products. A clear example is CMMI for acquisitions [1]. In this case, the process view point is the customer’s; therefore, it includes engaging and managing suppliers. Although it is not common, the problem of Call for Tenders has been separately analyzed. For example, Costa et al. [12] address the problem of systematically performing the bidding phase of the public tender process, and propose a multi-criteria socio-technical approach to increase the transparency and efficiency of the process.

<table>
<thead>
<tr>
<th>TABLE I. CALLS FOR TENDERS AND REQUIREMENTS ENGINEERING DIFFERENCES</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements Engineering Stage</td>
</tr>
<tr>
<td>The product is a software requirements specification.</td>
</tr>
<tr>
<td>The software requirements specification includes software requirements.</td>
</tr>
<tr>
<td>It is assumed that the list of software requirements in the software requirements specification is complete.</td>
</tr>
<tr>
<td>Normally it occurs after a contract.</td>
</tr>
<tr>
<td>The software developer may be selected.</td>
</tr>
<tr>
<td>Most of the time a software requirements specification constitutes a specific technical solution.</td>
</tr>
<tr>
<td>Most of the time it’s focuses are software requirements.</td>
</tr>
<tr>
<td>There are a set of modelling languages for representing Requirements Engineering deliverables.</td>
</tr>
<tr>
<td>The involved actors are requirements engineers and stakeholders.</td>
</tr>
</tbody>
</table>

We sustain that, from the perspective of Software Engineering, i.e., from software production point of view, the generation of a Call for Tenders is a completely different stage from requirements engineering. For example, we have detected a high dispersion of extensions, level of detail, technical specifications, and business goals descriptions among other differences. Moreover, a software requirements specification is only part of the call-for-tenders document, if at all, and there is a low and controlled interaction between suppliers and customers. The detected differences are presented in Table I.

III. CALL FOR TENDERS’ RELATED WORK

In spite of the already recognized differences, it is worth mentioning that RE appears to be similar to the call-for-tenders process and, most of the time, they even appear as one phase in the software process. In order to describe current proposals regarding Requirements Engineering and Call for Tenders we summarize them.

Renault et al. [9] present the case of the elicitation and selection of software components. These processes are driven by public tender processes and the use of a Requirement Patterns Catalogue is proposed to save time and reduce errors. Carvallo & Franch [7] present a similar case study where the activities undertaken to obtain, analyze and structure the requirements to be included in a public tender process for an ERP are analyzed.

Lauesen [17] provides a set of guidelines for the creation of the call-for-tenders documents, i.e. the point of view is from the customer, although it is also recognized that these guidelines could also support the suppliers. In a practical sense he affirms that customers do not normally apply these guidelines.

Paech et al. [18] report a set of experiences of a supplier company analyzing call-for-tenders documents for generating technical proposals. They found that existing challenges can be confronted by using requirements engineering techniques.

Additionally, we have started a research line to analyze call-for-tenders documents from the perspective of requirements engineering metrics and it’s comparison to software providers’ decision variables. Thus, on one hand [10], we present an approach for analyzing call-for-tenders documents adapting an ontology of speech from goal-oriented requirements engineering to generate metrics. On the other, [3] we describe the application of a focus group technique that provides some clues to understand providers’ analyses for applying, or not, for a call-for-tenders process. An initial set of variables are identified in order to describe critical decision points.

From this review, our opinion is that the topic of Call for Tenders is almost unmentioned in Software Engineering literature, but, at the same time, is an underlying topic, i.e., it seems to be present, however, it is not referred to by it’s name (or similar names). This way, several results from Software Engineering research could be applied to different stages of a call-for-tenders process.
In order to make these relationship explicit, i.e., between call-for-tenders process and existing research approaches, we offer an analysis which is based on call-for-tenders stages. We consider the stages starting from the internal requirements collection, to the software development stage made by an external provider. In each stage we have looked for existing software engineering approaches which support it. In addition, we also identify specific problems at each stage to which we have not found any approaches. Therefore, we call them open problems.

IV. CALLS FOR TENDERS SUPPORT AND OPEN PROBLEMS

In this section, we present the general stages of a call-for-tenders process. In the left part of Table 1 we have summarized these stages from both customer’s and provider’s perspectives. Further on, we describe each stage and we analyze how existing software engineering approaches support the technical task at each stage. However, it is necessary to consider that different referred to authors, most of the time, do not distinguish if they are assuming the existence of a call-for-tenders process.

1) Gather organizational needs. We assume that an organization can have a set of planned systems to develop. Requirements Engineering’s proposals adopt a top-down focus, i.e. they can conceive software systems from business strategies [22],[23] or from Business goals [6],[24]. These systems should accomplish specific functionalities and quality attributes in order to deliver business goals. However, there are two processes to which we have not found approaches. Firstly, computational units collect requirements as part of a day-to-day routine. Therefore, the process is not exclusively top-down. Thus, here is an open problem: given a set of already gathered requirements, how could the parameters of future computational systems be established in order to get convenient bids? Although the “natural” answer seems to be hybrid approaches (top-down and bottom-up together) we have found neither hybrid approaches considering bottom-up requirements, nor the way of combining requirements to conceive a set of future software systems.

2) Estimate budget and time for conceiving systems. To trigger a system development process it is necessary to have a good estimation of both the business value of the system and the cost of the system (including software and organizational adoption). Regarding the business value there are several approaches [13],[25]. In the case of estimating the software development effort, in spite of it being a familiar topic in software engineering [26],[30] the methods require a previous estimation of software size (measured by lines of code, function points or use case points), most of these methods consider particular features of software teams. Therefore, from the perspective of a call-for-tenders process, an early estimation method is required for a generic team which considers the current context. Thus, these methods consider special requirements such as interoperability of existing systems and the reuse of existing libraries or software components, but overall, an incomplete requirements specification. Thus, an open problem here is how budget can be better estimated to incentivize providers to apply and, at the same time, to pay the “fair” price.

3) Specify a call-for-tenders document. At this stage, the customer should produce the document which will be published. Although components of a call for tenders could be well-established, [1] it is necessary to reach an equilibrium between collecting enough information for providers, in order that they formulate good solutions to the problem, and the cost of collecting this information. A related problem is how much detail should the specified solution have (if any) because, on one hand, an open perspective should enable creative and unexpected technical solutions, and at the same time present new organizational challenges to adopt them. On the other hand, a closed perspective allows for the presentation of tailored solutions but, at the same time, reduces the amount of providers, hurting the competitiveness of call-for-tenders process.

4) Search and select requests for proposals. Now, from the perspective of providers, several calls could be available in a specific time period. The providers must decide from a set of call-for-tenders documents which of them they will apply for. Normally, just to study one call-for-tenders document could take too much time. We have not found approaches to make the decision, about how to select calls to evaluate nor how to evaluate them. Derived problems are: how to promise proper software functionality if this has been (normally) poorly specified. A particular problem detected by Hochstetter et al. [3] is how to match the specified problem to existing software assets in order to apply with a competitive offer.

5) Questions and answers. Normally, a public call-for-tenders process considers a public questions and answers process where providers can resolve doubts emerging from the interpretation of call-for-tenders documents. Questions and answers are published, thus, new variables are added to the process. For example, the number of questions should be an indicator of providers’ interest in applying and hence an indicator of process’ competitiveness which could imply that more than one potential provider may abandon the process. At the same time a resolved doubt, also resolves any doubt regarding competition. Therefore, the open problem for providers is to achieve an equilibrium between resolving uncertainty to the public and resolving uncertainty over competitiveness. From the perspective of a public-sector customer, answers should show an efficient use of public resources and a transparent way of spending them.

6) Prepare a proposal. Once a provider has decided to apply, the next problem is how to build a “good” proposal. Some work has been done about how to present requirements in a clear and structured way [9],[26] However, the problems seem wider. We have detected that multiple applications from the same organization is normal practise. Therefore, we can even consider the problem about how many proposals can be made and then answer how to make them. Therefore, “good” proposals should consider not only technical content, but available time, assets and team among internal resources and existing systems, standards, assets and stakeholders availability among the external ones. Also, it is necessary to
achieve an equilibrium between the cost of preparing the offer and the probability of losing it. We formulate the problem of how to build an offer considering socio-technical constraints from the customer and provider.

7) Select an offer (provider). Following providers’ applications, a selection process is initiated. Normally, this process has an administrative stage where legal constraints are verified. Only then is a technical evaluation begun. It seems to be a stage where different approaches from Software Engineering have been proposed: quality models including non-technical factors [7], framework for selecting COTS [28], particular suggestions from acquisition standards [1], and other contemporary approaches such as trust relationships [29]. In order to acknowledge this stage as an already addressed topic, we do not add open problems here.

8) Negotiate the contract. The main goal of this stage is to sign the final contract. In the case of call for tenders from the private sector, it could imply an opportunity to detail some “risky sentences” from both, call for tenders and the bid. However, in the case of government calls, bureaucracy should seriously delay the starting of the process, which would mean changes of socio-technical conditions under which the offer was formulated. To start, or not to start, the project without a contract could be a relevant decision to make. Therefore, trust is a variable key here. There are no studies showing a complete set of variables and how to deal with them. Thus, intermediate payment, engineering deliverables, intellectual property and exploitation of it, stakeholders’ availability, post-end availability from the provider, and associated penalties are variables to consider and balance in order to reach a final agreement.

9) Develop Software. At this stage, the traditional software life cycle is activated. As we have sustained, most of the time it involves requirements elicitation and specification. Therefore, traditional approaches can be applied regarding additional aspects, such as imposed project milestones, external monitoring, programming practices and technology imposed by the contract and other considerations derived from a supervised project.

### TABLE II. CALL FOR SOFTWARE TENDERS, EXISTING APPROACHES AND OPEN PROBLEMS

<table>
<thead>
<tr>
<th>Customer</th>
<th>Supplier</th>
<th>Approaches</th>
<th>Open Problems</th>
</tr>
</thead>
<tbody>
<tr>
<td>Gather organizational needs</td>
<td>Top-down proposals from Requirements Engineering e.g. goal-oriented requirements engineering [23],[31] and strategic IT alignment [32] produce systems-to-be.</td>
<td>How to combine incomplete requirements to conceive systems which could be, moreover, separately developed even by different external teams.</td>
<td></td>
</tr>
<tr>
<td>Estimate budget and time</td>
<td>Traditional software engineering economics considers software size metrics and team features as part of estimation models [25].</td>
<td>How to calculate early software projects estimations under incomplete and uncertain information.</td>
<td></td>
</tr>
<tr>
<td>Specify a call-for-tenders document</td>
<td>There are some proposed standards for software acquisition processes including topics to include in call-for-tenders documents [1]. Additionally, other Requirements Engineering approaches results are useful for call-for-tenders specifications [9],[10],[11].</td>
<td>How to aid the writing of call-for-tenders documents balancing detailed information and enough space for creative solutions.</td>
<td></td>
</tr>
<tr>
<td>Search and select call for tenders</td>
<td>No accessible approaches</td>
<td>How to select calls for tenders and how to efficiently evaluate them in order to build competitive bids with low effort.</td>
<td></td>
</tr>
<tr>
<td>Ask for doubts in tender process</td>
<td>No accessible approaches</td>
<td>How to select what doubts to address or what kind of questions or answers could lose other competitors.</td>
<td></td>
</tr>
<tr>
<td>Answer questions</td>
<td>No accessible approaches</td>
<td>How to show, in answers, high consistency to call-for-tenders document, a transparent process and efficient use of public resources (if it corresponds).</td>
<td></td>
</tr>
<tr>
<td>Prepare a proposal</td>
<td>The challenges can be confronted by using requirements engineering techniques for generating technical proposals [14],[18].</td>
<td>How to generate a bid regarding the cost of prepare it, the probability of losing it and the involved risks coming from incomplete information.</td>
<td></td>
</tr>
<tr>
<td>Select an offer (provider)</td>
<td>There are studies for applying techniques to select software components and providers [12], [26], [27].</td>
<td>How to handle and balance variables such as changing requirements, stakeholders’ availability, penalties, post-sale service at contract time.</td>
<td></td>
</tr>
<tr>
<td>Negotiate the contract</td>
<td>It corresponds to the classical scope of Software Engineering; therefore, its results are applicable to this stage.</td>
<td>How to develop software under a scenario of external supervising, monitoring and even, sometimes, under different developing conditions.</td>
<td></td>
</tr>
</tbody>
</table>

[26] COTS are verified. Only process has a applications constraints from offer and the probability of losing it. We formulate the problem of how to build an offer considering socio-technical constraints from the customer and provider.

[27] In order to acknowledge this stage as an already addressed topic, we do not add open problems here.

[28] Other contemporary approaches such as trust relationships [29].
V. CONCLUSIONS AND FURTHER LINES OF RESEARCH

In this paper, we have presented the problem of producing and applying to a public call for software tenders as a Software Engineering problem which requires additional approaches. Because it appears to be closely related to Requirements Engineering Stages, we have presented a set of differences among them. Moreover, we have sustained that the common theoretical assumption regarding to call for tenders happening after the requirements stage is not necessary true, therefore, a set of new problems are derived from actual practices. In order to analyze this situation we have followed call-for-tenders phases under the perspective of a customer-supplier interaction. In each phase, we have identified current Software Engineering approaches but we have also obtained a list of open problems corresponding to the different call-for-tenders phases.

Therefore, we have provided enough arguments to sustain that the call-for-tenders process is a different Software Engineering stage and deserves additional research attention, especially in the way that it takes place in industry. Particularly, we propose to focus on the set of problems partially treated which seem to have a high impact on software projects. After all, the call-for-tenders process is the seed of software process.
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