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DML: Representing the structure of a domain

DML was designed with the following in mind:

- It should be easy to learn and to use for a Java programmer.
- It should represent **only** the structural part of a domain model.
- It should allow the programmer to add behavior to domain entities.

Did I mention that DML should be easy to learn and to use for a Java programmer?

To satisfy this requirement, we designed the DML syntax to follow Java’s syntax very closely.
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PetStore domain recast in DML
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    String description;
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    Product playsRole product {
        multiplicity 0..*;
    }
}
```
PetStore domain recast in DML

```java
class Category {
    String name;
    String description;
}
class Product {
    String name;
    String description;
}
class NamedEntity {
    String name;
    String description;
}
class Category extends NamedEntity;
class Product extends NamedEntity;

relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}
```

João Cachopo (Inesc-ID)
PetStore domain recast in DML

class Category {
    String name;
    String description;
}
class Product {
    String name;
    String description;
}
class NamedEntity {
    String name;
    String description;
}
class Category extends NamedEntity;
class Product extends NamedEntity;

relation BelongsTo {
    Category playsRole category;  
    Product playsRole product {
        multiplicity 0..*;
    }
}
PetStore domain recast in DML

class Category {
    String name;
    String description;
}

class Product {
    String name;
    String description;
}

class NamedEntity {
    String name;
    String description;
}

class Category extends NamedEntity;

class Product extends NamedEntity;

relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}
PetStore domain recast in DML

class Category {
    String name;
    String description;
}

class Product {
    String name;
    String description;
}

class NamedEntity {
    String name;
    String description;
}

class Category extends NamedEntity;

class Product extends NamedEntity;

relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}
PetStore domain recast in DML

```java
class Category {
    String name;
    String description;
}
class Product {
    String name;
    String description;
}
class NamedEntity {
    String name;
    String description;
}
class Category extends NamedEntity {
}
class Product extends NamedEntity {
}

relation BelongsTo {
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        multiplicity 0..*;
    }
}
```
Code generation: The class construct

```java
class Category {
    String name;
    String description;
}

abstract class Category_Base {
    String getName() {...}
    void setName(String name) {...}
    String getDescription() {...}
    void setDescription(String desc) {...}
}

To ensure the round-trip:

class Category extends Category_Base {}
Code generation: The class construct

class Category {
    String name;
    String description;
}

abstract class Category_Base {
    String getName() {...}
    void setName(String name) {...}
    String getDescription() {...}
    void setDescription(String desc) {...}
}

To ensure the round-trip:

class Category extends Category_Base {}
Code generation: The class construct

class Category {
    String name;
    String description;
}

abstract class Category_Base {
    String getName() {...}
    void setName(String name) {...}
    String getDescription() {...}
    void setDescription(String desc) {...}
}

To ensure the round-trip:
class Category extends Category_Base {}
Code generation: The class construct

class Category {
    String name;
    String description;
}

abstract class Category_Base {
    String getName() {...}
    void setName(String name) {...}
    String getDescription() {...}
    void setDescription(String desc) {...}
}

To ensure the round-trip:

class Category extends Category_Base {}
Code generation: The class construct

class Category {
    String name;
    String description;
}

abstract class Category_Base {
    String getName() {...}
    void setName(String name) {...}
    String getDescription() {...}
    void setDescription(String desc) {...}
}

To ensure the round-trip:

class Category extends Category_Base {}
Code generation: The relation construct

```java
relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}
```

```java
abstract class Category_Base {
    int getProductCount() {...}
    Set<Product> getProductSet() {...}
    void addProduct(Product product) {...}
    void removeProduct(Product product) {...}
}
```

```java
abstract class Product_Base {
    Category getCategory() {...}
    void setCategory(Category category) {...}
    boolean hasCategory() {...}
    void removeCategory() {...}
}
```
Code generation: The relation construct

```java
relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}
```

```java
abstract class Category_Base {
    ...
    int getProductCount() {...}
    boolean hasAnyProduct() {...}
    Set<Product> getProductSet() {...}
    void addProduct(Product product) {...}
    void removeProduct(Product product) {...}
}

abstract class Product_Base {
    ...
    Category getCategory() {...}
    void setCategory(Category category) {...}
    boolean hasCategory() {...}
    void removeCategory() {...}
}
```

João Cachopo (Inesc-ID) Combining STM with DML ICWE 2006 23 / 30
Code generation: The relation construct

```java
relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}
```

```java
abstract class Category_Base {
    ...
    int getProductCount() {...}
    boolean hasAnyProduct() {...}
    Set<Product> getProductSet() {...}
    void addProduct(Product product) {...}
    void removeProduct(Product product) {...}
}

abstract class Product_Base {
    ...
    Category getCategory() {...}
    void setCategory(Category category) {...}
    boolean hasCategory() {...}
    void removeCategory() {...}
}
```
Code generation: The relation construct

```
relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}
```

```
abstract class Category_Base {
    ...
    int getProductCount() {...}
    boolean hasAnyProduct() {...}
    Set<Product> getProductSet() {...}
    void addProduct(Product product) {...}
    void removeProduct(Product product) {...}
}
```

```
abstract class Product_Base {
    ...
    Category getCategory() {...}
    void setCategory(Category category) {...}
    boolean hasCategory() {...}
    void removeCategory() {...}
}
```
Code generation: The relation construct

```
relation BelongsTo {
    Category  playsRole  category;
    Product   playsRole  product {
        multiplicity 0..*;
    }
}

abstract class Category_Base {
    ...
    int getProductCount() {...}
    boolean hasAnyProduct() {...}
    Set<Product> getProductSet() {...}
    void addProduct(Product product) {...}
    void removeProduct(Product product) {...}
}

abstract class Product_Base {
    ...
    Category getCategory() {...}
    void setCategory(Category category) {...}
    boolean hasCategory() {...}
    void removeCategory() {...}
}
Code generation: The relation construct

```java
relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}
```

```java
abstract class Category_Base {
    ...
    int getProductCount() {...}
    boolean hasAnyProduct() {...}
    Set<Product> getProductSet() {...}
    void addProduct(Product product) {...}
    void removeProduct(Product product) {...}
}
```

```java
abstract class Product_Base {
    ...
    Category getCategory() {...}
    void setCategory(Category category) {...}
    boolean hasCategory() {...}
    void removeCategory() {...}
```
Code generation: The relation construct

```java
relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}
```

```java
abstract class Category_Base {
...
    int getProductCount() {...}
    boolean hasAnyProduct() {...}
    Set<Product> getProductSet() {...}
    void addProduct(Product product) {...}
    void removeProduct(Product product) {...}
}

abstract class Product_Base {
...
    Category getCategory() {...}
    void setCategory(Category category) {...}
    boolean hasCategory() {...}
    void removeCategory() {...}
}
```
Code generation: The relation construct

```java
relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}
```

```java
abstract class Category_Base {
    ...
    int getProductCount() {...}
    boolean hasAnyProduct() {...}
    Set<Product> getProductSet() {...}
    void addProduct(Product product) {...}
    void removeProduct(Product product) {...}
}

abstract class Product_Base {
    ...
    Category getCategory() {...}
    void setCategory(Category category) {...}
    boolean hasCategory() {...}
    void removeCategory() {...}
}
Code generation: The relation construct

```java
relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}
```

```java
abstract class Category_Base {
...
    int getProductCount() {...}
    boolean hasAnyProduct() {...}
    Set<Product> getProductSet() {...}
    void addProduct(Product product) {...}
    void removeProduct(Product product) {...}
}

abstract class Product_Base {
...
    Category getCategory() {...}
    void setCategory(Category category) {...}
    boolean hasCategory() {...}
    void removeCategory() {...}
}
```
Code generation: The relation construct

relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}

abstract class Category_Base {
    ...
    int getProductCount() {...}
    boolean hasAnyProduct() {...}
    Set<Product> getProductSet() {...}
    void addProduct(Product product) {...}
    void removeProduct(Product product) {...}
}

abstract class Product_Base {
    ...
    Category getCategory() {...}
    void setCategory(Category category) {...}
    boolean hasCategory() {...}
    void removeCategory() {...}
}
Code generation: The relation construct

```java
relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}

abstract class Category_Base {
    ...
    int getProductCount() {...}
    boolean hasAnyProduct() {...}
    Set<Product> getProductSet() {...}
    void addProduct(Product product) {...}
    void removeProduct(Product product) {...}
}

abstract class Product_Base {
    ...
    Category getCategory() {...}
    void setCategory(Category category) {...}
    boolean hasCategory() {...}
    void removeCategory() {...}
}
```
Code generation: The relation construct

relation BelongsTo {  
    Category playsRole category;  
    Product playsRole product {  
        multiplicity 0..*;  
    }  
}

abstract class Category_Base {  
    ...  
    int getProductCount() {...}  
    boolean hasAnyProduct() {...}  
    Set<Product> getProductSet() {...}  
    void addProduct(Product product) {...}  
    void removeProduct(Product product) {...}  
}

abstract class Product_Base {  
    ...  
    Category getCategory() {...}  
    void setCategory(Category category) {...}  
    boolean hasCategory() {...}  
    void removeCategory() {...}  
}
Code generation: The relation construct

```java
relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}
```

```java
abstract class Category_Base {
    ...  
    int getProductCount() {...}
    boolean hasAnyProduct() {...}
    Set<Product> getProductSet() {...}
    void addProduct(Product product) {...}
    void removeProduct(Product product) {...}
}

abstract class Product_Base {
    ...  
    Category getCategory() {...}
    void setCategory(Category category) {...}
    boolean hasCategory() {...}
    void removeCategory() {...}
}
```
relation BelongsTo {
    Category playsRole category;
    Product playsRole product {
        multiplicity 0..*;
    }
}

abstract class Category_Base {
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}
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Automatic relationship management

The code generated for a relationship construct ensures the correct update of both ends of the relationship, independently of how the programmer manipulates it.

```java
// The following are equivalent
// Pick one, or more...

category.addProduct(product);
product.setCategory(category);
category.getProductSet().add(product);

// This
product.setCategory(newCategory);

// is the same as
Category oldCategory = product.getCategory();
oldCategory.removeProduct(product);
product.setCategory(newCategory);
newCategory.addProduct(product);
```
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The Fénix project in numbers

We applied this approach to the Fénix web application, which supports the activities of a University campus.

- Fénix is in production since 2001, but always with continuous development of new functionalities.
- The current Fénix team consists of 20 members.
- The service layer has more than 1,000 services.
- The domain is composed of more than 240 domain classes and 320 bi-directional relationships.
- The Java source code consists of \( \sim 400,000 \) LOC.
- The user base consists of more than 10,000 users.
- The application is deployed over a cluster of three servers with two processors each.
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Changing Fénix to the new approach

We changed Fénix to the approach we described here during the second quarter of 2005, and the new version went into production on September 2005.

The change was performed incrementally:

- We wrote a backend for the DML compiler to generate the (base) domain classes exactly as they existed in Fénix.
- During a period of several weeks, the team converted the existing domain classes into a DML specification, splitting each class into its structure, represented in DML, and its behavior, represented, as before, as Java code.
- When the previous process finished, we changed the backend used to generate the domain classes to use the JVSTM.

Since then, the team has been cleaning up the leftovers of the previous approach that still exist in the code.
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The benefits for the Fénix development

After the change we identified the following major benefits:

- The data-corruption errors disappeared, because they were caused mostly by misplaced locks.
- The stability and the robustness of the application increased, because errors such as dangling references disappeared.
- There was a perceived increase in the performance of the application after an initial warm-up.
- The development of new functionalities is significantly faster because it requires less coding and less debugging.
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Future Work

There are many interesting things that we are already working on:

- We are extending the DML so that we can specify access control rules for both the domain entities and the relationships.
- We are exploring the idea of specifying composite relationships on the DML.
- We are experimenting with different implementation strategies for the JVSTM, so that we can reduce the space overheads we currently have.
- We are exploring the JVSTM’s ability of identifying all the relevant data for a page to automatically manage a cache of frequently accessed public pages.
- We are exploring the use of long transactions to support the execution of workflows within the application.
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The End

Thank you.

Questions?