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Abstract

Tensor analysis is a powerful tool for multiway problems in data mining, signal processing, pattern recognition and many other areas. Nowadays, the most important challenges in tensor analysis are efficiency and adaptability. Still, the majority of techniques are not scalable or not applicable in streaming settings. One of the promising frameworks that simultaneously addresses these two issues is Incremental Tensor Analysis (ITA) that includes three variants called Dynamic tensor analysis (DTA), Streaming tensor analysis (STA) and Window-based tensor analysis (WTA). However, ITA restricts the tensor's growth only in time, which is a huge constraint in scalability and adaptability of other modes. We propose a new approach called multi-aspect-streaming tensor analysis (MASTA) that relaxes this constraint and allows the tensor to concurrently evolve through all modes. The new approach, which is developed for analysis-only purposes, instead of relying on expensive linear algebra techniques is founded on the histogram approximation concept. This consequently brought simplicity, adaptability, efficiency and flexibility to the tensor analysis task. The empirical evaluation on various data sets from several domains reveals that MASTA is a potential technique with a competitive value against ITA algorithms.
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1. Introduction

Tensor decomposition is a powerful technique for the analysis of multiway data in psychometrics, chemometrics, network information systems, pattern recognition and data mining [1]. The growing interest in tensors is due to their capability of discovering complicated patterns in multiway settings that is impossible via other methods. Many techniques are developed for tensor decomposition, but two of the most popular ones are Tucker [2] and PARAFAC [3]. Both of these models suffer from two major issues. Firstly, they are not scalable to large size data sets due to their time/space complexity; and secondly, are not updatable when a new stream of data is retrieved.

The scalability issue is already addressed in three major groups of solutions, including sparse-optimized methods, parallel and distributed techniques and GPU-based solutions. For instance, in [4] a new extension of Tucker decomposition is proposed, called Memory-efficient Tucker (MET) that its space complexity scales up to the non-zero elements in tensor (i.e. O(nz)). In [5] a distributed version of PARAFAC is implemented in MapReduce [6] scaling PARAFAC decomposition up to 100 times for sparse tensors. A different distributed framework is proposed in [7, 8] for PARAFAC that divides the tensors into some small sub-tensors and solve sub-tensors problems in different machines. Similar to these works, [9] proposes a parallelized version of PARAFAC called ParCube which is
optimized for sparse tensors and provides 14 times acceleration in runtime. In [10] a new method is proposed based on general-purpose computing, on the GPU that operates 360 times faster than the regular PARAFAC decomposition.

Although the above techniques are great tools for dealing with large tensors, they suffer from the non-adaptability problem. This means that when new data is received we have to rebuild the model from scratch. In addition, sparsity-optimized techniques such as MET also do not have any added value for dense tensors, because they only scale up when there is a considerable amount of zero elements in the tensor. Furthermore, the parallelization of tensor decompositions is not as straightforward and it requires extra hardware and software infrastructures.

The pioneer research studies on this problem are those performed by [11, 12, 13] who propose some streaming approximation solutions for tensor decomposition in an unified framework called incremental tensor analysis (ITA). The ITA solution, opposed to other scalable decomposition techniques does not need any special infrastructure. It also does not make any restrictive assumption like sparsity. It performs tensor decomposition on each tensor in each time instant, maintains some statistics and then incorporates that for the processing of the next tensor. Therefore, it does not require keeping historical data in the memory. This solution has two advantages. First, tensor model is easily updatable when new data arrives, and second, the space required for decomposition of the tensor becomes independent of stream length.

The merits of ITA and its usefulness to the analysis of time-evolving tensors are investigated in many studies, so that nowadays, ITA is recognized as the state-of-the-art solution for streaming tensor analysis. However, although ITA allows the tensor to evolve infinitely in time, it makes a restrictive assumption that the dimension of the tensor remains constant during the process. We may not find this limitation annoying for only-time-evolving tensors like network traffic or video streams, when the number of nodes or image frames remain constant during the analysis. But, we may deeply feel this constraint in dealing with multi-aspect-evolving tensors such as social networks, where the number of nodes grows during the evolution of the network. Or in recommendation systems when new users are joined to the system, and size of user profile matrix consistently changes. Aside from that, ITA encounters the intermediate data explosion problem [5, 14] as well as its offline counterparts when the size of the tensor is large.

The intermediate data explosion problem corresponds to the heart of the these techniques, i.e. space-inefficient linear algebra computations that operate directly on the input data. Therefore, in these methods, space efficiency is more influenced by the size of input data rather than the method per se. However, we know that a large portion of tensor decomposition applications is related to analysis-only tasks such as anomaly detection (e.g. [15, 16, 17, 18]) or simple data analysis (e.g. [19, 20, 21, 22]). In such applications, computing the exact subspace of the tensor may not seem mandatory, as opposed to other applications such as compression where the reconstruction of tensor is inevitable. Can we find an alternative adaptive solution for tensor analysis that on one hand avoids space-inefficient computations and on the other hand provides the basic analytical power of tensor decomposition?

We know that histograms are central tools for summarization in data mining. They are also the key technique in image retrieval for measuring similarity between images. Is it possible to extend these ideas to tensor analysis problem? We may find a positive answer for this question, but two more questions will be raised in the following: a) how do we deal with the huge space/time complexity of histograms while we actually require an efficient method? b) is it conceivable to utilize a non-adaptive tool like histogram for solving a streaming problem?

![Figure 1: Comparison of multi-aspect-streaming tensor analysis (proposed) versus streaming tensor analysis (state-of-the-art).](image)
In this research, we tackle these problems by recommending a histogram-based solution that allows the tensor to simultaneously evolve through all modes. We initiate with the description of fundamental concepts such as histograms, tensor segmentation and distribution matching and proceed to develop the first basic approach for histogram-based tensor analysis. Furthermore, we extend the baseline solution to the multi-aspect-streaming scheme (see Fig. 1) by replacing the conventional histogram with a recent incremental approach. To the best of our knowledge the application of histograms in tensor analysis is not reported elsewhere. This is also the first work that addresses the multi-aspect-streaming tensor analysis problem.

The rest of the paper is organized as follows: Section 2 outlines the preliminary concepts. In section 3 we describe the proposed method. We introduce a new evaluation methodology in section 4 and later employ it for assessment of the proposal in section 5. Next, in section 6 we illustrate the application of the proposed approach on two real case studies. The last section concludes the exposition, presenting the final remarks.

2. Preliminary concepts

Following [23], throughout the paper, scalars are denoted by non-bold lowercase letters (e.g. \(i\)), vectors are denoted by boldface lowercase letters (e.g. \(a\)), matrices are denoted by boldface capital letters (e.g. \(A\)) and tensors are denoted by Calligraphic letters (e.g. \(X\)). In the following we define the necessary concepts required for further description of the proposed methodology. More comprehensive discussion about tensors and their application can be found in survey papers [23, 1].

2.1. Tensor

A tensor is a multi-dimensional array and the order of a tensor is the number of dimensions, also known as ways or modes. Vectors, matrices and tensors respectively, are equivalent to first, second and \(d\)th order tensor where \(d \geq 3\).

2.2. Slice

A slice is a \((d-1)\)-dimension partition of tensor when an index is fixed in one mode and the indices vary in the other modes. The horizontal, lateral, and frontal slides of a third-order tensor \(X\), are denoted by \(X_i::\), \(X::j:\) and \(X::k\), respectively. Each slice in each mode corresponds to an entity (or feature). For instance, in a three-order tensor of country \(\times\) year \(\times\) measurement, the country “Portugal” is a feature in the first mode. The year 2014 is an entity in the second mode and “population” or “GDP” are the features in the third mode.

3. Histogram-based tensor analysis

Histograms are simple statistical tools that have been applied in a wide range of applications [24]. They are simple, non-parametric and easy to interpret, which make them attractive for summarizing of data. Histograms are extensively used in the mining and processing of data streams [25, 26, 27] to keep the abstract of past data; in database management systems for cost estimation in query optimization [28, 29]; and in image retrieval [30, 31] for image matching. With some inspirations from these applications, we intend to extend the application of histograms to the tensor analysis problem. In the following paragraph we explain the logic for this selection.

We know that a \(d\)-dimensional tensor is composed of multiple \((d-1)\)-dimensional slices in each mode. For a 3D tensor as is depicted in Fig. 2, slices are 2D matrices. Each slice contains a particular segment of the tensor information, so that if all slices get combined together they rebuild the original tensor. In tensor analysis, we assume that many of the features are correlated with others and they jointly explain the data. From image matching application, we know that histograms are useful for measuring the similarities between the two images. Hence, it is rational to assume:

**Assumption 1** If two features are similar the histogram of their corresponding slices should be similar as well.

However, we may have two slices with totally different correlation patterns that have similar histograms. For instance, in image matching we may find two different images with similar histograms [31]. Therefore, this assumption might be violated in some applications. However, we presume that this is not the case in the majority of applications.
Aside from this, measuring distribution distances between all pairs of slices is an exhaustive task. We believe that if two slices have similar distances to the tensor distribution (as a reference), they probably are similar because they explain the same part of tensor information. Therefore, maybe it is better to instead of performing exhaustive match between all pairs of slices, only compute the similarity of slice histograms to the tensor histogram. However, this needs to be assumed:

**Assumption 2** Two features are similar, if histograms of their corresponding slices have a similar distance to the tensor histogram.

With the new assumption, anomalous slices (or features) are also easy to discover. Those slices that have a totally different histogram when comparing to other slices are considered abnormal, so if we remove them from the tensor, we still can explain the majority of information using the remaining slices.

Using the above assumptions, we propose the first histogram-based method for tensor analysis. In the following subsections we first present the detailed presentation of the basic algorithm and then proceed with the introduction of its multi-aspect-streaming extension.

### 3.1. Offline histogram-based tensor analysis (OHTA)

#### 3.1.1. Theory

Let us denote the tensor data with \( X \) and each slice of tensor with \( X_{d,m} \), where \( m \) denotes the \( m \)th slice in mode \( d \). Also let us denote the vectorized form of \( X \) and \( X_{d,m} \) respectively with \( x \) and \( x_{d,m} \). Assuming \( k \) as the number of bins, the histograms of \( x \) and \( x_{d,m} \) respectively will be \( P_k(x) \) and \( P_k(x_{d,m}) \). As each group of slices represent a different part of information in \( X \) it is expected that histogram of slices in the same cluster have similar distances to the tensor histogram, \( P_k(x) \). This concept is frequently used in the real-life. For example in sea-floor mapping, one approach to estimate ocean depth is emitting a sound wave to the water and record the time it takes for sound wave to be reflected back. The surfaces with same depth reflect sound with same speed, hence will be clustered together as same-level. Likewise, pits and holes are identified easily since they reflect sound with totally different speed comparing other surfaces.

Based on a similar idea we compute the distance between \( P_k(x_{d,m}) \) and the \( P_k(x_r) \) with Earth Mover Distance (EMD) [32]. EMD is widely used in image retrieval for computing distances between the color histograms of two images. We may want to use other distance measures, but EMD is the only one that is suitable for partial match purposes [32], hence it seems more appropriate here. The distribution of distances tells us what groups of slices are similar and which are not. If we again build another histogram on the vector of obtained distances we can cluster the slices to \( k \) groups. Naturally, slices that are located in lower frequency bins can be marked as abnormal. As each slice corresponds to a specific feature, we can identify abnormal features in each mode.

#### 3.1.2. Algorithm

In this section we introduce OHTA, a baseline algorithm for histogram-based tensor analysis. This method which is presented in Algorithm 1 requires three inputs: tensor \( X \), number of bins for reference histogram \( b1 \) and number of bins for distances histogram \( b2 \). The \( b2 \) parameter is somehow equivalent to the number of components in PARAFAC decomposition in the sense that OHTA finds a \( b2 \) group of features in each mode.

The algorithm initiates with vectorization of the tensor \( X \) where \( d \)-dimensional tensor is transformed into an one-dimensional vector \( x \) (Fig. 2-1) and then its histogram which is called *reference histogram* (or simply tensor histogram) is calculated with \( b1 \) numbers of bins. Next, for each slice in each mode (Fig. 2-2) we compute its histogram according to the bins obtained for the reference histogram (Fig. 2-3). Note that, the way we generate histograms for slices is different from when we apply the histogram directly to the slices. Here, for all slices we use the same bins as the reference histogram. For instance in Fig 2, if the bins for the reference histogram are \((25, 20, 15, 10, 5)\) and vectorized slice 1,1 is \((26, 24, 19, 27, 14, 16, 10, 4, 3)\), the histogram of slice 1,1 will be \((25:3, 20:1, 15:2, 10:1, 5:2)\). This is obtained as follows. We first create an empty copy of the reference histogram \((25:0, 20:0, 15:0, 10:0, 5:0)\). Then for each quantity in the slice we add one to the count corresponding to the closest point. For instance, for 26 the closest bin in the reference histogram is 25. For 24 and 27 the closest point is also 25. Therefore, bin 25 gets frequency count of 3. For bin 20, the count is 1 because among all values only one item, i.e. 19 has been the
Figure 2: An illustrative example of offline histogram-based tensor analysis (OHTA): 1) a 3D tensor $X(3 \times 3 \times 3)$ is transformed to a vector $x$ and its corresponding histogram (called reference histogram) is obtained with $b_1 = 5$ number of bins; 2) The horizontal, lateral and frontal slices of the tensor are obtained; 3) All slices from all modes are vectorized and their histograms are calculated using bins obtained for reference histogram; 4, 5) EMD distance of each slice histogram to the reference histogram is calculated and is kept in vector of distance for each mode ($d_i$); 6) histogram ($d_i, b_2 = 2$) is calculated for each mode $i$ and the member indices and the corresponding support are reported.

closest point to 20. We do not count 24 for bin 20 because 24 is closer to 25 than 20. Via this procedure, we generate the histograms for all slices.

In the next step, we compute the EMD distance of the slice histograms to the reference histogram (Fig. 2-4) and save the distances for each mode in $d_i$ vector (Fig. 2-5).

We finally compute the histogram of EMD distances, $d_i$ for mode $i$ with $b_2$ numbers of bins (Fig. 2-6). The constructed histogram, $H_i$ is the output of OHTA. Each bin in $H_i$ represents a cluster of features and the cluster support is equal to frequency count of the histogram.

3.2. Multi-aspect-streaming tensor analysis (MASTA)

3.2.1. Theory

Although histograms are very useful tools for summarization of data, they have two problems that make them impractical for streaming or large-scale data analysis. Firstly, they are computationally very expensive; and secondly it is not possible to update the histogram when new data arrives.

Fortunately, advances in data stream mining and database management systems has brought new efficient techniques for histogram approximation. There exist two group of techniques for histogram approximation. The first group are those non-constant space approaches that offer approximation guarantee. For instance, the proposed approach by [33] requires space of $O(\log n)$. The second group (which we exploit in our solution) includes those methods that practically present a good performance and consume lower space. For instance, the recent algorithm by [34] is
Algorithm 1 OHTA

**Require:** Tensor $X$, bins in reference histogram ($b_1$), bins in distances histogram ($b_2$)

**Ensure:** $H$

1: Transform Tensor $X$ to vector $x$
2: Reference Histogram ← Histogram ($x, b_1$)
3: for each mode $i$ do
4:     for each slices do
5:         Create histogram of the slice according the bin centers obtained for reference histogram
6:         $d_i$ ← EMD(slice histogram, reference histogram)
7:     end for
8:     $H_i$ ← Histogram ($d_i, b_2$)
9: end for

Algorithm 2 MASTA Update

**Require:** data chunk $s$, $b_1$, old reference histogram, old slice histograms for each mode

**Ensure:** reference histogram, slice histograms for each mode

1: Update reference histogram with respect to elements in $s$, $b_1$ and old reference histogram
2: Update or add histogram of slices corresponding to modes of $s$, old slice histogram and $b_1$

constant-space approach. However, The main problem about these approaches is that they lack any rigorous and accurate analysis [34]. On the other side, non-constant space approaches (i.e. first category) can be quite problematic for analyzing large-scale data. Nevertheless, the constant-space methods come with some restrictions that should carefully be taken into account. For instance, as stated by the authors in [34], when the data distribution is largely skewed, we should not expect a good approximation from these approaches. However, good accuracy might be expected when we deal with categorical distributions with a limited number of values. This adequately matches the condition we usually encounter in tensor analysis.

The theory part of MASTA is the same as OHTA, so we do not repeat it once more. The major difference is that in MASTA we replace the offline histogram with the online histogram approximation algorithm [34]. There are some other minor differences that will be outlined later in the algorithm explanation section. The detailed explanation of the online histogram approximation algorithm is out of the scope of this paper. The readers are referred to section 2.1 [34] for more details about the online histogram algorithm. However, implementation of the algorithm is very straightforward. Instead of keeping the whole data, we update the old histogram through the following procedures: update, merge, sum and uniform. The idea is that given a determined maximum number of bins when new data item arrives, if its value is close to each of the previous bins it is allocated to that bin and the corresponding bin center is updated accordingly. However, if the new data item is far away from the previous bins, a new bin is created and two of the closer bins are merged. This process continues until approximation of the whole data histogram.

Employment of an online histogram in OHTA accomplishes two functions: first, it promises a huge space efficiency, because space complexity of the online algorithm is $O(1)$ versus the expensive offline approach $O(N)$; and second, we do not face the intermediate data explosion problem [5, 14]. Because, each piece of data upon arrival enters to the model, updates the model and then is removed from the memory. This piece of data should not necessarily be a tensor or matrix as existing tensor solutions, rather it can be a single element of the tensor.

3.2.2. Algorithm

In this section we present the multi-aspect-streaming edition of OHTA, called MASTA by replacing the exact histogram calculation in OHTA with the above-mentioned online method. Some other modifications are also required to be taken into account that will be explained in the following. MASTA is composed of three procedures called update (Algorithm 2), output (Algorithm 3) and slice reconstruction (Algorithm 4).

Algorithm 2 presents the update procedure. This process is responsible for updating the model upon data arrival. In this algorithm we update the reference histogram and slice histograms in all modes upon new stream arrives. We also create the histogram if it does not exist. A toy example of this process is illustrated in Fig. 3.
Algorithm 3 MASTA Output

Require: reference histogram, slice histograms for each mode, $b_2$
Ensure: $H_i$
1: for each mode $i$ do
2: for each slice $j$ do
3: $R_j \leftarrow$ Compute reconstructed slice histogram using Algorithm 4
4: $d_i \leftarrow$ EMD($R_j$, reference histogram)
5: $H_i \leftarrow$ Update Histogram ($d_i$, $b_2$).
6: end for
7: end for

Algorithm 4 MASTA Slice histogram reconstruction

Require: reference histogram, slice histogram, $b_1$
Ensure: $R$
1: $R \leftarrow$ copy reference histogram with frequency counts of zero
2: for each bin in $R$ do
3: Find the closest point in slice histogram
4: Add the frequency count corresponding to the found point to the current bin’s count.
5: end for

Algorithm 3 is executed when the user asks for the model result. The inputs of this algorithm are the outputs of Algorithm 2. In the output procedure, the first step is rebuilding the slice histogram with respect to the reference histogram via Algorithm 4. The reconstruction process in Algorithm 4 works as follows: we create an empty histogram with same bins as reference histogram and then instead of allocating the original counts in reference histogram we calculate the counts from the slice histograms. Via this procedure, we build histograms for all slices. After that, as OHTA we compute the EMD distance of each slice histogram to the reference histogram. We keep distances for all slices in each mode $d_i$. Finally, similar to OHTA we compute the online histogram of distance vectors, $d_i$ and report the slice indices and the corresponding frequency count for each bin.

4. Experimental evaluation

An ideal tensor analysis approach is the one that presents the most accurate model while it uses less resources (time and space). Therefore, as well as many learning algorithms, usefulness of any approximation solution should be evaluated based on a trade-off between accuracy and efficiency. In this section, we introduce the datasets, experimental settings, and the evaluation strategy we use for assessment of the methods. Finally, we examine the efficiency of the proposed approaches in terms of both runtime and memory consumption.

4.1. Data sets

As it is demonstrated in Table 1 we use several real-life data sets from various domains, including economy, neuroscience, epidemiology, climatology, video-surveillance, psychometric and transportation. Some statistical information about these data sets is presented in Table 2 such as tensor size, the optimum Tucker model parameter and its corresponding fit, the number of iterations for Tucker model, the percentage of non-zero values in tensor, class of values ("int" indicates integer and "float-" implies positive/negative float numbers). The mean and standard deviation of the non-zero values in tensors are also presented in the two last columns. In Appendix A the detailed description of data sets are briefly presented. Note that all the used data sets are publicly available and can be accessed via Internet.

4.2. Evaluation framework

Evaluation of tensor analysis methods is still a difficult challenge. When we want to compare one method versus its counterpart, normally the model fit or error rate is measured. Also in some application domains such as chemometrics, researchers usually use some field knowledge to validate the model.
Figure 3: MASTA Update process. The initial state is shown when MASTA is already applied on tensor $X(2 \times 2 \times 2)$ (corresponding to elements 1 to 8). At the end of this moment, MASTA outputs one reference histogram plus 6 slice histograms of (1,1),(1,2),(2,1),(2,2),(3,1),(3,2). In the next stage as is highlighted with bold font and gray background, we receive a new stream, such as $S(1,1,3)=9$, $S(1,2,3)=10$, $S(2,1,3)=11$, $S(2,2,3)=12$. We first update the reference histogram using new elements of (9, 10, 11, 12), and then update the histograms correspond to four slices (1,1),(1,2),(2,1),(2,2) that are affected by the new stream. We also generate a new histogram for slice (3,3), because all new elements belong to the third slice of the third dimension. Two histograms of slices (3,1) and (3,2) have remained unchanged, because are not affected by new elements. This example is for a time-evolving tensor (tensor that evolves only in time mode). However, MASTA allows tensor to evolve in all three directions. The only difference will be that if histogram evolves in all modes, we will not see unchanged slices like (3,1) and (3,2).

Normally, when a novel tensor methodology is developed, the computational efficiency receives more attention than accuracy. On the other side, those researchers who develop new algorithms and methods for tensor analysis do not have sufficient access to the domain knowledge for performing a realistic validation. All these issues together make the evaluation of tensor analysis a difficult challenge. In our case, this difficulty is even greater, because our proposed solution is not decomposition-based like its counterparts.

In this paper, we propose a new evaluation framework that is capable of solving this issue. This new methodology can be used for assessment of any new tensor analysis approach irrespective of the methodological details. However, we make two assumptions. The first is about the reliability of reference models where we assume:

Assumption 3 Tucker model with optimum model parameter (or PARAFAC with the best number of components) is the best possible model we can generate from the tensor.

The second assumption lies within the main hypothesis of spectral-based anomaly detection techniques mentioned in [46][p. 37]: "data can be embedded into a lower dimensional subspace in which normal instances and anomalies appear significantly different". By extending this for tensor-based approaches, we infer that:

Assumption 4 An optimum Tucker/PARAFAC solution is an effective model for discriminating the normal and abnormal features in complex tensors.

Above assumptions state that if we apply Tucker or PARAFAC models we will be able to identify anomalies in the most effective way. Therefore, if we consider the optimum Tucker as the reference, our approach or any other tensor technique should discriminate anomalies very close to the reference models. Based on this, it is not entirely off the mark to declare that an ideal alternative tensor analysis should be able to predict top-N percentage of anomalies as accurate as the reference model.
Table 1: Datasets

<table>
<thead>
<tr>
<th>Dataset</th>
<th>Tensor size</th>
<th>best model</th>
<th>Fit</th>
<th>Itr.</th>
<th>Nnzro</th>
<th>Type</th>
<th>Mean</th>
<th>STD</th>
</tr>
</thead>
<tbody>
<tr>
<td>trade</td>
<td>207×207×140</td>
<td>(3 3 2)</td>
<td>25.7</td>
<td>1</td>
<td>7.7</td>
<td>int+</td>
<td>3434.7</td>
<td>327.6</td>
</tr>
<tr>
<td>eeg</td>
<td>23×350×7×280</td>
<td>(1 2 1 2)</td>
<td>53.2</td>
<td>5</td>
<td>100</td>
<td>int+</td>
<td>38.8</td>
<td>43.1</td>
</tr>
<tr>
<td>newmexico</td>
<td>32×19×23</td>
<td>(1 2 2)</td>
<td>25.8</td>
<td>6</td>
<td>6.8</td>
<td>int+</td>
<td>0.7</td>
<td>1.3</td>
</tr>
<tr>
<td>spain02</td>
<td>699×1445×3</td>
<td>(3 3 2)</td>
<td>61.0</td>
<td>7</td>
<td>64.0</td>
<td>float-</td>
<td>46.0</td>
<td>36.5</td>
</tr>
<tr>
<td>walk</td>
<td>288×384×50</td>
<td>(2 2 1)</td>
<td>74.4</td>
<td>5</td>
<td>100</td>
<td>int+</td>
<td>49.3</td>
<td>130.7</td>
</tr>
<tr>
<td>flightdelay</td>
<td>152×150×305</td>
<td>(2 2 1)</td>
<td>10.2</td>
<td>6</td>
<td>3.2</td>
<td>int+</td>
<td>66.2</td>
<td>114.8</td>
</tr>
<tr>
<td>flight</td>
<td>77×211×282</td>
<td>(3 3 1)</td>
<td>30.2</td>
<td>6</td>
<td>4.4</td>
<td>int+</td>
<td>7150.6</td>
<td>6161.0</td>
</tr>
<tr>
<td>bikewashington</td>
<td>95×95×327</td>
<td>(3 3 2)</td>
<td>21.4</td>
<td>5</td>
<td>9.5</td>
<td>int+</td>
<td>1.4</td>
<td>1.8</td>
</tr>
<tr>
<td>taxi</td>
<td>157×157×731</td>
<td>(2 2 1)</td>
<td>17.9</td>
<td>4</td>
<td>8.5</td>
<td>int+</td>
<td>1.7</td>
<td>1.9</td>
</tr>
<tr>
<td>kojimagirls</td>
<td>149×275×196</td>
<td>(1 1 1)</td>
<td>87.5</td>
<td>3</td>
<td>0.2</td>
<td>int+</td>
<td>18.5</td>
<td>0.2</td>
</tr>
</tbody>
</table>

Table 2: Descriptive statistics of data sets

4.2.1. Choosing reference model

We test two popular tensor decomposition solutions, Tucker and PARAFAC for selecting the reference model. In order to obtain the best number of components in PARAFAC we perform CONCORDIA test [47] and for Tucker we carry out a scree test (Tucktest in N-way toolbox [48]) which are popular methods in the literature for tensor model parameter tuning. Our experiments show that the fit corresponding to the optimum model for these two decomposition techniques presents almost the same quantity for all data sets. However, the Tucker optimum model performs slightly better, because it has more flexibility in terms of imbalances in the number of components in each mode. Due to this reason, in the further experiments we only focus on the Tucker model as the reference model.

4.2.2. Building reference model

The Tucker scree test operates as follows. A candidate list of model parameters is first generated by choosing a range from a minimum (e.g. 1) to a maximum (e.g. 5). Afterward, the Tucker model is built for all the possible combinations of parameters (e.g. (1 1 1), (2 1 1),.. (5 5 5) ). Next, we calculate the explained variance for each parameter and then demonstrate every obtained value for each possible parameter on a plot called scree plot. By looking at this plot we can choose the best model parameter. A good parameter is the one that is simpler and explains more variance. For instance, between parameter (3 4 3) and (2 1 1) that respectively explain 75% and 73% of variance, the preference is to (2 1 1). Because, it has less complexity. Following this procedure, we manually obtain the optimum model parameters for each data set.

After selection of the optimum parameter for the Tucker model we apply Tucker decomposition with the obtained optimum parameter on each data set. The decomposition gives us a core tensor plus $d$ factor matrices for each mode. For a third order tensor ($n_1\times n_2\times n_3$) and Tucker model parameter $(r_1, r_2, r_3)$, the factor matrices will be in dimensions.
of $n_1 \times r_1$, $n_2 \times r_2$ and $n_3 \times r_3$, respectively for mode 1, 2 and 3. The columns in the factor matrices denote the latent variables (or singular vectors). After decomposition, the features in each mode can be represented with these latent variables in a more compact way. For instance, if $r_1 = 2$, in mode 1 factor matrix is in $\mathbb{R}^2$ space where its x-axis and y-axis are respectively first and second column of the factor matrix.

Although observing anomalies in this two-dimensional space might seem straightforward, in a higher dimensional space (if $r >> 2$) it would not be so easy. In order to detect anomalies from higher dimensional spaces we require a multivariate outlier detection technique. We consider four different methods, including Wilks's method [49], Hotelling's $T^2$ [50, p. 21], Minimum Covariance Determinant (MCD) [51] and Minimum Volume Enclosing Ellipsoid (MVE) [52]. The preliminary assessment of outliers in accordance with some available prior knowledge about some data sets shows that Hotelling's $T^2$ provides more reasonable results in comparison to other methods. Therefore, we use that in further steps. Hotelling’s $T^2$ statistics is computed as follows.

$$T_i^2 = (X_i - \mu)^T S^{-1} (X_i - \mu)$$  \hspace{1cm} (1)

Where $\mu$ is the mean and $X_i$ is the multivariate observation for feature $i$, and $S$ is the covariance matrix. We compute the $T_i^2$ for all feature matrices derived from Tucker decomposition. For instance, in the above example, we compute $T_i^2$ for factor matrices of three modes, $n_1 \times r_1$, $n_2 \times r_2$ and $n_3 \times r_3$.

The output will be $T_i^2$ for feature $i$ in each mode of tensor. Next, in order to identify the anomalous features we assume that $T_i^2$ follows the $\chi^2$ distribution with $k$ degrees of freedom [50, p. 23], where $k$ denotes number of columns in the factor matrices (e.g. $k = r_1$ for mode 1). Hence, features that have a significant deviation from this distribution are considered anomalies. The Cumulative Distribution Function (CDF) for the $\chi^2$ distribution [53, p. 333], which is shown in the following equation computes this deviation. Consequently, the Eq. 3 is equivalent to the statistical significance (p-value) for each feature, i.e. null hypothesis: the feature is normal.

$$CDF_i = F(T_i^2|k) = \int_0^{T_i^2} \frac{t^{(k-2)/2} e^{-t/2}}{2^{k/2} \Gamma(k/2)} dt$$  \hspace{1cm} (2)

$$P_i = 1 - CDF_i$$  \hspace{1cm} (3)

A lower $P$ value means a more anomalous feature. Therefore, we sort the features based on the obtained $P$ and retrieve the top 5 percent anomalous features in each mode. We call this set "top-5% reference anomalies".

4.2.3. Compared methods

We use three variants of ITA framework [13] for comparison: Dynamic Tensor Analysis (DTA), Streaming Tensor Analysis (STA) and Window-based Tensor Analysis (WTA). DTA incrementally decomposes the tensor by maintaining only the covariance matrix for each arriving tensor. Then, via diagonalization it outputs the principal eigenvectors of the updated covariance matrix as projection matrices. STA attempts to approximate DTA. It instead of maintaining a covariance matrix for all arriving tensors, directly updates the principal eigenvectors using SPIRIT algorithm [54] which does not require diagonalization. STA runtime can be faster by decreasing the sampling percentage. For instance, STA with sampling percentage of 10% is almost 10 times faster than STA with 100% sampling percentage. The other algorithm, WTA instead of processing individual tensors uses a sliding window strategy for handling time dependency between consecutive tensors. It decomposes the sliding window with a regular Tucker or PARAFAC and then as well as DTA and STA keeps some statistics from the window in the processing of the next window.

The temporal information loss of ITA algorithms is not evaluated in the original papers [13, 11, 12]. So, in parallel with the evaluation of the main proposal, we evaluate this issue as well.

4.2.4. Settings

For MASTA and OHTA the input parameters are $b1$ and $b2$ which are chosen respectively 50 and 10. The required model parameters of DTA, STA and WTA are chosen equal to what is obtained for the optimum number of components in CONCORDIA test corresponding to PARAFAC. The configuration we use for WTA is the independent-window mode (IW) with Tucker decomposition. Also, no forgetting factor is used for DTA and STA. For STA we test three different sampling rates of 100% (no sampling), 50% and 10% and for WTA we examine three window sizes of 4, 7 and 10.
For a fair comparison, we proceed a blind evaluation strategy. In other words, we assume that we do not know the optimum parameters for OHTA and MASTA in advance. For this reason we do not use the best b1 and b2 we obtain in Fig. 4.

4.2.5. Softwares

We use MATLAB for the experiments along with two other toolboxes, tensor toolbox [55] for computing Tucker and PARAFAC and n-way toolbox [48] for CONCORDIA and Tucker scree plot (tucktest). MATLAB implementation of ITA [56] is also used for experimenting with DTA, STA and WTA. Furthermore, we use Gohistogram [57], the Golang implementation of online histogram approximation [34].

4.2.6. Evaluation process

After we generate the reference model and top 5% reference anomalies we start to identify the top 5% anomalies via MASTA, OHTA and DTA, STA and WTA. In terms of MASTA and OHTA we apply them on the tensor data and then retrieve the top 5% low support items in each mode. Concerning DTA, STA and WTA we proceed the same procedure as was explained for Tucker in section 4.2.2, i.e. applying Hotelling’s $T^2$ on the non-evolving factor matrices. However, these algorithms operate incrementally on the evolving dimension of tensor which can be time or sample mode. For identification of anomalies in the evolving mode, we perform the same process that was mentioned in [13]. In terms of DTA and STA we incrementally measure reconstruction error (residual) and then retrieve the top 5% highest errors. Regarding WTA we proceed by the similar strategy with this difference, that the reconstruction error is considered for the starting item in the window.

Once we retrieve the top 5% anomalies in each dimension using our methods and ITA algorithms we compute the accuracy of them in prediction of the top 5% reference anomalies obtained by the Tucker optimum model. We define accuracy as the number of true predictions divided by the total number of reference anomalies. However, if we rely on the only single point accuracy, our assessment would be highly dependent on the anomaly border point we choose. Therefore, we opt to use the average accuracy. It means that if M is the 5% of the size of the mode, we compute the accuracy for Top-M, Top-(M-1), .., and Top-1 and then compute the mean of them. Suppose that by applying one method, Top-1, Top-2 and Top-3 anomalies be detected with accuracy of 0, 0.5 and 0.66. If we rely only on Top-1, we come up with this conclusion that the detector fails. Even if we lean to Top-3 we may conclude that the detector has succeeded, while neither of them are indeed fair. The average accuracy in this case is $(0 + 0.5 + 0.66)/3 = 0.39$. As we see, the averaging strategy fines the detector for not detecting the Top-1 but not much sever as the point-based evaluation. Moreover, it does not reward the detector for high accuracy of Top-3, because has not been such good for Top-1 and Top-2.

5. Result and discussion

In this section we report the result of the evaluation process explained in the previous section and then discuss the results.

Throughout this section when we use the term accuracy we refer the average accuracy defined in the previous section. Table 3 demonstrates the accuracy of each method in detecting the top 5% reference anomalies for each data set. ITA algorithms increment over the time mode, therefore for a fair comparison we separate the evolving mode from non-evolving modes. For this reason, the first column of Table 3 represent the average accuracy for evolving mode (i.e. time or sample modes) and the second column represent the mean of average accuracy for other non-evolving modes.

5.1. Correctness of the evaluation methodology

According to [13, 11, 12] we expect that DTA has the better accuracy than its approximation counterpart, STA. Moreover, we expect that STA behaves similarly as DTA with no sampling percentage, but loses accuracy when sampling percentage increases. All these anticipations are satisfied and re-confirmed via obtained results in Table 3 as well. This is an evidence that our evaluation framework has been effective in assessment of tensor analysis techniques.

5.2. Evaluation on non-evolving modes

In the following subsection we discuss the results corresponding to non-evolving modes (”nt” in Table 3).
Table 3: Average accuracy in prediction of top-5% reference anomalies. The columns identified with “t” correspond to the temporal (or sample) mode and columns with “nt” represent the average accuracy for non-temporal modes.

<table>
<thead>
<tr>
<th>Data set</th>
<th>MASTA</th>
<th>OHTA</th>
<th>DTA</th>
<th>STA</th>
<th>WTA</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>s=100%</td>
<td>s=50%</td>
<td>s=10%</td>
<td></td>
<td></td>
</tr>
<tr>
<td>trade</td>
<td>t</td>
<td>t</td>
<td>t</td>
<td>t</td>
<td>t</td>
</tr>
<tr>
<td>eeg</td>
<td>60</td>
<td>34</td>
<td>0</td>
<td>72</td>
<td>0</td>
</tr>
<tr>
<td>newmexico</td>
<td>0</td>
<td>50</td>
<td>0</td>
<td>50</td>
<td>0</td>
</tr>
<tr>
<td>spain02</td>
<td>12</td>
<td>67</td>
<td>0</td>
<td>46</td>
<td>0</td>
</tr>
<tr>
<td>walk</td>
<td>0</td>
<td>25</td>
<td>0</td>
<td>20</td>
<td>0</td>
</tr>
<tr>
<td>flightdelay</td>
<td>81</td>
<td>64</td>
<td>0</td>
<td>85</td>
<td>0</td>
</tr>
<tr>
<td>flight</td>
<td>0</td>
<td>36</td>
<td>0</td>
<td>33</td>
<td>0</td>
</tr>
<tr>
<td>bikeboston</td>
<td>11</td>
<td>64</td>
<td>12</td>
<td>84</td>
<td>13</td>
</tr>
<tr>
<td>bikewashington</td>
<td>23</td>
<td>60</td>
<td>0</td>
<td>59</td>
<td>56</td>
</tr>
<tr>
<td>taxi</td>
<td>0</td>
<td>41</td>
<td>0</td>
<td>43</td>
<td>48</td>
</tr>
<tr>
<td>kojimagirls</td>
<td>2</td>
<td>50</td>
<td>0</td>
<td>100</td>
<td>0</td>
</tr>
</tbody>
</table>

5.2.1. ITA algorithms

From Table 3 we can observe that the best accuracy is obtained via DTA. Out of 11 data sets, DTA presents accuracy over 50% in 10 data sets and in average 80% accuracy for all data sets. STA with 100% sampling rate also presents accuracy of greater than 50% in 9 data sets. By increasing the sampling rate to 50% we do not see a considerable accuracy loss comparing the 100% sampling rate. However, increasing sampling rate to 10% results in STA failure in two further data sets (newmexico and bikewashington).

WTA is not compared against DTA and STA in original paper [13], so Table 3 can be considered the first official comparison of these approaches. As we observe, WTA irrespective of window size except three data sets (spain02, taxi, kojimagirls) fails in the rest of data sets. Even increasing or decreasing the window size does not affect the performance significantly. In some data sets, accuracy gets better by increasing the window size and in some declines. However, the low performance of WTA probably relates to the fact that WTA processes tensor in higher scales and assumes that data does not contain important fluctuations inside the window. Therefore, an anomaly that occurs in one day appears normal in a 10-day window. One can infer that WTA does not have enough sensitivity to small fluctuation occurrences in the original temporal scale.

5.2.2. MASTA

MASTA, has been able to present an accuracy of more than 50% in six data sets which is a good result for a full approximation technique. Matching Table 3 with data sets characteristics in Table 2 shows that MASTA is vulnerable in dealing with three kinds of tensors: very dense, very sparse and high-variation tensors. Among the five data sets that MASTA has a low performance on, two sets, i.e. eeg and walk are the two most dense tensors (100% dense) and one (taxi) is the most sparse tensor (99.8% sparse). Two other data sets, flight and trade are also the top-2 in terms of the standard deviation magnitude. The best performance of MASTA is seen on bike data sets (bikeboston and bikewashington) and spain02 which have reasonable sparsity and variance. The good performance of MASTA on the two bike data sets reveals that MASTA is robust within the domain.

MASTA is weak in facing with very dense tensors because of two reasons, first it is not based on the correlation concept, therefore it loses the existing strong spatial correlations in dense tensors. It also is not an ideal technique for very sparse tensors, because, histograms for these tensors are not informative enough to be used for matching the slices, resulting in misleading judgments. MASTA is also unable to approximate the tensor with high amount of variance, because of the inherent limitation of streaming histogram calculation. As is mentioned in [34] when data distribution is highly skewed, the accuracy of histogram approximation technique decays. In high variance data sets, such property appears in its extreme form. This is the reason why we see that the offline approach (OHTA) outperforms MASTA up to 30% in terms of trade data set. However, the same justification does not hold for the flight data set. Probably it is because flight data set has a mixture of two factors. Out of 11 data sets, flight data set is the
second sparser tensor with the biggest standard deviation. It seems that OHTA has the same vulnerability as MASTA when both of these factors get involved.

5.2.3. Online vs. offline histogram calculation

The results in Table 3 reveal that OHTA also has a similar performance as MASTA with slight differences in some datasets. The severe difference of these approaches is in some data sets such as trade which can be explained by the weakness of online histogram technique in handling tensors with large dispersion. This reveals that the online histogram strategy has been quite effective, so we lose only 5-6% average accuracy, in exchange of huge efficiency.

5.2.4. Effect of approximation on the accuracy

To study the effect of approximation level on the accuracy, we can compare DTA against STA with three different sampling rates. STA is an approach for faster approximation of DTA. Therefore, we can study this effect if we increase the level of approximation in STA. Considering the Table 3 along with Table 2 shows that dense data sets such as eeg and walk are very sensitive to approximation. The accuracy for these data sets decays by increasing the level of approximation. For instance, in walk data set, while DTA has accuracy of 92%, the performance of STA which is an approximation for DTA sharply decays to 34%, 21% and 13% respectively for sampling rates of 100%, 50% and 10%. Our histogram-based methods which in principle are approximation solutions also present a very low performance for these data sets. Therefore, we can infer that very dense tensors are more vulnerable than the other tensors against approximation solutions.

5.3. Evaluation of the evolving mode

Concerning the temporal mode (as is demonstrated in Table 3 with “t”) we observe that all methods have difficulty in dealing with fluctuations in the time mode. The reason why accuracy for evolving mode is lower than non-evolving mode for all methods is that time or sample mode is the main cause of tensor fluctuations in the evolving data sets. Temporal analysis with lack of knowledge about the system’s past behavior results in information loss. This is an important issue that requires to be carefully taken into account when we exploit incremental approaches. Incremental approaches focus more on accuracy of non-temporal mode and sacrifice the information of time mode.

Among ITA algorithms, WTA is one of the approaches that sacrifices more time information than others. It processes a group of tensors in multiple time points together, which results in less sensitivity to low-scale variations, and subsequently much more accuracy loss.

It seems that histogram-based approaches even though do not provide ideal solution for time mode, perform slightly better than ITA algorithms. For instance, MASTA in two of data sets including flightdelay and trade provides respectively high accuracy of 81% and 60% while all ITA algorithms have zero accuracy. This reveals that histograms are better tools for keeping the summarized information in time mode than the model residuals in ITA methods.

5.4. Sensitivity Analysis

MASTA and OHTA both require two parameters b1 and b2 which are respectively the number of bins in reference/slice histograms and distance histogram. In this section we study the sensitivity of them to these parameters. To do so, we select a range of b1 from 20 to 80 and b2 from 4 to 20; apply MASTA and OHTA with varying parameters; and then compute the mean accuracy over all modes averaged for all data sets.

In order to evaluate the sensitivity, we perform a standard ANOVA test [58] on the obtained averaged accuracies. Out of 34 tests (Ten 3D tensor plus one 4D tensor) and choosing α = 0.05, the null hypothesis “accuracies drawn from the same distribution” is rejected, respectively in 12 and 8 of the tests for MASTA and OHTA indicating that both methods have a moderate sensitivity to b1 parameter.

Regarding the b2 parameter, out of 34 tests only in one case, the null hypothesis is rejected for both MASTA and OHTA. This reveals that neither of both methods are sensitive to b2 parameter for a range of 4 to 20.

The sensitivity test results presented here are valid only for anomaly detection application. In some other application such as clustering, the parameter b2 is equivalent to the number of clusters and the proper determination of that is quite important in the model output. Sensitivity evaluation of this parameter does not make sense in such applications.

Nevertheless, for a specific application of anomaly detection, Figure 4 might be helpful while choosing the optimum parameters. We can observe that OHTA is more robust to the input parameters and its performance remains...
relatively constant by changing the parameters. However, fluctuations of MASTA show that perhaps parameters $b_1=30$ and $b_2=18$ lead to a slightly better detection accuracy.

5.5. Computational complexity

Table 4 summarizes the complexity of methods for a dense cubic tensor of $n \times n \times n$. For more simplicity, we demonstrate the dominant cost for all methods and omit all the constants such as input parameters. In the following we present the computational complexities of the proposed methods.

5.5.1. OHTA

For a $n \times n \times n$ tensor the main cost for OHTA relates to the construction of the reference histogram which exploits the sorting algorithm. If we use for instance quick-sort algorithm, OHTA would require $n^3$ time and $n^3$ space for computing the reference histogram. The construction of slice histograms also costs $3n(n^2)^2 = 3n^5$ time and $n^2$ space with additional time of $3n(b_1^2)$ for EMD distance calculations. Moreover, the calculation of distance histogram $H_i$ for three modes consumes $3n^2$ time and $3n$ space. Thus, the total time complexity of OHTA is $n^6 + 3n^5 + 3n^2 + 3n(b_1^2)$. Besides, OHTA requires keeping the intermediate data in the memory which adds additional cost of $n^3$ to the space complexity. Hence, the total space complexity is equal to $2n^3 + n^2 + 3n$.

5.5.2. MASTA

MASTA uses the streaming histogram approximation, therefore, for a full tensor $n \times n \times n$ requires $O(n^3)$ time and $O(1)$ space for reference histogram construction. Three more $O(n^3)$ time is required for construction of the slice histograms in each mode, which makes the total time complexity $O(4n^3)$. For keeping the reference and slices histogram we need a space of $(b_1)(3n + 1)$. We also do not need any space for keeping intermediate data, because every piece of tensor stream can immediately enter to MASTA for updating histograms and then get removed from the memory. Therefore, no space is imposed for keeping intermediate data. Hence, total space complexity of MASTA is what we need for keeping histograms which after removing the constants becomes $O(n)$.

For updating the MASTA model we need $s$ (data chunk size) time for the reference histogram and $3s$ (3 modes) for updating or adding slice histograms. Therefore, the MASTA update costs $O(4s)$. Thus, MASTA update procedure is not dependent of $n$ and is linear with data chunk size. This is an enormous advantage over ITA algorithms which at least require $O(n^2)$ for updating the model.

One of the interesting properties of MASTA is that the process of model update is separated from the model output procedure. If the user asks for model output, the input of the updated model feeds into Algorithm 3 for the final output. This process needs $3nb_1^2$ time for slice reconstruction in Algorithm 4 and an additional $3nb_1^2$ for histogram distance calculation. Finally, distance histograms need to be updated, that costs further $3n$. Therefore, after removing the constants, the time complexity of output procedure becomes $O(n)$. This $O(n)$ computation is not mandatory for the learning part. We only need to perform this procedure when the user asks for the model output.
5.6. Empirical efficiency

The empirical assessment for runtime is executed on a PC with Intel Core 2 Duo, 2000 MHz. The memory consumption test is also performed on a computer with 8GB of memory. We pick 50 and 5 respectively, for b1 and b2 parameters in OHTA and MASTA. We also choose 5 for the number of components in PARAFAC. For Tucker and WTA the model parameter is chosen (5 5 5) and for DTA and STA the parameters are set as (5 5). The window size of 10 is also selected for WTA.

For assessment of runtime, we create five random cubic dense tensors $n \times n \times n$, $n \in \{10, 50, 150, 250, 350\}$ and compute the runtime required for generating the model. The result is presented in Fig. 5-a. As we can see, MASTA performs slightly faster than all ITA variants.

In order to evaluate the memory consumption, we create random cubic dense tensors $n \times n \times n$, $n \in 1000 \times \{1, 2.5, 5, 7.5, 10\}$ and measure the required memory for model generation by four methods including MASTA, STA/DTA and WTA. Fig. 5-b shows the result. As we can see, for processing the large dense tensor of $10^k \times 10^k \times 10^k$, MASTA requires only 24 MB of memory that is a tremendous improvement over DTA/STA and WTA that respectively use 2.24 GB and 7.46 GB. Roughly speaking, we can say that for three-order cubic tensors with 100% density, MASTA can solve 100x bigger problems comparing ITA approaches.

### Table 4: Time and space complexity of tensor analysis approaches for third-order tensor of $X(n \times n \times n)$ with zero sparsity.

<table>
<thead>
<tr>
<th>Type</th>
<th>Method</th>
<th>Time</th>
<th>Update time</th>
<th>Space Estimation for n=10^4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Offline</td>
<td>Tucker/Parafac</td>
<td>$n^4$</td>
<td>—</td>
<td>$n^3$ 7453 GB</td>
</tr>
<tr>
<td>ITA</td>
<td>DTA</td>
<td>$n^3$</td>
<td>$n^2$</td>
<td>$n^2$ 2.24 GB</td>
</tr>
<tr>
<td></td>
<td>STA</td>
<td>$n^3$</td>
<td>$n^2$</td>
<td>$n^2$ 2.24 GB</td>
</tr>
<tr>
<td></td>
<td>WTA</td>
<td>$n^3$</td>
<td>$n^2$</td>
<td>$n^2$ 7.46 GB</td>
</tr>
<tr>
<td>Histogram-based</td>
<td>OHTA</td>
<td>$n^6$</td>
<td>—</td>
<td>$n^3$ 7442 GB</td>
</tr>
<tr>
<td></td>
<td>MASTA</td>
<td>$n^6$</td>
<td>$s$</td>
<td>$n$ 24 MB</td>
</tr>
</tbody>
</table>

Table 4: Time and space complexity of tensor analysis approaches for third-order tensor of $X(n \times n \times n)$ with zero sparsity. All constants are omitted for simplicity. $s$ denotes the size of the recent data chunk. The time complexity of Tucker/Parafac is given with this assumption that initialization is performed by HOSVD.

![Figure 5: Efficiency comparison of the proposed multi-aspect-streaming method (MASTA) against streaming methods for processing of three-order cubic $n \times n \times n$ tensor.](image)

### 6. Case studies

Since we do not have access to the domain specialists, we are not able to construe the results and conform them to the reality. Any kind of interpretation without having access to a precious domain knowledge may result in a
misleading conclusion. However, we cautiously consider two event detection case studies related to two data sets: trade and walk. These two case studies correspond to one success and one failure case of MASTA in handling evolving mode. As is specified in the column "t" of Table 3, MASTA provides 60% accuracy for trade set (success) and 0% accuracy for walk data set (failure). The reason why we choose these two data sets is that there exists an evident knowledge about these data sets that can be incorporated for interpretation of results. In the former case we have the knowledge of global financial crisis that happened in 2007-2009 and for the latter we have the visual insight from the video.

6.1. Event detection in trade data set

The trade data set contains historical pairwise trade volumes between 207 countries over 140 years. In this case study, we want to see how methods detect the global financial crisis happened in 2007-2009 [59]. Our expectation is that tensor analysis models rank these years as the most anomalous years. So, in this case study, we apply all methods, including Tucker and PARAFAC reference models on the trade tensor data to see how they rank the crisis period of 2007-2009 among 140 years. Here we use the same parameters used in section 4.2.4. For STA we test for the sampling rate of 50% and for WTA we examine the window size of 10.

<table>
<thead>
<tr>
<th>Year</th>
<th>Tucker</th>
<th>PARAFAC</th>
<th>MASTA</th>
<th>OHTA</th>
<th>DTA</th>
<th>STA(s=50%)</th>
<th>WTA(w=10)</th>
</tr>
</thead>
<tbody>
<tr>
<td>2007</td>
<td>4</td>
<td>4</td>
<td>2</td>
<td>2</td>
<td>23</td>
<td>73</td>
<td>131</td>
</tr>
<tr>
<td>2008</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>4</td>
<td>19</td>
<td>66</td>
<td>132</td>
</tr>
<tr>
<td>2009</td>
<td>2</td>
<td>6</td>
<td>4</td>
<td>13</td>
<td>18</td>
<td>67</td>
<td>133</td>
</tr>
</tbody>
</table>

Table 5: The anomalous ranking of the period related to global financial crisis 2007-2009 in trade data set.

The obtained rankings are presented in Table 5. As we can see, Tucker and MASTA rank the crisis years in their top-4 priority. PARAFAC with a little difference ranks the crisis years in its top-6. OHTA ranks the crisis years in the top-13 with similar orders as MASTA. Also, DTA, STA and WTA identify these years, respectively in their top-23, top-67 and top-133.

The rankings we obtain in this study have a meaningful correlation with the reported accuracies in Table 3. For instance, from Table 3 we anticipate that MASTA and OHTA present a better accuracy for evolving mode (respectively 60% and 37%) in comparison with other methods. Here, similarly we observe that rankings of MASTA and OHTA are close to the reference models. In particular, between MASTA and OHTA, the former one ranks the crisis period better than the latter which makes sense according to its finer accuracy. This can be interpreted as an evidence for validity of reported accuracies in Table 3.

6.2. Event detection in video data set

Here we analyze the walk data set which includes the appearance of a human object entering the scene while walking. The background of the video is not static, so that includes some small-scale movements in the back.

We transform the color image frames to grayscale and build a three-order tensor of $x \times y \times frame \ (or \ time)$. Then we apply MASTA and OHTA with $b_1=50$ and $b_2=3$ on the video tensor to see how they detect the entrance of the human object. The three important moments in the video and the output of MASTA and OHTA on the evolving mode are illustrated in Fig. 6. As we can see, OHTA discriminates the frames very close to the reality happens in the video. It clusters the instants into three relevant moments: a) frames 1-24 that object still has not entered into the scene; b) frames 25-29 which are related to when the object is entering but not still appeared fully in the scene; and c) frames 30 to 50 that correspond to moments when the object has fully entered but still moving in the scene.

MASTA, although being able to detect the entrance event at $t=25$, is too sensitive to the small-scale changes. In certain moments before the object enters the scene, some small-scale changes are seen in the background. MASTA assumes that these small movements belong to a new emerging event, so it allocates a new bin for them ($t=13$ and $t=15$).

The other difficulty of MASTA relates to, when a object turns around in different directions while he enters into scene. MASTA faces with this doubt that maybe that movements belong to a new concept, so it creates a new bin for justification of the new movements (e.g. $t=27$ or $t=34-36$). However, it is unsure how to classify the object
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Figure 6: Output of MASTA and OHTA on the time mode (3rd mode) of walk tensor $x \times y \times time$. t=1) video record started. t=2) human object starts to enter to scene while he is walking and moving in different directions. t=3) position of object at the end of record.

movements, thus between $t=25$ to $t=50$ repeats its mistake several times. The reason of such behavior is that MASTA does not have free access to the historical data, as opposed to its offline counterpart. Hence, it is natural for it to react faster to the small-scale changes.

One interesting point is that either MASTA or OHTA present meaningful outputs which were not expected, according to their zero average accuracy in Table 3. The reason is that our evaluation framework in this study is based on quality of anomaly detection and not quality of clusters. Therefore, MASTA and OHTA even though might have less value for anomaly detection on dense tensors, might have potential in applications such as clustering and change detection. Evaluation of MASTA in these applications requires future research and new evaluation methodologies which was out of the scope of this work.

7. Conclusion

We study the application of histograms to tensor analysis. We introduce two histogram-based algorithms, namely OHTA and MASTA respectively, for offline and streaming analysis. The streaming solution not only presents a close accuracy to the offline approach, but also reduces the total time complexity from $O(n^6)$ to $O(n^3)$ and space complexity from $O(n^3)$ to $O(n)$. More importantly, it allows tensor evolution through all modes, which is a major progress. It also has three superiorities over the state-of-the-art incremental tensor analysis techniques: Firstly, MASTA has a significant lower time complexity for updating the model when new data arrives: $O(s)$ vs. $O(n^2)$; Secondly, it is robust against the well-known problem of intermediate data explosion; and finally, it consumes much less space: $O(n)$ vs $O(n^2)$, such that is capable to solve bigger problems.

MASTA, however, suffers from two main issues: First, is not a tensor decomposition approach, hence its application is limited to the analysis-only tasks such as anomaly detection, clustering or change detection; Second, its accuracy is not ideal as other approximation solution such as DTA. Its best accuracy is 67% for non-evolving mode and 81% for evolving mode. As for the last, it has a poor performance in handling some kind of tensors including very dense, very sparse and tensors with large amount of dispersion.
We recommend MASTA as the last alternative solution for three situations (see Fig. 7): 1) when scalable tensor decomposition solutions are not applicable due to the shortages in equipments and infrastructures; 2) when tensor size changes over time and the model needs to be updated rapidly and frequently; and 3) when size of tensor is large and is not affordable by ITA. In such cases, MASTA can offer a better solution at least finer than WTA or comparable to STA with 5-10% sampling rate.

Future works include evaluation of MASTA on other problems such as clustering and concept drift detection; investigation of MASTA problems in particular settings such as very dense or very sparse tensors; and development of a parallel version of MASTA.
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Appendix A. Data sets

trade. This dataset [35] includes the bilateral trade flows (import/export in US dollars) between countries for the period from 1870-2009. We transform the raw data to tensor scheme of country × country × year.

eeg. BCI III motor imagery dataset (4a) data set is made as a part of brain-computer interface study in [36]. According to the instructions in [60] we extract trials from EEG continuous signals in this dataset to a four-dimensional tensor of features × time × channel × trail.
newmexico. Brain cancer incidence in New Mexico data set [37] includes the New Mexico Tumor Registry between the years of 1973 to 1991 for 32 sub-regions of the New Mexico state along with some categorical demographic features that together form 23 features. We generate a three-way tensor with the county in the first mode, year in the second mode and measurements in the third mode.

spain02. Spain02 data set [38] contains the 50-year high-resolution monthly gridded precipitation data over Spain. First and second modes of tensor for this data sets are respectively month and the spatial grid-id and third mode contains precipitation and (maximum and minimum) temperature.

walk. This video data set [39] is extracted from CAVIAR project data sets which is filmed at INRIA Labs at Grenoble, France. The resolution of videos is in half-resolution PAL standard (384 x 288 pixels, 25 frames per second). A number of video clips were recorded in this project acting out the different scenarios of interest. In this work, we use the first 50 frames of CAVIAR /INRIA walking data set (walk1) where one human object appears in the video after a while of recording.

flightdelay. This data set is a part of Data expo 09 set (airline on-time performance competition) [40] consists of flight arrival and departure delays for all commercial flights within the USA, in 2008. The tensor is in scheme of origin x destination x time and elements in the tensor are the average daily delays measured for corresponding flights.

flight. USA international air passenger statistics [41] that reports the commercial traffic traveling between international points and U.S. airports from 1990 to 2013. We transform the raw data to a flow tensor airport x airport x month in this study.

bikeboston. This dataset has been extracted from hub-way data challenge 2013 [42]. It includes a historical usage log of all transactions in the Boston bike sharing system from 2011-07-28 to 2012-10-01, exclusive of the system’s off-days in winter, a total of 327 days.

bikewashington. Washington, D.C. bike-sharing dataset [43] includes a historical usage log of all transactions in the bike-sharing network in a two-year window from 2011-01-01 to 2012-12-31, in total, 731 days. We select top 157 stations that have more frequent trips.

taxi. This data set [44] contains a one-week trajectories of 10,357 taxis in Beijing, China, in a period between 2008-02-02 to 2008-02-08. We use a grid strategy to divide the spatial space into equal areas. Then in each zone, we calculate the number of existing taxis in each hour (for total 149 hours).

kojimagirls. This data set [45] includes the judgments (in 20 scales) of 153 parents behavior with respect to their own 13-year child on four conditions of daughter-father, daughter-mother, father-father and mother-mother. The output tensor consist of a subject x scales x condition.
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