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Abstract—The presence of dead code may affect the comprehensibility, the readability, and the size of source code so increasing the effort and the cost for maintenance. The elimination of dead code needs a huge cost and effort for recognizing and eliminating code that is not effectively used. The goal of this work consists in defining an approach based on the Kaplan Meier estimator to analyze dead code. The validity of the approach has been preliminarily assessed on a case study constituted of fifty-eight versions of five open source software systems implemented in Java. The results suggested that two out of the five systems where implemented avoiding as much as possible the introduction of dead code.
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I. INTRODUCTION

Survival analysis deals with the death or the survival of biological organisms and the failure of mechanical systems [1]. In case of biological organisms, death is unambiguous. This is not the same for other kinds of biological events or physiological events (e.g., heart attack). Also for mechanical systems, failures may not be well-defined and ambiguous. For example, a failure may be partial or not well localized in time.

The survival can be modeled by employing a survival function. This kind of function is a property of any random variable that maps a set of events (e.g., death or failure) onto time, thus capturing the probability that a system or a biological organism will survive for a specified time. A survival function assumes different meaning according to the field where the function is applied. For mechanical systems, for instance, a survivor function can be used to measure the time until a failure to a given part happens.

Similar to traditional engineering disciplines, a survival function in software engineering can be used to measure the failure of a software or its aging1 [2], [3]. Differently from the other disciplines, in the software engineering field it could be interesting to analyze the dead code (i.e., unnecessary and inoperative source code that can be removed). Dead code can be added or removed across different subsequent versions of an evolving software system. Unused code can remain in case refactoring operations are not performed to remove it.

The presence of dead code may affect the comprehensibility, the readability, and the size of source code increasing then the effort and the cost for maintenance and testing [4], [5], [6]. The elimination of dead code needs a huge effort that is mostly required to recover and to eliminate unused code [7], [8]. Therefore, it seems reasonable to eliminate dead code from a software system only in case its elimination is sufficiently paid back by an improved maintainability and testability of the cleaned source code.

In this paper, an approach is proposed to analyze the death of source code through different versions of evolving software systems. The approach is based on the Kaplan Meier estimator [9], a well known and widely used survival function. The validity of the approach has been assessed on a case study constituted of fifty-eight versions of five open source software systems implemented in Java.

The remainder of the paper is organized as follows. In Section II the approach is highlighted. The design of the case study and the obtained results are presented in Section III and Section IV, respectively. Related work is discussed in Section V, final remarks and future work conclude.

II. THE APPROACH

This section first presents the Kaplan Meier estimator [9] and then discusses how it has been modified to better handle the specific domain.

A. General Formulation

Let \( S(t) \) be the probability that an item/subject from a given population will have a lifetime exceeding \( t \). For a sample from this population, whose size is \( N \), if the observed times until the death/failure of items are \( t_1 \leq t_2 \leq t_3 \leq \ldots \leq t_N \), the following survival function can be defined:

\[
S(t_i) = 1 - \frac{e_i}{n_i}
\]

\( n_i \) (i.e., the the number of items “at risk”) is the number of survivors less the number of censored cases (i.e., the number of items removed from the sample before the final outcome is observed), while \( e_i \) is the number of events (i.e., the death/failure of an item). This function computes the percentage of survival items for a given time.

To take into account the fact that the survival of items at the time \( t_i \) is conditioned by their survival from \( t_1 \), to \( t_{i-1} \), the following cumulative survival function can be computed:

\[
C(t_i) = S(t_i) * C(t_{i-1})
\]

---

1It indicates a progressive performance degradation or a sudden hang/crash of a software system due to exhaustion of operating system resources, fragmentation, and accumulation of errors.
Lower the value of the cumulative survival function, higher the probability of death/failure at the time \( t \) is.

B. The Estimator

To employ Kaplan Meier in the specific domain, the following mapping has been proposed:

- **Sample.** The set of methods.
- **Lifetime.** The releases of a software.
- **Death.** The number of source code blocks that become unused in a given version. For unused source code blocks, different granularity levels could be used. The estimator is applied at method level in this work.
- **Censored.** The number of methods removed from the sample when passing from a version of a software to the subsequent one.

The survival theory assumes that death or failure happens just once for each subject in the sample. This holds also for the proposal presented in the paper. In particular, a method that is unnecessary and inoperative in a version can come back from the dead in the subsequent version only if it is added as a new method. This was possible since the estimator works on samples (i.e., the number of methods), whose size can variate over the subsequent versions. Accordingly, \( n_i \) is the number of survivors increased of the number of new added methods less the number of censored ones. The study of recurring events (e.g., a dead method in a version can come back from the dead) might be relevant and it is subject of future work.

III. Case Study

In this section, the design of the investigation is presented following the guideline proposed by Yin in [10]. For replication purposes, an experimental package is available on the web2. A prototype of a supporting system implementing the approach is also available.

A. Definition and Context

The perspective of the study is from the point of view of the researcher, assessing whether the estimator can be used to study unused methods in evolving software systems, and of the project manager, getting decision support to the elimination of unused methods.

The case study was conducted on five open source software systems implemented in Java:

1) **JEdit** is a programmer’s text editor with an extensible plug-in architectures.
2) **JFreeChart** is a tool supporting the visualization of bar charts, pie charts, scatter plots, and more.
3) **JHotDraw** is a GUI framework for technical and structured Graphics.
4) **JUnit** is a programmer-oriented framework for testing Java code.
5) **PMD** is a source code analyzer for Java software. It finds unused variables, empty catch blocks, and so forth.

Table I shows some descriptive statistics about these systems. The name of the system is shown in the first column, while the second column reports the total number of versions considered in the study. The minimum and maximum numbers of classes, constructors, methods, and line of code (KLOCs) for each system are reported in last four columns, respectively.

B. Planning

The software systems used in the case study have been selected according to their availability on the web and their non-trivial size. The attention has been focused on systems that have been largely investigated in the software maintenance field (e.g., [11], [12]). Furthermore, the investigation has been performed randomly selecting for each system a subset of consecutive distribution versions. An investigation on all the available distributions should not significantly affect the results of the study.

A software prototype of a supporting system has been also implemented to automate the approach and to conduct the case study. The prototype is implemented in Java and integrates JTombstone (available at jtomestone.sourceforge.net) to detect dead code.

IV. Results and Discussion

In the following, the results and the threats that may affect their validity are presented and discussed.

A. Achieved Results

The results obtained on the versions of each system are summarized in Tables II, III, IV, V, and VI. For each table, the first column shows the version of the distribution, while the number of methods at risk are reported in the second.
The number of events and censored methods for each version is shown in the fourth column. The last two columns report the values of the survival and cumulative survival functions, respectively. For the first version of each system, the values of the survival and the cumulative functions obviously coincide.

The results indicate that JHotDraw (see Table V) is the only software system that did not have any concerns with the presence of dead code. The values of the survival and cumulative survival functions coincide for all the distributions and are always equal to 1. This result may indicate that JHotDraw has been developed paying attention to avoid introducing unused source code (methods in our case). Caution is needed and a special conceived future analysis will be performed to verify this result. Similarly, for each version of JUnit (see Table IV) we can observe high values of the survival function (i.e., mostly close to 1). Furthermore, the values of the cumulative function slightly decrease through the analyzed versions. Differently, the values of the cumulative function computed on the selected distribution versions quickly decrease for JEdit, JFreeChart, and PMD.

The results of this preliminary study suggest that JHotDraw does not require refactoring operations since unused source code is not present. The absence of dead code could be due to the fact that developers avoid as much as possible introducing unused methods or removed them before the deployment of each release. Similarly, the developers of JUnit paid a sufficient attention in introducing new dead code when coding. Conversely, developers did not pay attention to the introduction of unused code in the other three systems. With regard to JEdit, it is possible to observe that the values of the survival functions are close to 1 between the the distribution 4.1 and the distribution 4.3.2. On these distributions the the values of the cumulative function are close to 0. This finding could indicate that developers introduced a lower number of unused methods starting from the version 4.1. The low values for the cumulative function are due to the unused methods introduced in the early versions. Future work could be devoted to analyze the versions 4.0.3 and 4.1 to understand whether unused methods have been removed in the version 4.0.3.

### B. Threats to Validity

The reliability of JTombstone (i.e., the tool used in the identification of unused methods) may threaten the generalizability of the results. In fact, the correctness and the completeness of the set of the identified methods that are actually dead code may strongly affect the results. To reduce as much as possible this threat the case study should be replicated using different tools for dead code detection. Besides, the best solution should be the manual identification of dead method. This is practically impossible on large software systems.

Also, the use of open source software systems may threaten the validity of the results. In fact, this kind of systems is mainly developed according to a mass collaboration. This contrast with the more centralized models of development typically used in the greater part of the software companies. Therefore, it will be worth applying the approach on commercial software to confirm or contradict the achieved results.

### V. RELATED WORK

This section discusses approaches based on survival analysis or that use this kind of analysis to estimate relevant aspects
A future direction for this work could consist in investigating the possible relation between the proposed survival function and measures for estimating software quality factors (e.g., maintainability, efficiency, or understandability). This future investigation will enable to comprehend whether the survival analysis could be also applied for estimating software quality factors. It would be also worth defining a strategy to suggest when and whether refactoring operations must be performed.

It will be also worth adapting the approach to handle source code at different granularity level (e.g., at statement block level). Furthermore, the tool prototypes could be extended to: (i) study software implemented using different programming languages (e.g., C and C++) and (ii) access information in software configuration management tools (e.g., CVS and SVN). Finally, future work will be devoted to compare the proposed estimator with other survival functions.
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