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Abstract—Distributed measurement systems (DMSs) are widely adopted to assist the design and testing of household appliances. Unfortunately, a reference model rarely rules the development of those systems, leading to poor software quality and bringing many troubles in the process of maintenance and integration. Furthermore, the development of measurement systems often suffers from low efficiency due to the complex programming and debugging process. To address the aforementioned issues, we first present a universal reference model serving as a foundation in the design of DMSs, particularly for the household appliance testing industry. The model provides the design criteria and methodologies of DMSs in terms of data collection and management. Then, according to the model, an interactive platform is built to facilitate the software development of DMSs for both local and web-based applications. The platform consists of the reusable component libraries, the client-based assembly subsystem, the web-based assembly subsystem, the data collection subsystem, and the customization subsystem. The software development process for measurement systems is turned into configuring parameters through interactive dialog boxes. The development efficiency and performance of the system generated by the platform are evaluated. Moreover, the model and platform are validated by various development cases for manufacturing enterprises. The results demonstrate that the model is feasible and that the platform remarkably improves the development efficiency and software quality.
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I. INTRODUCTION

PRODUCT testing is an essential part of the manufacturing process in the household appliance industry. It contains various tests such as performance test, sample test, and reliability test [1]. All the tests are completed by the measurement systems in multiple test laboratories distributed over a wide geographic area. These distributed measurement systems (DMSs) become a part of standard production lines, owing to their cost-effectiveness, reliability, and flexibility. They mainly include three parts: instruments, computers, and supervision software. The software part, which is called test software in this paper, is responsible for automatically collecting, managing, analyzing, and presenting the data for the users. Therefore, it is regarded as the backbone of DMSs. With the rapid development of the household appliance industry, web-based services like the remote query are highly demanded for purposes other than the local measurement in the laboratory. Hence, the task of software development becomes more and more important and challenging.

There are two approaches for the software development of DMSs: commercial software tools and textual programming. They are compared in [2]. The first one, which includes LabVIEW, Lab-Windows/CVI, and HP VEE, is specifically designed for measurement applications. The second one, which includes C++ and Java, is relatively flexible, and the designer can freely implement the system function. Although these tools are powerful for development, directly utilizing them often suffers from several problems. First, the developer has to spend lots of time on writing the codes or assembling complex block diagrams and debugging them, resulting in a long development cycle, high cost, and low efficiency. Second, the developer must be familiar with several programming languages and diverse instruments, which is obviously a nontrivial job. Third, because the traditional tools offer a low standardization as they are applied to a special domain, it is difficult to seamlessly integrate the systems or to update them. Most of previous works on DMSs are mainly about solving particular problems [3]–[8] or architecture study [9]–[13]. Few research works focus on further simplifying the system development. In [14], an advanced modular conception of software designed for the purpose of dynamic analog-to-digital converter testing is presented. They just discuss the main principles of development, software blocks, and application modes. Improvements to an innovative instrument software test methodology have been proposed in [15]. It focuses on testing measurement software using new statistical tools for improving the code-and-debugging cycle. And an automated software testing has been realized in [16] for granting a software high quality level. These works focus on the design and testing of measurement software and do not offer a specific development approach to remarkably simplify the software design, particularly for simplifying the coding work. In [17], a virtual environment for the development of distributed measurement applications is proposed. The environment is based on a client/server architecture, and a composer tool is designed to allow a fast development of a new client application. In another similar work [18], a Java-based software environment for DMS
design is proposed. They both design a graphical environment for making front panels of measuring instruments and systems. Virtual panels are designed for the instruments in their works. However, instead of operating and controlling the instruments, the users pay more attention to collecting the sampled data of all instruments equipped, managing them, and evaluating the product performance in the household appliance test field. In addition, various international test standards of appliances [19]–[22] for calculating the product performance should be considered as well. Existing solutions are hard to well meet the requirements of the household appliance test field. The need to design a new development platform that can support the quick development of DMSs for household appliance testing arises.

For building an advanced platform to develop scalable and maintainable measurement applications, a reference model of DMSs from the view of system development should first be constructed by extracting the essential characters. In this paper, we analyze the commonalities and variabilities of measurement applications and construct a reference model that introduces the standardized view on DMS. Then, according to the model, we employ software engineering methodologies to leverage past accomplishments and build an advanced interactive software development platform (ISDP) based on a database. The development of test software becomes visual and, hence, efficient. The designer can develop the software for household appliances testing without writing any code. To the best of our knowledge, the platform is the first custom-built one to develop test software for household appliances.

It is important to note that, although the development platform is intended to be used to develop test software for household appliances, the platform can also be applied to other fields like water quality monitoring and blood cold chain wireless monitoring [23]. Furthermore, with the help of the platform, a web-based ocean monitoring system for the OceanSense project based on wireless sensor networks has been developed in a very short time, which is available at [24].

This paper is structured as follows. Section II describes reference model of measurement systems, which is the basis of the development platform. The design strategy is presented in Section III. Section IV illustrates the development platform and its implementation. The software development procedure and the system deployment are illustrated in Section V. Section VI evaluates the development efficiency and system performance. The application examples are also given. Finally, conclusions are presented together with future works.

II. REFERENCE MODEL FOR DMS

The trend in the recent years has been to migrate away from proprietary hardware and software platforms for DMSs in favor of open and standardized approaches [25]. However, in the household appliance test field, there is no existing reference model that guides the development of measurement systems. Therefore, specific solutions are commonly developed as needs arise. This situation leads to the problems of universality, maintainability, and integration. In this section, a general model of DMSs is provided. The services offered by the reference model are illustrated, followed by an insight on the exchange standard among layers. Based only on the reference model, an advanced software development platform can be designed, and the systems generated from the development platform are interoperable, scalable, and powerful.

A. Background

Most of the test systems for household appliances follow the following structure: a number of instruments are connected to a data collection PC using standard interfaces such as the RS485, GPIB, and Ethernet; each instrument is equipped with many sensors; several sensors constitute a test unit, which is used to monitor one appliance’s status like temperature, electricity, pressure, and so on. One test unit corresponds to one appliance, as illustrated in Fig. 1.

In the test software, there are several parts for describing a test unit: the textual data presentation part, in which the monitoring data are shown in numeric form; the trend display part, in which the change trends of sensors in the test unit are displayed by the curves with different colors; the curve printing...
and report part, which is used to print the curves and export
the testing results in the form of a spreadsheet file; and the
testing result query part, in which the historical data of the test
unit can be queried. Furthermore, one of the main configuration
operations in the design process is about test units, which will
be described in the following section.

B. Layer Architecture

The reference model is designed on the basis of a require-
ment analysis of measurement systems for household appliance
testing. It provides a functional framework for the orderly
development of DMSs. Furthermore, it models the system as
being logically composed of a hierarchy of layers. Each layer
defines a subset of the services necessary to the measurement
system.

Fig. 2 shows the layered structure. The layers are the physical
layer, the collection layer, the management layer, and the appli-
cation layer, respectively. The lower level functions are more
basic and prerequisite for the higher level functions. Each layer
utilizes the services of the adjacent lower layer while providing
its services to the next higher layer.

The physical layer measures a physical quantity and converts
it into an electrical signal. It mainly consists of communica-
tion port, data acquisition instruments, and sensors. The data
acquisition equipment is the building blocks of versatile DMSs.
Based on them people can finish their specific measurement
tasks.

The collection layer consists of a set of classes and inter-
faces which are used to communicate with the data acquisition
equipment. Its importance lies in the fact that it is the link
between the low-level data acquisition hardware and the high-
level management system. The layer has the following features:
itis provides the functional means to collect the data from the
physical layer and transfer the data to the aforementioned layer
periodically; it attempts to detect and correct the configuration
errors of acquisition hardware. For example, it can detect
whether the configuration parameters of instruments are the
same as the configurations that are set in advance. If not,
the instruments can be reset; it performs the control of the
acquisition equipment, like turning on or off the instruments,
and returns the performing status.

The management layer is mainly responsible for performing
three tasks. First, it deals with the request and visit from the
above layer and provides interfaces for receiving data from
the lower layer. When sampled values arrive, this layer will
first preprocess the raw measurement data. In particular, the
definition of virtual sensors, which are used to describe some
parameters is introduced. Instead of measuring from real sen-
sors, the values of these virtual sensors are got by calculating
other sensors’ sampled data. For example, the average value of
multiple real temperature sensors can be viewed as the value of
a virtual sensor. The virtual sensor should be treated identically
with other real physical sensors. For example, its real-time
curve is also drawn. The introduction of virtual sensors is
mainly for simplifying the software design. Second, it takes
charge of the data schedule, such as accessing data from the
database. Third, it stores the configuration settings of measure-
ment systems, which are the regular parameters or configura-
tion information of DMSs in both the software and hardware
sides.

The application layer is actually composed of clients with
different modalities that run on PCs. It provides both the
local and web-based services to translate the raw measurement
results to a more useful and meaningful format. For the local
services, the operator can supervise and control their measure-
ment process in the local laboratories via the desktop applica-
tions. For the web-based services, the remote user can visit
the measurement data by any browser without installing client
applications. In either the local or the web applications, several
necessary functions must be offered for the end user, like
the graphical data presentation, textual data presentation, mea-
surement result query, and measurement result printing and
exporting.

C. Interactions Between Layers

The reference model provides a framework for identifying
the major functional blocks of DMSs. Moreover, it specifies the
interactions between layers, such as the definition of allowable
sequences and formats of exchanged messages. In addition,
it also extracts the common application settings from various
household appliance test systems. These settings are often
reconfigured when developing new systems. Two schemas are
designed for describing these settings, which are the applica-
tion configuration schema and the collection setting schema,
respectively. The extraction of the application settings and
standardization of the configuration format can achieve the aim
of changing the configuration without having to recompile the
codes, which saves the programmer a lot of time and effort. The
two schemas are the basis of the development platform and will
further be described below.

The communications between the physical and collection
layers are classified into the GPIB bus, Ethernet, the serial bus,
Zigbee, the PCI bus, and so on. Based on the communication
interfaces of the hardware equipment, the two layers exchange
information by the proprietary protocols offered by the manu-
facturers, as shown in Fig. 3. Therefore, it is not necessary to
specify the additional protocols. The collection layer transfers
the communication commands to the physical layer, and the
physical layer returns the execution results in ASCII string or
binary format. It is noted that the communication commands
refer to the commands defined by the manufacturers in advance.
Fig. 3. Interaction between the physical and collection layers.

<table>
<thead>
<tr>
<th>Management Layer</th>
<th>Interface to application layer</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Data management</td>
</tr>
<tr>
<td></td>
<td>Application configuration</td>
</tr>
<tr>
<td></td>
<td>Collection settings</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Collection Layer</th>
<th>Interface to management layer</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Data collection</td>
</tr>
<tr>
<td></td>
<td>Instrument driver</td>
</tr>
</tbody>
</table>

Fig. 4. Interaction between the collection and management layers.

Fig. 4 shows the interaction between the collection layer and the management layer. The two layers communicate based on TCP/IP, and their interaction realization can be based on web service technology. The exchange variables between them can be regarded as quadruples \((t, v, i, s)\), where \(t\) is a time stamp that represents the sampled time, \(v\) is the value of a sensor at time \(t\), \(i\) refers to the instrument that the sensor belongs to, and \(s\) indicates the sequence number of the sensor. The implementation of the quadruples can be XML or ASCII. Furthermore, its schema can be seen in Fig. 5(a). After the management layer correctly receives all the quadruples, it will return an acknowledgment. The main advantage of the quadruples is that they offer a simple format for receiving data from the lower layer or other similar data acquisition systems, further promoting the system integration. In addition, a schema is designed for describing the main settings of data collection systems, which are about the interface, channel, and data collection function of instruments, as shown in Fig. 5(b).

The main exchanges between the management layer and the application layer are collection commands, measurement data, and configuration data, as shown in Fig. 6. For the collection commands, the model adopts the logical commands, which schema can be seen in Fig. 7(a). Generally, different instrument manufacturers have different commands to control and acquire data from their data acquisition equipment. These manufacturers’ commands are defined as physical commands in this paper. To make the lower mechanism transparent, the model defines the logical commands to unify the access and control of diverse data acquisition equipment. The logical commands will be remapped into the real commands in the collection layer so that the equipment can recognize them. The use of the logical commands achieves the aim of instrument independence. Any instrument in the physical layer can be replaced without impacting the high layer. For the measurement data access between the two layers, two types of data are contained, as shown in Fig. 7(b). There are the basic measurement metadata (the description of the measurement process, like the laboratory name, the number of sensors, the test time, and the instrument information) and the sensor data (the samples of sensors, the sensor type, the precision, and so on). For the configuration data, two parts are included, as shown in Fig. 7(c). One is the configuration data for describing the test units, which are mainly curve display parameters for test units; the other is for building an input form that provides the user with an interface for inputting the information of household appliances. The applications will read the configuration data to finish initialization when running.

III. ISDP DESIGN

A. Design Strategy

One of the primary design goals of the development platform is to construct the measurement systems following the reference model aforementioned. For the realization of the data collection layer, a stand-alone subsystem can be built. For the management layer, the critical performance parameters, which are used to describe the performance of appliances, can be viewed as virtual sensors, as defined in the reference model. Their “monitoring” values can be got from special calculation functions, which are constructed according to the international test standards of household appliances. In the application layer, the approach of component-based development is widely used for the software development [26]. Because the functions of the test software for different appliances are fixed and similar, it is possible to design several reusable components that implement the common functions. Furthermore, the attributes and elements in the schemas presented in the model can be defined in the components. By assembling these components, the test software can easily be generated. In addition, there are often many application settings in a test system. To specify them in a convenient and standard way, two ways are presented in this paper. One is to create the XML configuration files based on the schema in the model and then import them to a database, which is a little complicated and requires the developer to know the relevant knowledge. The other way is to design a friendly interactive interface for specifying settings and storing them into a database, which does not require the developer to know the programming language.

B. Roles Definitions

According to the design strategy, some roles from the perspective of the development platform are defined in this paper. Some terms will be used, which may not have the same signification as the ones used in other literature.

1) **Builder**: It refers to the designer of ISDP. The authors are the builders who build the basic development platform. We must know the programming language and constitute
the criterion for software configuration and integrating new data acquisition devices.

2) **Improver**: It refers to the person who further improves the platform. The improver mainly operates configuration files to integrate new devices or develop software. Few codes may be written.

3) **Designer**: It refers to the person who uses ISDP to construct the test software. The person is guided by the platform step by step to finish the development process.

4) **Tester**: It refers to the person who operates the test software in the laboratory. The test of the household appliances and the control of the instruments can be completed by the tester.

IV. ISDP IMPLEMENTATION

In this section, the whole ISDP structure and the database design are first introduced, and then, all parts of ISDP are described one by one.

A. ISDP Structure

Fig. 8 shows the complete platform architecture. The platform consists of the reusable component libraries, the data collection subsystem, the client-based assembly subsystem, the web-based assembly subsystem, and the customization subsystem. All of them are integrated based on the database. Specifically, the reusable component libraries contain the web-based component library and client-based component library, which support the web-based and local test applications, respectively. The web-based components and client-based components are assembled into two subsystems, which are the web-based assembly subsystem and the client-based assembly subsystem. The data collection subsystem is responsible for collecting all the monitoring data from the instruments or acquisition boards. The customization subsystem offers the designer some assistants to specify the overall parameters of the test software and store the parameters into database. These assistants provide a friendly interface to guide the designer step by step and allow him to go back and forth in the design process.

B. Database Overview

Now, the whole development procedure is presented. First, the designer specifies the configuration parameters and stores them into the database using the customization subsystem. Then, both the client-based and web-based applications obtain the parameters to initialize their own components. In addition, the two applications often obtain or modify the information from the database in the test process of the appliances. Hence, the design of the database is crucial. The database was created using Oracle 10g, and the following database tables are designed: software configuration tables that contain all the configuration parameters of the client-based and web-based test software, a product information table, a test data table, and a user information table. Fig. 9 illustrates the main database schema used in this paper. A detailed description of these tables is provided below.

1) **Software configuration tables**: They mainly correspond to the application configuration schema and collection...
Fig. 7. XML schemas. (a) Logical commands in the XML schema. (b) Measurement information structure in the XML schema. (c) Application configuration schema. Here, only the tables about the application configuration are given: the TestUnitConfig table, which is used to store the relevant information about a test unit; the SubwindowConfig table, which stores all the subwindow information for displaying sensor curves; the CoordinateConfig table, which contains the coordinate parameters such as the unit and the name in the subwindows; the SensorConfig table, which stores the sensor parameters for drawing curves like color and ID of the coordinate; and the InputInfoConfig table, which contains parameters for building a product input form. All these tables are denoted by blue in the figure.

2) Product information table: It stores the basic information for testing appliances, such as the begin time of testing, the end time of testing, the appliance type, and the serial number of appliance. It refers to the InputInfoValue in the figure, which is represented by green.

3) Test data table: It is used to store the sampled values and the calculation data.

Fig. 8. Platform structure.
4) **User information table:** All the users’ information and their ranks are stored in this table.

### C. Reusable Component Libraries

The client-based and web-based component libraries have been designed. Components in the two libraries perform similar tasks and functions but with their own modalities. The client-based components are constructed by the Microsoft Visual Studio, and the web-based components are developed based on Java. They are configurable and have already been verified.

In the household appliance test case, the following components have been designed: product information input component (CInput); trend display and operation component (CDisp); numeric display component (CNum); historical viewer component (CHis); testing result export component (CExp); and data management component (CMan).

### D. Data Collection Subsystem

A scalable and stand-alone subsystem that supports most common data acquisition instruments is built. The verified subsystem remarkably shortens the debugging time of communicating with hardware. When applied to other test applications, it is adjusted by resetting the parameters. Web service technology is adopted in the implementation process, which can make instruments accessible in a standard-based and uniform way.

In the implementation process, the subsystem adopts the logical commands defined in the reference model for communicating with all instruments, and an XML file of logical commands is given as an example in Fig. 10(a). For example, when receiving the logical command of “RequireAll”, all instruments will be collected, and all the sampled data will be sent. In the household appliance test filed, multiple clients can visit a laboratory’s test data. The collection subsystem gathers data in a periodic fashion. It listens for the clients’ data...
request and transfers the corresponding updated data to each client in a standard XML format, no matter which instruments are equipped. The simple sampled data XML file is shown in Fig. 10(b). Generally, a client does not aggregate data from multiple data collection systems, because a data collection system corresponds to a test laboratory and the user just focuses on a laboratory’s test data at a certain time. Therefore, there is no synchronization problem between multiple data collection subsystems.

Fig. 11 shows the layered subsystem. From the bottom to the top, it consists of the communication interface layer, the driver layer, the middleware layer, and the service layer. The entities of the interface and driver layers are provided by the instrument manufacturers. The middleware layer is responsible for periodically gathering data from all the instruments. There exist two main programs: the data interface program and the periodic collection program. The data interface program takes charge of receiving the logical commands. It also aggregates the sampled data got from the periodic collection program into XML format. The periodic collection program calls the data collection functions based on the configuration information library. It is used to store the specified instrument settings like communication interfaces, channel settings, and the data collection function name. The data collection function library can be implemented by a dynamic-link library (DLL). Furthermore, the DLL path, the DLL name, and the function names defined in the DLL should be specified in the collection setting library. The service layer mainly includes the collection service and the registry service. The service consumer and provider communicate with each other through a simple object access protocol (SOAP). Based on the aforementioned design, the subsystem should achieve the aim of hardware independence and reuse, as described in [27].

All the realizations of uniform services access and uniform data collection commands can make the designer create portable and scalable data acquisition systems without knowing any programming knowledge of the instruments. Fig. 12 shows the message sequence chart that illustrates the workflow of the subsystem. It is pointed out that this subsystem is constructed based on our previous projects, and it only supports most of common instruments now. However, the improver can integrate any new instrument just by adding DLLs and specifying the collection setting library without recompiling the subsystem, because of the good design of the subsystem.

E. Assembly Subsystems

The web-based assembly subsystem and the client-based assembly subsystem have been developed in the platform. Furthermore, the database access functions that are called by the runtime systems are both provided in the two subsystems. Those database access functions are implemented and assembled in advance. It allows the designer to use database functions without knowing much about database programming knowledge. For the web-based data query, the web-based components developed in advance are assembled. For the local test, client-based components are integrated. Hence, the database, the data collection subsystem, and the assembly subsystems construct the whole test software. Based on the assembly subsystems, various types of test software for different requirements can be generated by adjusting the corresponding parameters.

F. Customization Subsystem

For speeding up the setting process of parameters for the designer, the customization subsystem is developed. The subsystem contains several assistants that drastically accelerate the design process. The designer can specify the parameters of the assembly subsystems and check them via the subsystem. The detailed descriptions are described in [28].

1) Parameters Configuration Assistant: The assembly subsystems contain several components with many attributes. The functions provided by CNum, CHis, CMan, and CExp are relatively common and fixed. Once they are developed, the designer rarely resets them. However, the data collection subsystem and other components like CInput and CDisp are often reset to adapt various test applications. This assistant provides several friendly dialog boxes to guide the designer step by step and allows the designer to go back and forth in the design process.

1) Settings for basic information: The designer should first specify the basic information as the precondition for the following operations, such as the name of the software, the type of appliances, and the total number of sensors, as shown in Fig. 13(a). It is noted that the number of the virtual sensors should be included in the specified total number of the sensors if the virtual sensors are adopted in the test software.

2) Settings for CDisp: In the CDisp, the subwindow class, the sensor class, and the coordinate class have been designed. The main operations for the designer are only...
the attribute configuration, as illustrated in Fig. 13(b). In particular, in this step, the display parameters of virtual sensors should also be specified like the other real sensors, like its color and name.

3) **Settings for CInput**: This step allows the designer to specify which information should be obtained from testers. The designer first specifies the number of each input type, as shown in Fig. 13(c). Then, the assistant asks the designer to input the default contents one by one.

4) **Settings for the data collection subsystem**: Two configuration methods are offered for the data collection subsystem. One is reloading the configuration files, which are ever used in the past; the other is customization mode. In the customization mode, the new setting information can
be saved as a new configuration file, which can be reused in future applications.

2) **Validity Confirmation Assistant:** After all the parameters have been specified, the designer performs the consistency checking to scan the possible errors in the design process and several aspects of the application. When finishing the error checking, the new test software is generated.

Another way to specify these parameters is to create the XML configuration document based on the defined schema in the model. Considering the paper length, Fig. 14(a) and (b) just display parts of the application configuration and the collection setting XML documents, respectively. After specifying the parameters, the XML files will be imported into the database.

V. PERFORMANCE EVALUATION AND APPLICATIONS

A. System Deployment

After finishing the parameters configuration, the test system can be deployed, as shown in Fig. 15. Generally, the physical layer is implemented by real acquisition hardware. The application layer lies on the client application, while the collection layer and the management layer lie on the server application. The client finds the server by the directory services, and the directory is configured in advance. In the real deployment, the application layer, the management layer, and the collection layer can be implemented in a single computer with high performance.
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B. Development Efficiency

A traditional development platform consists of many parts like the programming language, the runtime environment, and the reusable library. To learn a new object-oriented programming language may take a few days. Furthermore, it can take one or two months to learn the details of a new development tool like Microsoft Visual C++ and even longer to become familiar with its use. ISDP is an interactive platform that guides the designer step by step. All of the operations are provided by dialog boxes. The designer need not know any programming language. Hence, the development efficiency is remarkably improved.

The ISDP development efficiency is further evaluated in terms of system development, testing, and maintenance based on the refrigerator testing case. The test software is used to store and analyze the change trend of the refrigerators’ temperature and electricity. For building such a local test system, four software development approaches have been adopted: the coding approach, in which the test software is developed from zero by the Microsoft Visual Basic; the modification approach, in which the software is developed by modifying the codes from other similar projects, for example, the programmer develops a new test system for refrigerators based on the prevenient test system, in which the number of test units and sensors, software interfaces, and data collection instruments are different (all the differences have to be modified one by one in this approach); the component approach, in which the designer assembles the existing components and writes few codes for development; and the ISDP approach, in which the software is developed by the proposed platform. The designer just per- forms the parameter configuration based on requirements. The whole development cycle, including development, testing, and maintenance, is statistically evaluated for each approach. The comparison results can be seen from Fig. 16.

C. System Performance

Due to the adoption of the XML and SOAP standards, the performance of real-time data update is not excellent. However, in the household appliance test field, the tester focuses more on the data analysis. The sampling interval for data collection can be set as 15 to 30 s. Generally, this speed of data update can meet the testers’ requirements.

The graphic presentation is very important in the household appliance test field, so the graph generation time is evaluated when querying different amounts of data for both the client-based and web-based test software. The total time from the user request to result display includes the cost time of reading data from the database, the result transfer time from the server to the client side, the time of drawing curve, the client request time, the server parse time, and so on. For the web-based test software, the data reading from the database and curve drawing are finished by the server side. A picture with drawn curves is transferred to the client. In the client-based test software, the original data are transferred to the client and then converted into a graph by the client. For evaluating the system performance, experiments are conducted in three environments, in which the client and the server are connected to a LAN, WAN, and wireless network, respectively. We build the wireless environment based on an access point (AP), which uses IEEE 802.11 standards. Within the range of the AP, the client equipped with a wireless LAN adapter can connect to the server. In addition, a computer named C1 with dual Pentium processors and 2 GB of RAM is employed as the server. Furthermore, another computer named C2, which is equipped with 1 GB of RAM, is used as the client. Moreover, Oracle 10g is installed in the two computers. As illustrated in Fig. 17(a), when few data are transferred, the response time of the client-based test software is less than the web-based test software, no matter in which environment they are. However, the web-based test software does better than the client-based test software when gradually increasing the amount of data, as shown in Fig. 17(b). That is because, in the web-based test software, the curve is drawn in the server side and only a picture is transferred instead of transferring lots of data to the client and then drawing in the client-based test software. To fairly estimate their performance without considering the impact of network transferring, the client-based and web-based test software are deployed on the same computer, which is used as the server and client. Experiments are performed on the C1 and C2, respectively. The performance gap between the two kinds of software is tiny, as shown in Fig. 17(c).

In all, the client-based test software has rich interfaces and interaction, as well as good performance in graph generation time when querying small amounts of data. However, the data have to be transmitted to the client, which is not suitable for a low-speed network. It should be adopted for the local test applications in the LAN environment. The web-based test software has excellent remote query performance without transferring lots of data. However, the user interaction by the browser is poor. The implementation of curve zooming in, zooming out, moving, and marking is complex, and these operations are unfriendly. Hence, the web-based test software mainly serves the enterprise manager for remote test.

D. Application Example

The new platform has been validated by applying it to developing test software for many types of appliances such as

![Fig. 16. Development efficiency comparison among different approaches.](image-url)
refrigerators, air-conditioners, washing machines, and electrical water heaters. The software development is accomplished in just several days. For the local test application, the client-based test software is installed in the local laboratory computer. For the web-based test application, the distributed database systems are adopted. Each test laboratory has a database server, and every department in the corporation has a web server. Anyone can visit the testing information over the Internet by any web browser if he owns the special authority. Fig. 18(a) shows the detailed topology, and the whole appearance of two test laboratories can be seen in Fig. 18(b) and (c). In particular, for the refrigerator testing, the data acquisition instruments are exhibited in Fig. 19(a). Furthermore, the trend display screens of the client-based and web-based test software are shown in Fig. 19(b) and (c). In addition, with the help of the platform, a web-based system for ocean monitoring based on wireless sensor networks [29] has also quickly been developed. All of the cases have proved that the development platform is flexible enough and remarkably improves the development efficiency.
VI. Conclusion

Based on previous projects, the common characters of test applications for different types of appliances have been studied. Then, we have presented a reference model for DMS development in the household appliance test field. According to the design principle defined by the model, a software generation platform has been developed, which is customizable and flexible and has a high degree of automation. In the design process of ISDP, modularity has been implemented using components that are reconfigurable and designed to have replacement independence. For easily and quickly developing the test software, friendly graphical configuration dialog boxes have been developed for the designer. They enable the designer to concurrently specify the appropriate parameters for both the client-based software and the web-based test software. Since the platform was put into practice, good results have been obtained in the household appliance testing domain.

The development platform is a huge engineering, so some limitations inevitably exist. For example, the number of components and component functions should be increased to build a powerful platform; the interactive dialogs of the customization subsystem should further be improved; the platform is based on the Oracle database and now cannot support other databases. Considering the limitations and growing requirements, we have decided to broaden and update the platform to support efficient development of more complex testing applications in the future.
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