During the last decades agents and multi-agent systems are widely used for Intelligent Tutoring System (ITS) development. However, in the most cases no specific methodologies are used to create multi-agent based ITSs. Nevertheless, the methodology is necessary to bring the technology into an industry.

Extensive research in the agent oriented software engineering (AOSE) is ongoing and several agent oriented software engineering methods and methodologies have been proposed. Some of the proposed methodologies include requirements engineering, too, for example, Gaia [1], Prometheus [2], MESSAGE [3], MaSE [4], Tropos [5] and PASSI [6]. At the same time, ITSs have been studied on their own. So, the main characteristics and possible requirements are already known. The set of agents for ITS development is defined [7], as well as a multi-agent architecture for ITS development [8]. This research has to be taken into consideration during the development of a specific ITS.

Multi-agent based ITSs consist of specific agents and modules [9], and are intended to realise specific and complex process of tutoring, which is not taken into consideration in the general-purpose methodologies. Moreover, ITS is a very specific type of agent-oriented software, due to the following characteristics. ITSs are weakly integrated into organisation and have only a few actors (usually no more than three: a learner, a teacher, and an administrator). Thus, requirements can hardly be derived from organisational analysis or roles. Majority of requirements have to come from the tutoring process that a system implements. For details about the impact of the characteristics of ITS on the development process, see [10]. As a consequence, only a small part of requirements analysis techniques used in AOSE are applicable to ITS. There are no general purpose AOSE methodologies that use only appropriate techniques for ITS and allow to use results of the research carried out in the field of ITS. So, the general purpose methodologies are hardly usable in ITS development. At the same time, there are no specific methodologies for multi-agent based ITS development. Thus, there is a need to develop specific approaches for every phase of multi-agent based ITS development and finally integrate them into a multi-agent based ITS development methodology. The developed methodology should include the main ideas from both fields, namely, AOSE and ITS research and take into consideration the main characteristics of ITSs. This paper describes a specific requirements analysis approach for multi-agent based ITS. The approach consists of the most suitable AOSE techniques for ITS requirements analysis.

The remainder of the paper is organised as follows. The second section describes the steps done during the requirements analysis and the proposed approach in general. Section three includes a simple case...
study for the proposed approach. Section four describes produced artefacts of analysis phase and their usage in further development phases. Section five includes conclusions and future work.

2. Requirements analysis steps

Various requirements analysis techniques exist. The following ones are used in AOSE: goal modelling (Prometheus [2], MESSAGE [3], MaSE [4], Tropos [5]), use case modelling (MaSE [4], Styx [11], MAS-CommonKADS [12]), task modelling (Prometheus [2], MESSAGE [3], MaSE [4], DESIRE [13], PASSI [6]), organisation analysis (Gaia [1], Tropos [5], MESSAGE [3], MAS-CommonKADS [12], CoMoMAS [14]), agent or role identification (MESSAGE [3], AORML [15]). Agent based ITSs are a specific class of systems with their characteristics. Thus, some requirements analysis techniques are more suitable for ITSs development than others. Organisation analysis and agent or role identification techniques in most cases are not suitable for ITSs at all. Organisation analysis is used to elicit requirements from organisational structure and other organisational characteristics, but ITSs in their turn hardly depend from any organisation. They are used to teach students and are weakly integrated into organisational processes. Mainly only a few actors (a learner, a teacher, and an administrator) are communicating with the system. So the model including up to three actors is hardly informative. We believe that the following three techniques are applicable to ITS development: goal modelling, use case modelling and task modelling, because these techniques are more dedicated to the functionality of the system.

We have chosen to start requirements analysis with the goal modelling step, because goal is one of the easiest forms to formulate the knowledge of domain experts. Teachers usually are used as experts in their courses. Teachers are able to state the goals of the system, because they know what they want to achieve by the system. At the same time they hardly ever know, how agent based ITSs work and how these goals can be achieved. Goals can also be used to help use case creation later during the requirements analysis. DeLoach states that once captured and explicitly stated, goals are less likely to change then activities involved in accomplishing them [4]. Therefore, any other artefact built during the requirements analysis or design phases can be checked against goals – does the system specified in the artefact achieves all goals. These are additional positive characteristics of the goal modelling.

The use case modelling has been chosen as the second technique for requirements analysis. This technique is well elaborated and well known requirements analysis technique analysing the system from different perspectives. Use cases at their own state the high level functional requirements of the system. Use case scenarios specify the way, how these requirements must be fulfilled. Tasks to be accomplished by the system can be derived from scenarios. Interaction among components (agents in case of AOSE) can be derived from scenarios, too. Different use case based techniques can be used during design, implementation and even testing phases.

The third technique that can be successfully used in ITS development is task modelling. Although, having the goal model, creation of the task model is already a design of the tasks that the system has to accomplish to achieve the goals. Therefore, we believe that task modelling has to be included in design phase but not in requirements analysis phase.

So, in our approach during the analysis phase two main successive steps are done, namely goal modelling and use case modelling. The results of the goal modelling are used during the use case modelling. Analysts doing requirements analysis and using the proposed approach need the following knowledge and skills:

- Knowledge about the system under development and its goals. This knowledge is used in the goal diagram and use case models. Thus, domain experts have to participate in the requirements analysis process.
- Use case modelling skills.
- Goal modelling and a goal tree building skills.
### 2.1. Goal modelling step

During the goal modelling step goal elicitation and decomposition is performed. The step is carried out using the following algorithm (see Figure 1):

1. Define one or more goals to be accomplished using the intelligent tutoring system.
2. Add subgoals that have to be achieved to reach each higher level goal.
3. Continue a goal decomposition until each lower level goal can be achieved by doing direct action or actions.
4. In case the requirements analysis team is bigger than a few people, write goal descriptions, because team members that have not participated in a goal modelling can misunderstand goals if only names of the goals are used. The goal description contains:
   a. Goal description – a brief free text description of the goal.
   b. Condition to be used to determine if the goal is achieved.
   c. An actor that needs to achieve the goal. In many cases the majority of ITS’s goals are linked to a learner. In these cases an actor can be specified only for goals needed for other actors, for example, a teacher or an administrator. Actors should be specified also in case if goal descriptions are not written, because they are used during the use case modelling.

![Fig.1. Algorithm used for goal modelling](image)

As a result of goal modelling a goal diagram is created, depicting goals and hierarchical relationships among them. Goals are denoted by rounded rectangles, while decomposition links are denoted with unoriented links. The direction of the hierarchy is determined by the placement of the goals. Decomposition is the only possible semantics of the relationships in the goal diagram. Two types of decomposition are distinguished:

- **AND decomposition**, meaning that all subgoals have to be achieved to reach the higher level goal. This kind of decomposition is denoted with a simple line.
- **OR decomposition**, meaning that at least one of the subgoals has to be achieved to reach the higher level goal. This kind of decomposition is denoted by a diamond and connecting lines.

Elements of goal decomposition are denoted in Table 1.
Table 1

<table>
<thead>
<tr>
<th>No.</th>
<th>Element of diagram</th>
<th>Notation</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>Goal</td>
<td><img src="image" alt="Goal" /></td>
</tr>
<tr>
<td>2.</td>
<td>“AND” decomposition</td>
<td></td>
</tr>
<tr>
<td>3.</td>
<td>“OR” decomposition</td>
<td></td>
</tr>
</tbody>
</table>

2.2. Use case modelling

The second step done during the analysis is use case modelling. At this step system level use cases are modelled, identifying actors which interact with the system and processes (use cases) happening in the system. This step consists of the following tasks:

1. Identify all actors. ITSs usually have only one primary actor (a learner), which initiates use cases. However, an analyst has to remember that other stakeholders either receiving information from the system or interacting with it in any other way are secondary actors. These secondary actors are added to actors identified during the goal modelling (included in goal descriptions).
2. Create use cases corresponding to actions that have to be done to achieve the lower level goals of the goal hierarchy. Add created use cases to the use case diagram.
3. Create the main success scenario (i.e. scenario in which all actions are completed successfully) for each use case. Creation of the scenario is described in [16].
4. Identify possible exceptions from the success scenario and create use cases and scenarios for identified exceptions. Add created use cases to the use case diagram as extensions of corresponding use cases.
5. Create a description of each use case. A description contains the following mandatory fields: name, goal (achieved by the use case), main success scenario, exception scenarios, preconditions and postconditions. The following optional fields can be added to the description if needed: actors involved in the use case, relationships with other actors and notes. Writing of use case descriptions is described in [17].
6. Use case optimisation using links “<<extend>>” and “<<include>>” among use cases can be done, if necessary.

Algorithm used in use case modelling is shown in Figure 2.

![Fig.2. Algorithm used for use case modelling](image)

As a result of use case modelling step the following artefacts are produced:
• UML use case diagram, consisting of actors, use cases, and three types of links among them: an interaction link between an actor and the use case, “<<include>>” and “<<extend>>” links between use cases. Notation used to create use case diagrams is described in Table 2.
• Use case scenarios.
• Use case descriptions.

Table 2

<table>
<thead>
<tr>
<th>No.</th>
<th>Element of diagram</th>
<th>Notation</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>Actor</td>
<td><img src="image" alt="Actor" /></td>
</tr>
<tr>
<td>2.</td>
<td>Use case</td>
<td><img src="image" alt="Use Case" /></td>
</tr>
<tr>
<td>3.</td>
<td>Link „interacts”</td>
<td><img src="image" alt="Link „interacts”" /></td>
</tr>
<tr>
<td>4.</td>
<td>Link „include”</td>
<td><img src="image" alt="Link „include”" /></td>
</tr>
<tr>
<td>5.</td>
<td>Link „extend”</td>
<td><img src="image" alt="Link „extend”" /></td>
</tr>
</tbody>
</table>

3. Case study

To illustrate described requirements analysis approach a simple case study is developed. Requirements analysis is done for an ITS with the following main requirements. The system has to teach a course to a learner. Course has to be taught by providing learning materials of each topic. After a learner has studied the provided materials the system has to provide a problem or a test for a learner to solve. A problem or test for each learner has to be unique to prevent the learners from copying results. After solving the problem a learner has to receive appropriate feedback. After a learner has passed some tests further learning materials have to be adapted to his knowledge level. Additionally, the system has to inform a teacher about very weak testing results to be able to assist learners if necessary.

3.1. Goal modelling

The first step of the goal modelling is definition of higher level goals. The analysed ITS has one main goal: “Learner taught and tested by the system”. This goal is not achievable executing simple actions. So subgoals have to be defined. To achieve the top level goal the following goals have to be reached (goal’s name and a brief description provided):
• Appropriate learning materials provided. The system has to provide learning materials of the appropriate level according to the learner’s knowledge level.
• Unique problems provided. The system has to provide unique problems to each student to prevent students from copying solutions.
• Feedback provided. After the learner has finished the task, the system has to provide appropriate feedback about his/her mistakes.
• Teacher informed. System has to inform a teacher if there is a learner having very poor testing results and needing teacher’s guidance.
Table 3

<table>
<thead>
<tr>
<th>Name:</th>
<th>Feedback provided</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>After the learner has finished the task, the system has to provide appropriate feedback about learner’s mistakes.</td>
</tr>
<tr>
<td>Condition:</td>
<td>All learner’s mistakes are clearly explained to the learner.</td>
</tr>
<tr>
<td>Actor:</td>
<td>Learner</td>
</tr>
</tbody>
</table>

The first three of the abovementioned second level goals are needed for the learner, but the last one is needed for the teacher. So, the system has two actors. In Table 3 an example of writing goals’ descriptions is given.

None of the second level goals defined above is concrete enough to be achieved by a simple action. So, all these goals are decomposed into third level goals. To achieve the goal “Appropriate learning materials provided” the learner’s knowledge has to be modelled (goal “Learner’s knowledge evaluated using test results”) and learning materials have to be adapted to the knowledge level of each learner (goal “Learning materials adapted”). To provide a unique problem to every learner, problems have to be generated from the domain knowledge by the system. So, the goal “Unique problems provided” can be achieved by reaching only one more specific goal – “Problems generated from the domain knowledge”. To provide the appropriate feedback to the learner after problem has been solved three goals need to be achieved: generated problems must be solved by the system; learner’s mistakes have to be detected by comparing a learner’s and a system’s solutions; and appropriate feedback as reaction to each mistake has to be chosen. Thus, three corresponding subgoals are defined, namely, “Generated problems solved”, “Learner’s mistakes detected” and “Appropriate feedback chosen for each mistake”. To inform a teacher about learners’ success, each learner has to be identified, his results must be registered and a teacher has to be communicated if needed. Three appropriate subgoals are defined, namely, “Learner identified”, “Learner’s results registered”, “Results sent to the teacher”. Now, all the lower level goals can be achieved by doing simple actions. Thus, goal modelling step is finished. The goal diagram built during this step is shown in Figure 3.

[Diagram of goal tree]

Fig.3. Goal diagram
3.2. Use case modelling

After finishing goal modelling, use case modelling is done step-by-step. The first step is the actor identification. Goal descriptions contain two actors: a teacher and a learner. However, these actors are not the only ones, because a system administrator is needed to manage learners’ profiles and to give learners access to specific courses. So, system has three actors.

The second step is use case definition step. During this step use cases that are needed for the achievement of all lower level goals from the goal diagram are specified one by one. The first lower level goal is “Learner’s knowledge evaluated using test results”. Two use cases are defined to achieve this goal, namely “Evaluate solution” and “Update student model”, because student model can be updated either by the system as a result of learner’s solution’s evaluation or by a teacher who manually evaluates learner’s knowledge level. Use case “Evaluate solution” is shown as an example, including all steps of use case modelling. The success scenario of this use case is the following:

1. A learner submits the solution;
2. The solution is compared with the system’s solution;
3. Learner’s mistakes and their causes are identified;
4. Feedback is generated and provided to the learner;
5. Student model is updated, including results of new testing;

After defining a success scenario, possible exceptions are defined. The use case under consideration has one main possible exception: if learner’s results are too low, then instead of updating a student model, a teacher is informed. The exception scenario includes one step: inform teacher. The use case description of the use case “Evaluate solution” is shown in Table 4.

Table 4

<table>
<thead>
<tr>
<th>Name</th>
<th>Evaluate solution</th>
</tr>
</thead>
<tbody>
<tr>
<td>Goal:</td>
<td>Learner’s knowledge evaluated using test results, learner’s mistakes detected</td>
</tr>
<tr>
<td>Success scenario</td>
<td>1. Learner submits the solution;</td>
</tr>
<tr>
<td></td>
<td>2. The solution is compared to the system’s solution;</td>
</tr>
<tr>
<td></td>
<td>3. Mistakes and their causes are identified;</td>
</tr>
<tr>
<td></td>
<td>4. Feedback is generated and provided to the learner;</td>
</tr>
<tr>
<td></td>
<td>5. Student model is updated, including results of new testing.</td>
</tr>
<tr>
<td>Exceptions:</td>
<td>During the 5th step it is checked, if the learner’s results are too low. If results are too low, the use case “Inform teacher” is done.</td>
</tr>
<tr>
<td>Preconditions:</td>
<td>Problem is generated and handed over to the learner.</td>
</tr>
<tr>
<td></td>
<td>Problem is solved by the system.</td>
</tr>
<tr>
<td>Postconditions:</td>
<td>Student model is updated;</td>
</tr>
<tr>
<td></td>
<td>Feedback is given to the learner.</td>
</tr>
</tbody>
</table>

After completing work on the first use case, use cases needed to achieve other lower level goals are elaborated. Table 5 includes the summary of use cases defined to achieve all lower level goals.

When all use cases are defined, i.e. when all lower level goals can be achieved by the defined use cases, the use cases are optimized. The following optimisation of use cases is performed: the use case “Generate feedback” includes all steps done during the use cases “Generate feedback” and “Update student model”. So, two relationships “<<include>>” are created. The use case “Problem generation” includes creating a solution for the generated problem. Thus, one more inclusion is created. The resulting use case diagram is shown in Figure 4.
Use cases created to achieve goals

<table>
<thead>
<tr>
<th>No.</th>
<th>Goal</th>
<th>Use cases</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>Learner’s knowledge evaluated using test results</td>
<td>Evaluate solution, update student model</td>
</tr>
<tr>
<td>2.</td>
<td>Learning materials adapted</td>
<td>Generate learning material</td>
</tr>
<tr>
<td>3.</td>
<td>Problems generated from domain knowledge</td>
<td>Generate problem</td>
</tr>
<tr>
<td>4.</td>
<td>Generated problems solved by the system</td>
<td>Solve problem</td>
</tr>
<tr>
<td>5.</td>
<td>Appropriate feedback chosen for each mistake</td>
<td>Generate feedback, evaluate solution</td>
</tr>
<tr>
<td>6.</td>
<td>Learner’s mistakes detected</td>
<td>Evaluate solution</td>
</tr>
<tr>
<td>7.</td>
<td>Learner identified</td>
<td>Register learners to the system, log in to the system</td>
</tr>
<tr>
<td>8.</td>
<td>Result sent to the teacher</td>
<td>Inform teacher</td>
</tr>
<tr>
<td>9.</td>
<td>Learner’s results registered</td>
<td>Update student model</td>
</tr>
</tbody>
</table>

Fig.4. Use case diagram

4. Produced artefacts and their usage in further development phases

During the analysis phase the requirements specification is developed. This document contains two main parts, namely goals that have to be achieved by the system and use cases of the system. The goal model of the system includes the goal diagram (hierarchy) and goal descriptions. The use case model consists of the use case diagram and use case descriptions, including use case scenarios. Requirements analysis of the ITS is the first, but not the last phase in the ITS development. Thus, one of the main prerequisites for requirements analysis approach is that the artefacts developed during the requirements analysis can be used during the later phases.
Traditionally a goal model is used to create tasks (for example, in MaSE methodology [4]) that have to be accomplished or functionalities (for example, in Prometheus methodology [2]) that are needed in the system to achieve goals. However, goals can be used in an additional way. Each artefact created during the design process can be checked against goals. For example, after system’s task definition a set of defined tasks is checked against goals by checking if each lower level goal is achieved by the tasks defined. So, if tasks are defined using use cases not goals, then an important crosscheck can be added to the approach. Such crosschecks are important to eliminate possible design errors and are used, for example, in MaSE methodology [4].

Use cases have even wider usage during the design phase. Steps included in use case scenarios define tasks that have to be accomplished by agents. Although, there is no direct mapping between use case scenario steps and tasks (a step may correspond to more than one task and vice versa), tasks are created to accomplish steps of the use case scenario. After creating tasks based on use case scenarios, a crosscheck against goals is carried out. If an unachieved goal is found then use case scenarios are checked against goals. If a use case, that achieves the goal, exists, then only tasks are refined. If the use case model does not include achieving a goal, then the project is returned to the requirements analysis phase and the use case model is refined. To summarise, we propose to create tasks using use cases and to check created tasks against goals, for details see [18].

After defining a set of agents and assigning tasks to agents, the interaction among agents is designed. Interaction design from scratch can be very complicated process. Errors in such design are highly possible. Use case scenarios can be used to assist the designer during this process. In fact use case scenarios partly include interaction among agents in the following way. If two tasks corresponding to consecutive steps of use case scenario are assigned to different agents, then communication among these agents is mandatory. Use case scenarios are not directly usable in interaction design, because the interaction is not explicitly denoted. To explicitly denote the information about the interaction among agents included in use case scenarios, use case maps are used. Traditionally, use case maps are used to model the control passing path during the execution of use case, for details see [19]. In multi agent design use case maps include agents, their tasks and message path among them. The message path corresponds to the use case scenario in the following way. Each task corresponds to a step (or steps) in the use case scenario [11]. From one side, each message link is a link among two consecutive steps of the scenario. From the other side, each link between two tasks can be considered as a message between corresponding agents. Thus, after creating the use case map an interaction among agents can be easily specified just by adding a message content [18].

5. Conclusions and future work

A specific ITS requirements analysis approach has been proposed. The suitability to the main characteristics of the ITSs of the most popular requirements analysis techniques has been studied. Two suitable requirements analysis techniques has been chosen to include in the approach. The proposed requirements analysis approach is also well connected to the further ITS development phases, in the way that artefacts developed during the requirements analysis are suitable for usage in the later stages of ITS development, especially in design. The proposed approach enables creating the ITS design approach, which uses these artefacts. Thus, the requirements analysis artefacts have been chosen to be suitable for usage in the design phase. Goal hierarchy can be used for checking if the designed system achieves all goals. Use cases are suitable for task definition and interaction design. The selected requirements analysis techniques worked well for the simple case study included in the paper. More detailed case study of our approach is under development. After finishing the case study it will be possible to evaluate the proposed approach. Although, we think that the abovementioned advantages of the approach make it to be a promising one.

We are currently developing approaches for all phases of the agent oriented software development life-cycle and plan to integrate them, creating a full life-cycle methodology for multi-agent based ITS development. A graphical tool that supports a full life cycle and uses the proposed diagrams during the requirements analysis is under development, too.
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The agent oriented software engineering research proposes general assumptions for agent oriented software development, while intelligent tutoring system (ITS) research proposes specific ITS architecture and other specific knowledge for ITS development. Both of these views should be taken into consideration while developing multi-agent based ITSs. Thus there is a need for specific approaches for all phases of agent based ITS development which take into consideration main ideas from both agent oriented software engineering and ITS research. In this paper we propose a requirements analysis approach for multi-agent based ITSs. A case study of a simple ITS is included, too. Requirements analysis in the proposed approach consist of two main steps, namely goal modelling and use case modelling. During the goal modelling the main goals of the system are identified and a goal hierarchy for the system is created. During the use case modelling use cases needed to achieve each lower level goal and their descriptions are created. The proposed approach of the requirements analysis is intended to be a part of the full life cycle methodology for multi-agent based ITS development. The developed use case model (especially use case scenarios) is used during the agent interaction design and task definition. Goal hierarchy during the design phase is mainly used for checking, if the results of design achieve all system’s goals.