Software engineering evolved from a rigid process to a dynamic interplay of people (e.g. stakeholders or developers). Organizational and social literature call this interplay an organizational social structure (OSS). Software practitioners still lack a systematic way to select, analyze and support OSSs best fitting their problems (e.g. software development). We provide the state-of-the-art in OSSs, and discuss mechanisms to support OSS-related decisions in software engineering (e.g. choosing the OSS best fitting development scenarios). Our data supports two conclusions. First, software engineering focused on building software using project teams alone, yet these are one of thirteen OSS flavors from literature. Second, an emerging OSS should be further explored for software development: social networks. This article represents a first glimpse at OSS-aware software engineering, that is, to engineer software using OSSs best fit for the problem.
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1. INTRODUCTION
1.1. Vision and Goals

Social interaction has evolved as a consequence of globalization [Martinelli 2007]. The impact of this evolution is deep and spread to all aspects of society (infrastructure, services, etc.) [Langhorne 2001]. For example, dynamic and unpredictable global demands in businesses transformed single supply-chains into value-creating supply networks of corporate partnerships [Jetter et al. 2009]. Moreover, cloud computing rendered software and data increasingly pervasive, cheap and globally accessible [Armbrust et al. 2010; Kshetri 2010]. Previous research also suggests the keyword “social” is rapidly growing in interest for software engineering [Chard et al. 2010; Herbsleb and Mockus 2003]. Indeed, from a social perspective, software engineers, stakeholders, and end-users form an organizational social structure (OSS). Literature shows that quality support to developers’ OSS influences project success [Cataldo and Nambar 2009a; Cataldo et al. 2009] and final product quality [Nagappan et al. 2008; Cataldo and...
Nambiar 2009b; 2012]. Better OSS support would ease, for example, early detection of socio-technical incongruences (e.g. software risks) [Cataldo et al. 2008; Lyytinen et al. 1998]. However, in the discipline of software engineering there is still little understanding on OSSs. Our goal in this work is to present the state of the art in OSSs and provide instruments allowing practitioners to identify, select, analyse or support the exact social structure they need, or will be part of, as software engineers. We found that each OSS type can be modelled by a set of distinctive attributes and their dependencies. These models allow reasoning on OSS types, to evaluate their fitness for software development purposes. These purposes include: (a) in software process monitoring, analyse the current OSS status (i.e. attribute values) for timely detection of socio-technical incongruences; (b) in post-mortem analysis, identify the OSS attributes that led to failure, to define best practices.

We discuss the state-of-the-art in OSS and its implications, by referring to real-life development scenarios or previous and related research in software engineering.

1.2. Terminology
An OSS is the set of interactions, patterned relations and social arrangements emerging between individuals part of the same endeavour [Wenger et al. 2002]. To clarify the critical concept of OSSs, let us consider global software engineering (GSE) as an example. GSE is a software engineering practice entailing project teams spread across many timezones, e.g. to achieve round-the-clock productivity [Herbsleb and Mockus 2003]. The people taking part in GSE process necessarily interact with others (stakeholders, colleagues, superiors, etc.) during this process. The emerging web of relations, dependencies, collaborations and social interactions they will be part of, is a set of non-trivial patterns (therefore a “structure”) which entails people (therefore “social”). These people act as an organised whole, focusing on a particular goal (therefore “organizational”).

Figure 1 provides an overview of our contributions to define OSS and support OSS-related decisions. Below, in italic, we explain each contribution. Univocal identification of OSSs is possible through a single DifferentiatingAttribute for every type. Also, each type is further characterised by DefiningAttributes, whose value is unique to it. In addition, we provide means to determine which attributes are influenced by the selection of a certain OSS type (i.e. through a Graph that plots dependencies between differentiating attribute and others). Moreover, we offer a set of patterns through which key OSS types can be combined (i.e. through an OSS TransitionSystem), and according to which certain OSS types can transit to other types, under certain circumstances (e.g. some attributes change value). Finally, we offer a set of attributes (and their dependencies) which are applicable (yet not required) to all OSSs. These are GenericAttributes that can further configure the chosen OSS to fit exactly the domain and problem at hand.

1.3. Structure of the article
The rest of the article is structured as follows: Section 2 compares our study to others which investigate OSSs attributes and characteristics in practice, to understand their impact. Section 3 explains the methods we used to attain our results as well as the primary studies we analysed. Section 4 presents our results. Section 5 discusses
results usage, implications and threats to validity. Section 6 concludes the article. The Appendix contains links to online material.

2. STUDYING OSS IN SOFTWARE ENGINEERING CONTEXTS

There are two immediate applications of our contributions in practice: (a) supporting software engineering research in the study of OSSs in practice; (b) supporting software engineering practitioners in OSSs-related decisions. To show the relevance of these activities, we investigated related work in software engineering. Looking at top conferences in software engineering (ICSE and FSE) and data mining, we found many studies that implicitly study OSSs.

First of all, studies on socio-technical congruence [Cataldo et al. 2008] could benefit from our contributions. Socio-technical congruence is the degree to which technical and social dependencies match, when coordination is needed [Cataldo et al. 2009]. Authors in [Cataldo et al. 2009] present socio-technical congruence in formal terms and empirically investigate its impact on product quality. Similar works (e.g. [Bird et al. 2009b] and [Kwan et al. 2011]), strongly motivate the study of OSSs and their influence on socio-technical congruence. In [Bird et al. 2009b] authors use social-network analysis to investigate coordination among groups of developers with socio-technical dependencies. In our work we do not focus on such specific aspects of OSSs (e.g. member social dependencies [Kwan et al. 2011] for socio-technical congruence). Our scope is limited to providing a clear picture of what types of OSSs can be encountered, e.g. while studying socio-technical congruence. This could help in understanding incongruences, their impact (e.g. through OSS attributes dependencies) and finding appropriate preventive governance (e.g. if formality of structure inhibits collaborativeness, changing community type may help loosen formality during software development).

In addition, organizational decision-making could benefit from our contributions. For example, offshoring is an organizational decision. Understanding if the current organizational layout of a company is performant (or even compatible) with offshoring is essential to “go global” [Cusick and Prasad 2006; Cataldo and Nambiar 2009a]. Organizational decisions change the OSS layout, and can be used to plan and support offshoring [Cataldo and Nambiar 2012]. We analyzed evidence in [Cusick and Prasad 2006] and found that authors are truly suggesting that offshoring attempts should assume a “Formal Network” OSS type. In addition local sites should be governed by means of “Formal Groups”, this is consistent with findings from [Cataldo and Nambiar 2012] and [Cusick and Prasad 2006]. In this article we characterize OSS types, allowing practitioners to use them as reference (e.g. while applying results from [Cusick and Prasad 2006]). It is out of our scope to provide an exhaustive treatment of OSSs’ application in software engineering.

Finally, many works similar to [Cusick and Prasad 2006] are available in literature (e.g. [Bird et al. 2009a], [Turhan et al. 2009] and [Meneely and Williams 2009]) which investigate the influence of organizational decisions on collaborations and product quality aspects (both in open- and closed-source ecosystems [Pinzger et al. 2008; Tosun et al. 2009; Datta et al. 2011; Witten et al. 2001]). Literature also shows that collaboration and social structure are critical in multi-site development and linked to final product quality [Herbsleb and Mockus 2003; Nagappan et al. 2008; Cataldo and Nambiar 2009b; Bird et al. 2009a]. These studies motivate the need for OSSs in software engineering. Similar works could draw from our results a clear picture of possible organizational decisions, their mutual dependencies and impact. Known attributes’ dependencies could support decision-making, by showing which attributes change with a certain decision. For example, management decisions suggested in [Cusick and Prasad 2006] may positively influence observed aspects but negatively influence OSS lifecycle.
3. APPROACH AND PRIMARY STUDIES

3.1. Research Approach

To attain our results, we conducted a systematic literature review (SLR) of OSSs using grounded theory [van Niekerk and Roode 2009]. We set out to answer two research questions:

(1) what types of OSSs can be distinguished in literature?
(2) what attributes can be identified for each type?

The approach can be organized in three steps: (a) create the set of articles to review (i.e. primary studies); (b) conduct the review; (c) analyze the data.

Step (a) was carried out through a systematic search protocol [Kitchenham et al. 2008]. The protocol is divided in three stages: (i) elaborate search string; (ii) apply string on chosen search engines; (iii) extract primary papers from search results by filtering out through exclusion criteria.

For stage (i) of the systematic search, the search string was determined by extracting relevant keywords directly from the research questions. To maximize the match between the research questions and the search string we consulted with an external expert in software engineering and organizations research. The following search terms were selected:

\( (1) \) "organization" \lor "organizational" \lor "company" \lor "enterprise" \lor "firm" \lor "structure" \lor "group"; \( (2) \) "social structure" \lor "social network" \lor "informal network" \lor "informal group"; \( (3) \) "knowledge sharing" \lor "knowledge management" \lor "knowledge exchange" \lor "knowledge transfer"; \( (4) \) "community of practice" \lor "communities of practice" \lor "knowledge community" \lor "knowledge communities" \lor "network of practice" \lor "networks of practice".

The above terms were combined in the following search string:

\[ [4 \lor (1 \land 2 \land 3)] \land [1 \land 2 \land 3 \land 4] \]

In stage (ii) of the systematic search, the string was applied to the following scholarly search engines: Software Engineering - ACM Digital Library, SCOPUS, IEEE Xplore Digital Library, Science Direct SCOPUS, SpringerLink and Wiley InterScience; Knowledge Management - EBSCO electronic library, JSTOR knowledge storage, ProQuest-ABI/Inform; Multidisciplinary - ISI Web of Sciences. Finally, during stage (iii) of the systematic search, the initial results were screened against inclusion and exclusion criteria. We selected 122 peer-reviewed documents as primary studies and later added 21 with subsequent searches. An overview is present online (see the Appendix). These documents span a wide array of fields: from cognitive ergonomics to social sciences to software engineering.

Table I provides an overview (with rationale) of the criteria we used for screening.

Step (b) and (c) of our SLR, were carried out through a hybrid Glaserian-Straussian grounded theory (GT) approach [Corbin and Strauss 1990]. GT means to systematically apply a series of steps to allow a theory to emerge “spontaneously” from data (hence, “grounded”). This makes GT valid since the resulting theory is emergent from data rather than confirmed (or disproven). Each phase in GT is self-contained, incremental and iterative [Corbin and Strauss 1990]. Our approach is structured as follows:

(1) **Open Coding** - (4 phases). 1. Pilot study: 28 primary studies were randomly selected to generate an initial set of codes. A second pass on the pilot papers was applied at the end of coding with the final list of codes, to minimize inconsistency.
2. develop initial theory: based on the pilot study, an initial theory was generated.
3. Constant comparison: the pilot study generated an initial set of 229 codes. These were organized into a hierarchy of codes based on emerging relations between concepts. Thus structured, the start-up list of codes was used to code the rest of

Inclusion Criteria | Exclusion Criteria
--- | ---
A study that is mainly about social structures in relation to any organization or practice. 
**Rationale:** we are interested in types and attributes of organizational social structures. This implies that studies that are about organizational social structures are relevant to our research questions. For instance, studies that discuss community of practices within an organization. | A study that is not about social structures in relation to an organization. 
**Rationale:** Studies that do not investigate social structures in relation to an organization (i.e. a company or an enterprise) are beyond the scope of this research and should be excluded. For instance, a study that is about an online social networking application like Facebook without any relation to an organization.

One of the main objectives of the study is to present a type of organizational social structure or a specific attribute of an organizational social structure. 
**Rationale:** if one of the objectives of a study is to present a type or attribute, it is relevant to our research questions. For instance, a study that introduces an emerging type of social structure for project-oriented organizations or a study that discusses boundary-crossing attribute of networks of practice. | A study which is marginally related to organizational social structures. 
**Rationale:** For example, studies that focus on technologies related to organizational social structures or studies that are mainly related to statistics or social network analysis rather than social structures themselves.

A study that is in form of a scientific paper (i.e. it must be peer reviewed and published by a scientific publisher). 
**Rationale:** a scientific paper guarantees a certain level of quality and contains reasonable amount of contents. For instance, a journal paper. | A study that does not discuss any specific type or attributes of organizational social structures. 
**Rationale:** if a study does not discuss types and attributes of organizational social structures and only discusses them in general, it has no value to our research questions and should be excluded. For instance, studies about the importance of organizational social structures.

---

Table I: Inclusion / Exclusion criteria with rationale.

primary papers. Each paper was analyzed line by line with the list of codes. A code was applied iff it reflected a concept in a paragraph. This process is known as microanalysis [Onions 2006]. 4. Constant memo-ing: along step 3, notes were kept to capture key messages, relations and observations on the study.

2) **Selective Coding** - (2 phases). 1. Axial coding: comparing the concepts coded led us to inductively generate relations among coded concepts (e.g. OSS types, attributes of OSS types, etc.). 2. Aliasing: the definitions of all concepts coded were compared with each other to identify aliases.

3) **Theoretical Coding** - (3 phases). 1. Data arrangement: we captured every portion of text that was coded with a certain code in a table. Five tables were extracted, each representing a core-concept observed in the literature. 2. Data modeling: the data was represented in a view, consisting of two diagrams. The first diagram shows the OSS as well as their relations. The second diagram shows all the attributes and relations found (clustered according to core-concepts identified). 3. Theoretical sampling: the diagrams and all the data at hand were analyzed and sorted, trying to identify recurrent patterns, underlying relations and hidden meaning. Our observation was aided by standard analysis methods such as weighted frequency analysis.

---

1The labels used in all the models, are in the form “M< x >.< y >”. The label schema locates the Y-th memo on the X-th table, for traceability (for all the material available online, refer to the Appendix)
4. RESULTS

This section presents the overview of our three main results. As a first result, we found that each OSS type can be uniquely identified with a single key differentiating attribute. Additionally, OSSs are characterized by two key informations. The first information is a dependency graph, made of attributes that depend on the OSS’ key differentiating attribute. The second information entails other attributes, whose value is unique to that specific OSS type. Finally, the explicit relations among OSS types are represented in a UML-style meta-model (see Figure 2).

The second result presents a set of attributes, applicable (yet, non-necessarily) to all OSS types. A UML-style class diagram shows the dependencies among these generic attributes. The third result presents an OSS transition system and the analysis of the patterns which compose it. We found that it can be used in two ways. First, the transition system allows practitioners to predict OSS type changes. Analyzing and comparing the current state of an OSS (i.e. its defining attributes) to the state of others in the system, one can predict the shift between them. Second, these patterns represent empirical evidence of effective OSS combinations.

4.1. OSS Types and their Relations

The literature we analyzed discusses 26 OSS types. However, for the sake of space, we discuss the 13 most relevant OSSs. Table II provides an overview of the 13 types, clustered according to their meta-type (i.e. community, network, group or team). Meta-types represent core-categories in our results, found through Grounded-Theory. Each OSS is described through a text, and a table. The text explains the OSS’s general char-
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<table>
<thead>
<tr>
<th>Community</th>
<th>Network</th>
<th>Group</th>
<th>Team</th>
</tr>
</thead>
<tbody>
<tr>
<td>Community of Practice (CoP);</td>
<td>Network Of Practice (NoP);</td>
<td>Work Groups</td>
<td>Project Teams (PT);</td>
</tr>
<tr>
<td>Knowledge Communities (KC);</td>
<td>Formal Networks (FN);</td>
<td>Formal Groups</td>
<td>(WG);</td>
</tr>
<tr>
<td>Strategic Communities (SC);</td>
<td>Informal Networks (IN);</td>
<td>Social Networks</td>
<td>(FG);</td>
</tr>
<tr>
<td>Informal Communities (IC);</td>
<td>Social Networks (SN);</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Learning Communities (LC);</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Problem Solving Communities (PSC);</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table II: Overview of OSS types clustered by meta-type

characteristics quoting from relevant papers and comparing with other types. The table contains: (a) the OSS’ key differentiating attribute (in bold); (b) the OSS’ dependency graph (below the key differentiating attribute); (c) the other defining attributes for the OSS. The types are presented according to their meta-type, and ordered by descending relevance in literature.

4.1.1. Communities. All communities are made for sharing. For example, in Communities of Practice (CoPs), people sit in the same location, sharing a practice or passion. In Strategic Communities (SCs), people share experience and knowledge with the aim of achieving strategic business advantage for the corporate sponsors. Communities are generally associated with situatedness however we have found explicit indication of this only for CoPs. Finally, all communities are expected to exhibit a certain goal, be it personal, organizational or both. Here follow detailed definitions.

(1) Communities of Practice (CoP): The key differentiating attribute for CoPs is situated sharing, or learning/sharing of a common practice (i.e. the attribute “situatedness” is a differentiator to identify a CoP). For example, the SRII events\(^3\) are gatherings in which multiple CoPs (corporate and academic) meet physically to informally exchange best practices in services science. **Defining attributes for CoPs are in Table 1.**

Quoting [Wenger and Snyder 2000] “[CoPs] are groups of people informally bound together by shared expertise and passion for a joint enterprise. Engineers engaged in deep-water drilling, for example, consultants who specialize in strategic marketing, or frontline managers in charge of check processing at a large commercial bank.”. A CoP consists of groups of people who share a concern, a set of problems, or a passion about a topic, and who deepen their knowledge and expertise in this area by interacting frequently and in the same geolocation. As such, CoPs serve as scaffolding for organizational learning in one specific practice. They were found in 118 papers but many other papers use this fundamental type to define and characterize other types, as extensions or specializations of it (e.g. see the generalization link between CoPs and NoPs in Figure 2). Within traditional software engineering, CoPs are constantly being exploited (most of the time unknowingly) by single (or more) corporation(s) to aggregate their employees together and allow them to exchange ideas and gather best practices. Literature presents evidence that CoPs are indeed managed by a leadership circle with egalitarian or loosely stratified forms [Klein et al. 2005]. This therefore differentiates CoPs from LCs and KCs, since literature stresses for them the presence of strong leadership and its inclination towards the accumulation and dissemination of culture [Blankenship and Ruona 2009; Ruikar et al. 2009]. The presence of egalitarian forms suggests that a CoP looks much like a graph of peers, where nodes are equally shaped and characterized.

\(^3\)www.theSrii.org
### Table III: CoP Defining Attributes.

(2) **Knowledge Communities (KC):** The key differentiating attribute for KC is the visibility of its contents and results produced (i.e. the attribute “Visibility” is a differentiator to identify a KC). For example, global software engineering efforts can be represented as KCs, since within them every branch of the development (both in terms of knowledge exploited, and results produced) should be visible to all others [Richardson et al. 2010]. Defining attributes for KCs are in Table IV. Quoting from [Dickinson 2002] “Virtual knowledge communities are organized groups of experts and other interested parties, who exchange knowledge on their field of expertise or knowledge domain in cyberspace within and across corporate and geographical borders. Virtual knowledge communities focus on their knowledge domain and over time expand their expertise through collaboration. They interact around relevant issues and build a common knowledge base”. Essentially KCs are groups of people with a shared passion to create, use, and share new knowledge for tangible business.
purposes (e.g. increased sales, increased product offer, clients profiling, etc.). The main difference with other types is that KCs are expected (by the corporate sponsors) to produce actionable knowledge (knowledge which can be put to immediate action e.g. best-practices, standards, methodologies, approaches, problem-solving-patterns, etc.) into a specific business area. What is interesting is that these are expected to produce actionable knowledge, even if corporate sponsors do not formally state the expectations. On the contrary, management practices are usually put in place to make sure this expectation comes true. Moreover, they are not limited to use electronic communication and collaboration means (such as NoPs) but rather they can co-locate meetings or workshops to devise or explore new ideas (much like CoPs). Literature also stresses the presence of management and its key role in fostering community visibility [Lee and Williams 2007]. This suggests that a KC, in contrast to a CoP, looks much like a mixed hierarchy/heterarchy in which members and leadership have clear-cut distinctions and roles [Dickinson 2002]. Another remarkable difference between KCs and CoPs is that CoPs need situatedness to exist, while KCs are often associated with virtual spaces e.g. as described in [Rosso 2009] for the Apache WebServer knowledge network. Given these differences, the topology of a KC would also differ than that of a CoP, since a its nodes would neither be constrained to a single geolocation, nor be of a single type. This difference also suggests that while CoPs may be more frequent within the boundaries of a single corporation, KCs may be transversal in nature, encompassing multiple experts from multiple (partner) organizations [Dickinson 2002].

<table>
<thead>
<tr>
<th>Attribute</th>
<th>in Knowledge Communities</th>
</tr>
</thead>
<tbody>
<tr>
<td>“Formal Status”</td>
<td>Literature identifies knowledge communities as aggregates of people which have a formal and acknowledge status for the organizational sponsor.</td>
</tr>
<tr>
<td>“Visibility”</td>
<td>Knowledge communities need increased visibility (and management practices to maintain it) to make their practices and results known to the organizational context.</td>
</tr>
<tr>
<td>“Visibility dependency graph”</td>
<td>&lt;enumeration&gt;&lt;enumeration&gt;&lt;enumeration&gt;&lt;enumeration&gt;&lt;enumeration&gt;</td>
</tr>
<tr>
<td>“Management Practices”</td>
<td>Since the organizational sponsor has precise expectations from the KC, it applies a combination of management practices to its operational effectiveness.</td>
</tr>
</tbody>
</table>

Table IV: KC Defining Attributes.

(3) **Strategic Communities (SC):** The key differentiating attribute for SCs is the contract value (i.e. the attribute “Contract Value” is a discriminator to identify a SC) that should be maintained (e.g. by generating ad-hoc best practices) or generated (e.g. by analyzing strategic market sections ripe for growth). In software engineering for example, SCs are commonly associated with mission-critical systems that need 24/7 availability, e.g. ESA, the European Space Agency, uses so-called “tiger-teams” to investigate and solve specific software problems during mission engineering; tiger-teams are selected from a loosely-specified (cross-organizational) strategic community of experienced practitioners in software engineering and research: their focus is to support specific missions, safe-guarding the people and infrastructure involved
(i.e. the contract-value is human, monetary and technological). Defining attributes for SCs are in Table V. Quoting from [Blankenship and Ruona 2009] “Strategic communities are formalized structures that consist usually of a limited number of experts within a single organization. These share a common, work-related interest into producing unexpected ideas to achieve strategic advantage [Hustad 2010]. These communities are intentionally created by the organization to achieve certain business goals”. SCs consist of meticulously selected people, experts in certain sectors of interest to a corporation or a set of organizational partners tied with formal non-disclosure agreements. These try to proactively solve problems within strategic business areas of the organizational sponsor. Compared to the others, SCs indeed seem very similar to KCs in that they are targeted towards obtaining business advantage. Similarly to WGs, SCs differ from KCs in their level of granularity, formality and openness of membership as well as contract-value [Hansen 1999]. KCs act on wider business sector (pro project) than SCs, their membership is usually open but subject to management practices (e.g. evaluation). SCs on the other hand concentrate on very thight business missions, commanded by an organizational sponsor. They are expected to produce strategic advantage through innovation or best practices [Erik Andriessen 2005]. Also, they are different from most other communities since the members are appointed based exclusively on experience, personal success, career titles and anything that can justify their status of experts [Ruuska and Vartiainen 2003]. Given the right social-network analysis tools, one could identify a strategic community by investigating the cliques of experts communicating in a certain business sector. Given that membership is enforced through management, the node types in a SCs would be extremely similar if not identical. Finally, sometimes in their lifecycle, SCs are similar to (and sometimes identified with) ICs [Erik Andriessen 2005]; reasons can vary (e.g. SCs could be dormant, waiting for organizational objectives to fulfill).

<table>
<thead>
<tr>
<th>Attribute</th>
<th>in Strategic Communities</th>
</tr>
</thead>
<tbody>
<tr>
<td>“Formal Status”</td>
<td>Literature shows that SCs have a strongly formal acknowledged status by the organizational sponsor. Indeed SCs are specifically created by the sponsor to pursue a specific business goal.</td>
</tr>
<tr>
<td>“Organizational Sponsor”</td>
<td>In line with their formal status, strategic communities are fathered by the sponsors they are trying to support. The organizational sponsor provides fostering support after fathering the organization.</td>
</tr>
<tr>
<td>“Members Previous Experience”</td>
<td>People appointed to a SC need to have a strong background in order to be selected for participation or membership.</td>
</tr>
<tr>
<td>“Personal Goal”</td>
<td>Every member shares with the other a deep interest on tackling a common work-related issue. This issue is personal since it inhibits the work productivity of the single individuals (e.g. tackle the geographical distance of two sites which need to collaborate).</td>
</tr>
<tr>
<td>“Contract Value”</td>
<td>Since the SC is needed to tackle a work-related issue, the business gain from its success is strongest. As a consequence, the contract value invested by the organizational sponsor is highest.</td>
</tr>
<tr>
<td>“Contract Value dependency graph”</td>
<td></td>
</tr>
</tbody>
</table>

Table V: SC Defining Attributes.

(4) Informal Communities (IC): The key differentiating attribute for ICs is the high degree of member engagement (i.e. the attribute “Member Engagement” is a discriminator to identify an IC). An example in software engineering, can be seen in the Agile Movement, whose success is decided explicitly by the contributions of its members (i.e. their engagement in actively disseminating and using “agile” practices).
In addition, open-source communities considered in [Witten et al. 2001] and [Me- neely and Williams 2009] also match our definition of an IC, adding to it some feats of CoPs. Defining attributes for ICs are stated in table VI. According to [Dickinson 2002] the IC term “was coined in 1968 by the Internet pioneers J.C.R. Licklider and R.W. Taylor who, when wondering what the future online interactive communities would be like, predicted that they would be communities of common interest, not of common location made up of geographically separated members. Their impact will be great both on the individual and on society.”. ICs are usually sets of people part of an organization, with a common interest, often closely dependent on their practice. They interact informally, usually across unbound distances, frequently on a common history or culture (e.g. shared ideas, experience etc). The main difference they have with all communities (with the exception of NoPs) is that their localization is necessarily dispersed so that the community can reach a wider “audience”. Loosely-affiliated political movements (such as green-peace) are examples of ICs: their members disseminate their vision (based on a common idea, which is the goal of the IC). Also, the success of the IC is exclusively tied to members’ engagement since their effort is what drives the community to expand, disseminate ideas, gather members and so on. One characteristic which also differentiates ICs from other communities is the assumption of self-organization. This makes them very similar to networks rather than communities [Mentzas et al. 2006]. From a topological perspective, informal communities would exhibit self-similarity, as a consequence of self-organization [Hustad 2010]. However, nodes would be egalitarian (much like in CoPs) and highly dispersed (much like in NoPs). We weren’t able to determine if ICs can be seen as a mid-stages in the transition from a CoP (purely situated) to a NoP (purely geodispersed).

(5) Learning Communities (LC): What differentiates this particular type from others, is its explicit goal of incrementing, tracking and maintaining the organizational culture of an organization (the attribute “Organizational Culture” is differentiator when identifying an LC). A perfect example of a LC within software engineering, is the BORLAND Academy 4. BORLAND Academy and similar institutions, are used by the organization’s practitioners to learn about its current practices, methods, processes and tactics, as well as refine these over time, as their product portfolio evolves. Defining attributes are contained in Table VII. LCs are, quoting [Blankenship and Ruona 2009] “structures that provide space for learning and sharing knowledge. Much of the workplace learning community literature is situated within the education literature, where the structure is referred to as a professional learning community (PLC). Stoll, Bolam, McMahon, Wallace, and Thomas (2006) agreed that although there is no universal definition for PLCs, there is international consensus that a PLC is a group of people sharing and critically interrogating their practice in an ongoing, reflective, collaborative, inclusive, learning-oriented and growth-promoting way”. LCs provide a space for pure learning and explicit sharing of actionable knowledge (i.e. skills). In a learning community, the leadership is expected to steer the community’s practices and membership is subject to approval and tied to the learning objectives given to the member [Bogenrieder and Nooteboom 2004]. Each developed or exchanged practice must become part of the organizational culture. Topics of learning are important for both business sponsors and participants (e.g. personal development skills, management skills, time optimization skills, etc.) [Ruuska and Vartiainen 2003]. The nature of discussed topics make it extremely different from other communities: most of other communities have either personal or organizational goals, while LCs have both and pursue them equally. Maintaining

4recently discontinued after BORLAND’s acquisition by MicroFocus
“Members Engagement” in Informal Communities

The engagement of members in informal communities is kept high since there is no formal arrangement linking members to the community. High engagement acts as a glue for the community.

Table VI: IC Defining Attributes.

and transmitting organizational culture is the chief aim of an LC and this makes it even more specific than PSCs. From a topological perspective, LC would appear as directed structures (e.g. directed graphs) since learning usually takes place one-way only, i.e. from learning manager to learner [Ruuska and Vartiainen 2003].

(6) Problem Solving Communities (PSC): The key differentiating attribute for PSCs is their goal, that of solving a specific problem in the scope of an organization or corporate sponsor (i.e. the attribute “Organizational Goal” is a differentiator for PSCs). For example, during the Apollo 11 mission, NASA adopted specific groups of action, to solve issues which impeded or limited the mission success, as well as establish critical problem-solving practices [Riley and Dolling 2011]. These groups of action could be considered as PSCs. Defining attributes are contained in Table VIII. PSCs consists generally of many geographically and organizationally dispersed employees of the same discipline. They focus on mitigating a specific, well-defined hazard (e.g. communities of anti-contamination engineers). Quoting from [Hustad 2010] “The problem-solving network is a distributed network of practice which meets the criteria of an expert group. The network provides resources in terms of help-desk
functions where participants of the network support other colleagues by giving them special advices as regards particular business problems. In addition, participating in this kind of network ensures collaborative learning among the participants of the network.

In comparison to other types, a PSC can be seen as a specific instance of a Strategic Community focused on a particular problem. One would expect this community to be formal in nature. Contrarily we found that they emerge as informal, since informality aids immediate problem-solving processes [Allen et al. 2007]. Since the goal in PSCs is not achieving business advantage, but rather solving a critical problem (either immediate, demanding, often occurring or disastrous), much like KCs and ICs, PSCs use both face-to-face digital technologies (e.g. forums) to enact problem-solving [Uzzi 1997]. From a topological perspective, a PSC would appear much similar to an IC where organizations acknowledge nodes’ membership and provide problems to be solved (i.e. the organization is an active peer in the PSC). This characteristic makes the nature of PSCs very peculiar, since it’s the only community type in which organizational sponsors are themselves members, they possess the problems, and other members interact with them in egalitarian forms. Additional research should be invested into representing PSCs with a 2-mode network [Rosso 2009] and study this condition further.

4.1.2. Networks. Networks suggest the presence of digital or technological support tools however we found this explicitly only for NoPs. All network types are used by an organization to increase reachability either through formal means (in FNs) or through informal ones (in INs) or through customized forms of boundary spanning (e.g. in NoPs). Here follow detailed definitions.

(7) Networks of Practice (NoP): The one differentiating attribute for NoPs is informality in geolocalized practice (i.e. the attribute “geodispersion” is a differentiator to identify a NoP). In global software engineering many (virtual) teams collaborate together
A peculiar characteristic of problem solving communities is their potential of having both formally participating members and informal / occasional participants as needed. The community, since its targeted to a specific problem or issue, upholds the participation of (occasional) professionals which can help or consult with the problems at hand.

Problem solving communities are bent to resolving specific issues of relevance to their organizational sponsors. They are explicitly created to address a specific goal (i.e. solving a specific problem).

NoPs comprise a larger, geographically dispersed group of participants engaged in a shared practice or common topic of interest [...] CoPs and NoPs share the characteristics of being emergent and self-organizing, and the participants create communication linkages inside and between organizations that provide an “invisible” net existing beside the formal organizational hierarchy”. A NoP is a networked system of communication and collaboration that connects CoPs (which are localized). In principle anyone can join it without selection of candidates (e.g. OpenSource forges are an instance of NoP [Parreiras et al. 2004]). NoPs have a high geodispersion, i.e. they can span geographical and time distances alike. The high geodispersion increases their visibility and the reachability by members. An unspoken requirement for entry is the expected IT literacy of members. IT literacy must be high since the tools needed to take part in NoPs are IT-based (e.g. Micro-blogs, forums, hang-outs, etc.). NoPs are much like CoPs, since they share repositories of knowledge through their members. Different from CoPs, NoPs can be seen as IT-enabled global networks, since their chief aim is to allow communication (and collaboration) on the same practice through large geographical distance. In the scope of software engineering, NoPs have been used massively within global software engineering (mostly unknowingly or with limited support). For example, [Bird et al. 2009b] discuss Socio-technical Networks in software engineering. Based on our definitions such networks sit at the intersection between SNs and NoPs, since they address a specific practice but show a strong social connotation. Works similar to that in [Bird et al. 2009b] could benefit from a more detailed overview of both SNs and NoPs, e.g. to understand which of their characteristics are supporting failure prediction. Moreover, socio-technical congruence, as expressed in [Cataldo et al. 2008], could be studied monitoring the organizational attributes that influence collaboration: this could lead to better understanding of what hinders global developers’ productivity.

Informal Networks (IN): The key differentiating attribute for INs is the type of interaction that binds its members (i.e. the attribute “members interaction” is a differentiator to identify an IN). Informal networks have existed in software engineering since its very beginning: all people participating within any software process, col-
Social Structures For Software Engineering

<table>
<thead>
<tr>
<th>Attribute</th>
<th>in Networks of Practice</th>
</tr>
</thead>
<tbody>
<tr>
<td>“Boundary Spanning”</td>
<td>Literature identifies boundary spanning as a very common practice in NoPs. NoPs have larger geographical dispersion and therefore larger context with which to interact.</td>
</tr>
<tr>
<td>“Members Motivation”</td>
<td>Literature identifies members' motivation as high in NoPs.</td>
</tr>
<tr>
<td>“Members Selection Process”</td>
<td>Selection for the entitlement to a Network of Practice is said to be driven by entry requirements.</td>
</tr>
<tr>
<td>“Support Tool”</td>
<td>Given their nature, literature identifies many support tools that characterize a NoP. These are: Digital Communication Platforms, Persistent Computer Networks as well as Interactive on-line communities.</td>
</tr>
<tr>
<td>“Communication Openness”</td>
<td>Communication is identified as Open for NoPs. Therefore even professionals which are not strictly part of the network as members, might make use of its resources (e.g. online community forums which can be consulted by anyone).</td>
</tr>
<tr>
<td>“Management Practices”</td>
<td>Strong management practices are needed to maintain a NoPs.</td>
</tr>
<tr>
<td>“Knowledge Type”</td>
<td>Literature conveys that NoPs are particularly good to harvest tacit knowledge in the minds of the members (e.g. posting a question on on-line forums and everybody answering with their own insight).</td>
</tr>
<tr>
<td>“Geodispersion”</td>
<td>Literature suggests that the whole NoP is geodispersed, i.e. every node can be distant from others in both time and space.</td>
</tr>
</tbody>
</table>

Table IX: NoP Defining Attributes.

Laborate and interoperate within a web of social ties that could be defined as an IN. Also, in academia, the informal and loosely coupled set of research communities can be considered a world-wide informal network. Defining attributes for INs are contained in Table X. Simple networks emerge based on the relationships that individuals form with others. They are the building blocks from which other social structures may emerge. Anyone can join an IN, since there are no formal subscription processes; membership is often based on collective acceptance of a certain individual (e.g. establishment of friendship between flat-mates). Moreover, INs are essential foci for information exchange. Quoting [Vithessonthi 2010] “The literature on social networks suggests that an informal, social network can play a key role in enhancing organizational learning since social networks can be a source of information (Liebeskind et al., 1996). For example, Liebeskind et al. (1996) have found that social networks tend to extend the scope of learning and help the integration of knowledge possessed by two firms due to their collaboration”. As compared to the other types, INs can be seen as looser networks of ties between individuals that happen to come in contact in the same context. The driving force of the informal network is the strength of these ties between members. Finally, an IN differs from other types since it does not use governance practices but its success is solely based on the emergent cohesion its members have (therefore its success depends on the type of people that the IN comes into contact with and assimilates, rather than its internal dynamics).
“Members Interaction” interaction in informal networks is intended as a social and informal interaction between individuals

“Members Interaction dependency graph” a critical success factor in informal networks is a strong set of ties between the whole network and its members. This can keep motivation and participation high.

“Critical Success Factor” a critical success factor in informal networks is a strong set of ties between the whole network and its members. This can keep motivation and participation high.

“Organizational Sponsor” the organizational sponsor, where present, should limit its interactions with the community to mere participation. Its interference should be reduced to an essential minimum only.

“Connectedness” The connectedness of participants depends on the degree of informality and organizational embeddedness the network has to an organizational sponsor. Therefore the connectedness in an informal network is custom.

“Members Cohesion” cohesion of members is based on mutual need. If strength of ties is kept high then as a consequence mutual need is high. Therefore members cohesion is also high.

“Trust In The Context” trust in the context is assumed to be present in an informal network. Given the informality of definition trust is assumed and not maintained.

“Trust In Partner” the same goes for the trust each member retains on its connections. Since it’s an informal establishment, trust is assumed, not maintained or guaranteed in any way.

“Organizational Embeddedness” embeddedness practices should be limited to encouragement of activities.

Table X: IN Defining Attributes.

(9) Formal Networks (FN): In formal networks memberships and interaction dynamics are explicitly “made” formal by corporate sponsors (i.e. the attribute “Membership Official Status” is differentiator when identifying an FN). Conversely, although formally acknowledged by corporate sponsors, FGs are (commonly) informal in nature, and are grouped for governance or action. An example in software engineering is the OMG (Object Management Group): it is a formal network, since the interaction dynamics and status of the members (i.e. the organizations which are part of OMG) are formal; also, the meeting participants (i.e. the people that corporations send as representatives) are acknowledged formally by their corporate sponsors. An even more interesting example of an FN is the structure emerging between corporate partners with offshoring agreements. They constitute an FN (e.g. as discussed in [Cusick and Prasad 2006]) since both partners need to agree their membership status through formal agreements and interoperation procedures. Moreover, each site needs to be governed with clear role definitions and responsibilities. In addition staff is usually managed as FGs as suggested in [Cusick and Prasad 2006], this implies that FN can be seen as virtual counterparts connecting local FGs, e.g. in offshoring partnerships. We did not find any indication of inheritance between FGs and FN. Defining attributes are contained in Table XI. FN are, according to [Allen et al. 2007], “formal [social] networks are those that are prescribed and forcibly generated by management, usually directed according to corporate strategy and mission”. Within FN, members are rigorously selected and prescribed. They are forcibly acknowledged by management of the network itself. Direction is carried out according to corporate strategy and its mission is to follow this strategy.

(10) Social Networks (SN): In social sciences, the concept of social networks is often used interchangeably with OSSs. Since every OSS type can be defined in terms of SNs, there is no distinctive difference with other types; rather, SNs can be seen as a supertype for all OSSs. To identify the presence of an SN (or OSS) it is sufficient to be able to split the structure of an observable set of organizational patterns (e.g. organization interactions, teams' interactions, etc.) into macro-structure (i.e. structure of social ties and interactions in the large [C. and Johnsen 1985]) and micro-structure (i.e. structure of social ties and interactions at the single social-agent level) [Fersht-
The status of formal networks’ members is officially and formally recognized by the organizational sponsor.

Creating a membership in a formal network requires an invitation or some kind of formal appointment by the organizational sponsor. Also, the organizational sponsor usually nominates management for the formal network or uses management teams internal to the organization.

Table XI: FN Defining Attributes.

Of particular interest, is the definition present in [Hatala and Lutta 2009] “Social structure can be viewed as a set of actors with the additional property that the relational characteristics of these networks may be used to interpret the social behavior of the individuals involved”. SNs represent the emergent network of social ties spontaneously arising between individuals who share, either willingly or not, a practice or common interest on a problem. SNs act as a gateway to communicating communities. With the advent of inter-networking technologies, they are now explicitly supported by technologies and massively used in software engineering (e.g. LinkedIn, Academia.Edu, Google+, etc.).

4.1.3. Groups. Groups are tightly knit sets of people or agencies that pursue an organizational goal. Cohesion in groups can be an activation mechanism (to increase engagement, as in WGs) or a way to govern people more efficiently (e.g. in FGs). Here follow detailed definitions.

(11) Workgroups (WG): The key differentiating attribute for WGs is the cohesion of their members: they need to work in a tightly bound and enthusiastic manner to ensure success of the WG (i.e. the attribute “Members Cohesion” is a differentiator to identify a WG). The IFIP WG 2.10 on software architecture\(^5\) is a WG, since its effort is planned and steady (i.e. cohesive), as well as focused on pursuing the benefits of certain organizational sponsors (e.g. IEEE, in the case of IFIP). Table XIII contains their defining attributes. WGs are defined as groups of individuals who work together on a regular basis to attain goals for the benefit of (potentially multiple) corporate sponsors. In [Soekijad et al. 2004], “three characteristics [of WGs] are central: [they have] multiple goals, multiple compositions and multiple results”. WG’s goals can be multiple and spanning an array of organizational factors. Therefore, the expected or produced benefits can be wide as well. What’s also fundamental, is that a WG is always acknowledged and supported by organizational sponsor(s). Differentiating it from other types is its level of granularity: PTs act on specific projects (i.e. domain-

\(^5\)http://www.softwarearchitectureportal.org/

A social network has two main goals: the construction of shared knowledge and the harnessing of internet-based technologies to enable socially aware networking.

The structure of a social network can be divided into two: macrostructure details regard the highest level of abstraction of a social network while microstructure details characterize the nature, type and attributes of the social ties of single "nodes" in the social network.

Table XII: SN Defining Attributes.

specific, well-specified problems, with clear set of goals and complementary sets of skills) while KCs focus on specific business areas and goals, a WG has a wider agenda and uses experts with similar skills and interests to tackle strategic issues, e.g. developing practices that can span multiple business areas or observing the enterprise to drive organizational changes. Software engineering practitioners have been using WGs to generate standards and evaluate practices for standardizations. Although these examples suggest that WGs cannot be used to develop software, in [Pinzger et al. 2008] authors observe that software developers should “[…] follow a well defined goal and keep their work focused”. Using the observation in [Pinzger et al. 2008] as a rule, would make development groups more similar to WGs than text-book PTs.

(12) Formal Groups (FG): The key differentiating attribute for FGs is in their governance practices, which must be declared upon creation of the formal group (i.e. the attribute “Governance” is determinant to identify this type). Literature refers explicitly to formal groups as sets of project teams with a particular mission (or also, groups of people from which project teams are picked). Examples of formal groups in software engineering are software taskforces, e.g. IEEE Open-Source Software Task Force6. Defining attributes are contained in Table XIV. FGs are exemplified in [Hustad 2007] as “[groups of] teams and/or working groups […]”. Numerous different definitions of diversity have been put forth; however, they generally distinguish between two main sets of characteristics [for FGs]: 1) diversity of observable or visible detectable attributes such as ethnic background, age, and gender; 2) diversity with respect to non-observable, less visible or underlying attributes such as knowledge disciplines and business experiences”. FGs are comprised of people which are explicitly grouped by corporations to act on (or by means of) them (e.g. governing employees or ease their job or practice by grouping them in areas of interest). Each group has a single organizational goal, called mission (governing boards are groups of ex-

6http://ewh.ieee.org/cmte/psace/CAMS_taskforce/index.htm
“Membership Formality”
The formality of a WG is established and acknowledged by an explicit organizational sponsor which establishes both the operative goals of the workgroup and the expected outcomes of each effort track it must be involved in.

“Members Cohesion”
Cohesion practices within the WG must be well defined to allow its productivity to remain high. Besides establishing goals for the WG, the organizational sponsor should also define requirements that the WG must adhere to, in order to operate exactly on the issues it is targeted to issue. Both requirements and goals maintain the cohesion of members high.

4.1.4. Teams. Teams are specifically assembled sets of people with a diversified and complementary set of skills. They always pursue an organizational goal with clear-cut procedures and activities. Finally, all project teams exhibit a longevity which is bound to a project or product. Here follow detailed definitions.

(13) Project Teams (PT): The key differentiating attribute for PTs is their longevity, tied to a specific project (i.e. the attribute “longevity” is a differentiator to identify PTs). Their defining attributes are in Table XV. In [Lindkvist 2005], the authors provide a general definition of PTs with the following words: “[PTs are] temporary organizations or project groups within firms [that] consist of people, most of whom have not met before, who have to engage in swift socialization and carry out a pre-specified task within set limits as to time and costs. Moreover, they comprise a mix of individuals with highly specialized competences, making it difficult to establish shared understandings or a common knowledge base”. PTs are made by people with complementary skills who work together to achieve a common purpose for which they are accountable. They are enforced by their organization and follow specific strategies or organizational guidelines (e.g. time-to-market, effectiveness, low-cost, etc.). Their final goal is delivery of a product or service which responds to the requirements provided. Compared to the other OSSs, PTs are the most formal type, comparable (in terms of formality) only to the formal groups type (of which it is an instance and from which they are picked). PTs are defined as strict and single-minded aggregates of people, (closely) collaborating on well-defined reification tasks (i.e. tasks which produce a tangible artifact which justifies their effort). Within software engineering, PTs are constantly used as the basic logical unit for software production.
Formal groups are appointed within an organization and always carry an organizational goal (e.g. coordination, performance, evaluation, etc.). The official status of members is formal since the organization appoints each member upon joining the organization or division. A formal group always establishes diverse governance practices. The most common are Routinization (e.g. fixed hang-outs or meetings, stand-up status reports, etc.); emotional management (e.g. counseling of less performant engineers, etc.); control (e.g. micro-management of development tasks, etc.); Scientific Management (e.g. management of the methods and approaches, development and promotion of best practices, etc.).

4.2. OSS Types’ Relations

The 13 types are also reported in the UML-style meta-model in Figure 2. This shows all the relations found among them. The note on top of each type carries the number of publications in which it was found.

The two most general types in the meta-model, are SNs and PTs. These two types appear at the top of the diagram. Our meta-model shows that INs and FNs are sibling types, deriving from SNs.

This indicates that research currently approaches OSSs from the two perspectives of SNs or PTs. The contact point between organizational research and social network analysis (or research in social networks) is in the CoP type, which inherits and aggregates INs. CoPs generalize four types: KCs, NoPs, WGs, SCs. LCs are at the same abstraction level as INs (probably because learning is “informal” itself), while ICs seem an intermediate type between CoPs and NoPs since they aggregate CoPs and are more specific than NoPs.

PTs are a “plug-in” type to CoPs since they are instances of FGs and aggregate into FGs (e.g. for governance), CoPs (e.g. communities of interest or interest groups) or
### Attribute in Project Teams

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>“Longevity”</td>
<td>Longevity of a project team should be limited to the project for which it was selected and assembled. The team has the chance to be reunited again for similar projects, based on performance.</td>
</tr>
<tr>
<td>“Longevity dependency graph”</td>
<td></td>
</tr>
<tr>
<td>“Knowledge Activities”</td>
<td>The knowledge activities within a project team are limited to the use in practice of what knowledge is available already or from the context (or by means of an OSS to which the project team is made a member of)</td>
</tr>
<tr>
<td>“Proficiency Diversity”</td>
<td>The proficiency diversity when selecting team members should be maintained as complementary, all project members should complete each other in terms of skills.</td>
</tr>
<tr>
<td>“Organizational Slack”</td>
<td>The organization or sponsor reserves (or should reserve) no operational slack to the project team. This means that the deadlines assigned to a certain team for a certain workpackage should be strict and ultimate.</td>
</tr>
<tr>
<td>“Organizational Goal”</td>
<td>The organizational goal of the OSS emerging in teams is that of delivering the software (piece) it is being used to develop</td>
</tr>
<tr>
<td>“Critical Success Factors”</td>
<td>Four critical success factors are stated as being at stage in project teams: creative problem solving by its members; a social network for the team and the team alone; a weak set of ties between the members of the team; a technological gate-keeper which mediates the team’s communication with the rest of the world for technical, operational or organizational issues.</td>
</tr>
<tr>
<td>“Size”</td>
<td>The size of a project team should be extremely small (i.e. never more than 5-10 elements) and localized.</td>
</tr>
<tr>
<td>“Creation Process”</td>
<td>The creation process of project teams should be formal and operated by the organization or organizational sponsor.</td>
</tr>
<tr>
<td>“Members Cohesion”</td>
<td>Milestone-based and social-closeness based cohesion practices should be adopted to properly nurture the teams’ operation.</td>
</tr>
<tr>
<td>“Members Previous Experience”</td>
<td>Previous experience of members should be cross-functional.</td>
</tr>
</tbody>
</table>

Table XV: PT Defining Attributes.

<table>
<thead>
<tr>
<th>(a)</th>
<th>(b)</th>
<th>(c)</th>
</tr>
</thead>
<tbody>
<tr>
<td>CoP</td>
<td>IN</td>
<td>NoP</td>
</tr>
<tr>
<td>NoP</td>
<td>CoP</td>
<td>CoP</td>
</tr>
<tr>
<td></td>
<td></td>
<td>PT</td>
</tr>
</tbody>
</table>

Fig. 3. OSS patterns found

NoPs (in case of virtualization of teams, as in global software engineering). Finally, PSCs are specific instances of NoPs (e.g. focused on a specific set of problems).

#### 4.3. OSS Patterns and Transitions

The OSS meta-model (see Figure 2) exhibits the recurring patterns shown in Figure 3. According to pattern (a) NoPs aggregate multiple CoPs, which can be further specialized into NoPs. Similarly, according to pattern (b), CoPs aggregate multiple INs, which can be further specialized into CoPs. Finally, pattern (c) shows that NoPs can be made of CoPs, CoPs themselves can be made of PTs and finally, NoPs can be a specific type of PTs (i.e. virtual teams).

#### 4.4. Additional Generic Attributes

In addition to OSS defining attributes (contained in the definition of specific OSS types), we found 15 attributes which are applicable to all OSSs. The following enu-
meration distinguishes between attributes internal to OSSs (beginning with “OSS:: ”) and attributes which belong to the environment or context of an OSS (beginning with “Context:: ”).

1. **OSS::lifecycle**: the (planned) steps that the OSS is expected to go through during its lifespan. The Software Process’ intermediate steps constitute the lifecycle of the software engineering OSS.

2. **OSS::lifespan**: the projected length of time within which the OSS is considered operational. The planned time-to-market of a software being engineered (in addition to its operational expectance-of-life) is the lifespan of a software engineering OSS.

3. **OSS::Goals**: the aims that the OSS is going to work towards. These are either emergent, or enforced through an organizational sponsor. The delivery of a software product meeting all the stakeholders requirements and within their specific constraints constitutes the goal of a software engineering OSS.

4. **OSS::Barriers**: impediments, physical or otherwise, which hinder the operations of OSSs. Governance practices can tackle these barriers through barrier mitigation mechanisms. Time and distances in software engineering are instances of OSS barriers.

5. **OSS::Governance Practices**: activities which create, decide upon, steer or enforce organizational issues in OSSs. Deciding brand and structure of workbenches for every developer and arranging together available developers into development units are governance practices in software engineering OSSs.

6. **OSS::Critical Success Factors**: factors which are necessary to achieve successfully the goals established for the OSS within the boundaries of its projected lifespan and following the enforced governance practices. 24/7 availability in fault-tolerant systems are instances of critical success factors in software engineering of critical systems OSSs.

7. **OSS::Management Practices**: practices which are specifically aimed at the management of resources, physical or otherwise, which are part of the OSS (e.g. history, version-tracking, inventory, etc.). Deciding which team should carry out which tasks is a management decision. Using round-the-clock productivity as a guideline for this decision is a management practice in global software engineering OSSs.

8. **OSS::Knowledge Repositories**: the types of repositories found in literature. Different types may be employed together to achieve a compounding effect increasing capabilities. A wiki containing documents and codebases for a software engineering effort is a Knowledge Repository in software engineering OSSs.

9. **Context::Barrier Mitigation Mechanisms**: mechanisms are used as part of governance practices by the management of OSSs in order to mitigate barriers to its proper function. Risk engineering practices in software engineering OSSs are barrier mitigation mechanisms.

10. **Context::Trust**: the types of trust discussed in literature, which are specifically relevant to OSSs. Privacy maintenance and measurement between outsourced and outsourcer partners are indicative of the level of trust between partners in software engineering OSSs.

11. **Context::Openness**: the degree to which the context of an OSS and the OSS itself are open to information transfer and interchange. Information interchange between external communities and the software engineering project team in a project is its degree of openness (e.g. fully open in Open-Source communities).

12. **Context::Changes**: events which alter the context of an OSS and to which the OSS reacts, either explicitly or implicitly. Test-engines turn-over is a context change in a software engineering OSS.
(13) **Context::Boundary Crossing Practices**: practices that OSSs adopt to exchange information among each other, through boundary objects, e.g. their communication or interacting protocols count as boundary crossing practices.

(14) **Context::Boundary Objects**: the objects that can be used to actuate knowledge transfer between and across OSSs. Technological gateways such as people which explicitly interchange design information between two development sites are instances of boundary objects in software engineering OSSs.

(15) **Context::Organizational Culture**: the practices that OSS use in order to pursue internal integration (i.e. governance of members, resources, etc.) as well as external adaptations (actions on the context, knowledge transfer, etc.). Allowing 1 hour sleep after lunch to increase software designers’ productivity in the afternoon is part of the organizational culture of Google’s (software engineering) OSS.

Given their number, all the possible attribute values we found are available online (for a link, see the Appendix).

In addition, Figure 4 captures attribute dependencies in a UML class-diagram. The diagram can be used to choose additional attributes as needed, based on the impact each attribute has on the other ones. On the diagram, the labels (following the same scheme defined in section 4.1) allow traceability on raw data (available online). 4 out of 15 attributes are not dependent on any of the 15, they appear at the bottom of Figure 4 in grey. 14 relations are present:

1) “BoundaryObject” is dependent on “KnowledgeRepository” since the choice of a boundary object influences the presence (or operation of) a knowledge repository. For example, a boundary object can often be used as a knowledge repository (e.g. a forum or wiki, such as in open-source forges).
(2) “KnowledgeRepository” is dependent on “GovernancePractices” since the presence of a repository influences governance, e.g. by limiting which practices can be applied and how.

(3) “GovernancePractice” is dependent on “CriticalSuccessFactors” of OSSs since governance is the prime activity through which an OSS’s success can be established and steered. For example, a corporation can adopt many-eyes phenomena to govern the success of its best-practices development workgroup.

(4) “GovernancePractice” is also dependent on “Barrier” since many governance mechanisms are specifically designed to tackle specific difficulties (e.g. redundancy matrix for employee skills in mission-critical systems).

(5) “GovernancePractice” is also dependent on “OrganizationalCulture” since many governance practices are usually part of the established organizational procedures in a (large) corporation.

(6) “Barrier” is dependent on “OrganizationalCulture” since many barriers are intrinsic of the domain or culture in certain organizations. For example, highly formal communities (e.g. formal methods) tend to exhibit “xenophobic” attitudes towards radically new ideas.

(7) “Barrier” is also dependent on “BoundaryCrossing” and “ContextOpenness”. The (im-)possibility of exchanging information with external environments, or in fully-closed contexts, can become a barrier. For example, consider security-critical systems such as Signal-Intelligence processing networks (e.g. the Echelon sensor array): these may be left unaware of critical failures in certain procedures or devices, given their “eyes-only” policies.

(8) “OrganizationalCulture” is dependent on “Trust” and vice versa. For example, the effectiveness of organizational procedures and culture in organizations often depend on the degree of “loyalty” (which is a type of Trust) from its employees. Conversely, the organizational stability of a company depends heavily on how much worthy of trust are its premises and promises.

(9) “Trust” is dependent on “ManagementPractices” since many of these practices are studied specifically to increase and maintain the level of trust in employees (e.g. informal leadership).

(10) “ManagementPractices” are dependent on “Lifecycle” since these practices steer and maintain the lifecycle of an OSS and, conversely, the healthy lifecycle of an OSS depends heavily on the management practices adopted. For example, a business-critical system in need of strict time-to-market constraints needs specific management practices such as extreme coordination, live integration and testing coordination, etc.

Remarkably, four attributes are not related to any, namely: “Barrier Mitigation Mechanisms”, “OSS Context Changes”, “Goals”, and “Lifespan”. Investigating further in the literature, we found they influence (either directly or indirectly) all remaining additional attributes and therefore are not explicitly related to any.

5. USAGE, IMPLICATIONS AND THREATS TO VALIDITY

This section discusses our results, their exploitation and their implications. Finally, we discuss threats to validity and mitigating mechanisms we adopted.

5.1. Discussion of Results

Several authors suggest that OSSs have three key functions in software engineering: representation of knowledge, management of roles among partners, and communication patterns [Hannoun et al. 2000; Horling and Lesser 2004; Isern et al. 2011; Seidita et al. 2010; Fox 1988]. We used these research segments as parameters to analyze
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<table>
<thead>
<tr>
<th>Knowledge Representation</th>
<th>Roles/Partnership Management</th>
<th>Communication Patterns</th>
</tr>
</thead>
<tbody>
<tr>
<td>Communities</td>
<td>Communities are ideal mechanisms to achieve shared-understanding. This makes them also ideal to study community-based knowledge representations. Works in this direction can already be found, e.g., in [Hepp et al. 2006] and [Debruyne et al. 2010], where authors adopt a community-based approach to evolution of models.</td>
<td>Communities are (explicitly or implicitly) dependent on situatedness [Soekijad et al. 2004]. Consequently they have limited effectiveness in global partnerships (e.g. as a result of outsourcing) which force distance into the equation [Herbsleb and Mockus 2003]. This is consistent with results from [Cusick and Prasad 2006].</td>
</tr>
<tr>
<td>Networks</td>
<td>Networks can be differentiated by level of formality, goals and member-centricity. Studying these parameters and their relations, more accurate and expressive knowledge representations can be devised. For example, semantic tools are now used to support individuals and formal networks alike (e.g. [Oren et al. 2006; Monticolo and Gomes 2011]). Studying these networks, semantic wikis and ontologies could be adapted to the community needs and attributes.</td>
<td>Networks are mechanisms that connect people across many distances (e.g. space, time, culture, biases, etc.). They are ideal mechanisms to support global partnerships, since their attributes can be customized to fit exactly with partnerships’ characteristics. For example, a network with high formality could connect a formal alliance between global offshore partners(e.g. as suggested in [Cusick and Prasad 2006]). Conversely informal networks could connect informal cooperations of professionals, e.g. in global Scrum-of-Scrums scenarios [Karolak 1999].</td>
</tr>
<tr>
<td>Groups</td>
<td>Groups are tightly knit and interrelated sets of people [Hustad 2007; Cummings 2004]. Hence, their attributes restrict their uses to the study of knowledge representations for specific domain areas. For example, studying the IFIP Workgroup 2.10 on software architecture (e.g shared understanding, cohesion practices, formality, etc.) practitioners could design adaptable knowledge representation mechanisms for software architectures.</td>
<td>Again, groups are commonly associated with tightness of relations. This makes them ideal for governance of collaborated people in global partnerships (e.g. groups in a single site, as suggested in [Cusick and Prasad 2006]).</td>
</tr>
<tr>
<td>Teams</td>
<td>Teams are instances of groups which are time-bound and focused on a specific objective (e.g. the delivery of a product). We found that these attributes make them unreliable sources of information for knowledge representation since each instance is different and cannot be generalized.</td>
<td>Our literature comes from many fields, including software engineering. In software engineering, project-teams have very-well defined connotation but are configured ad-hoc to match the development problem. A better definition of teams would not be beneficial for roles and partnerships management, since teams still need to be configured ad-hoc, to match the development problem (e.g. to include offshore).</td>
</tr>
</tbody>
</table>

Table XVI: meta-types comparison according to key parameters from literature

Meta-types found. In addition, we discuss the practical exploitation of our results in these research segments. Finally, we discuss the exploitation of our results within the software engineering lifecycle. Table XVI summarizes our observations.

5.1.1. Exploitation in Knowledge Representation. In the domain of knowledge representation and reasoning, the results’ have great potential for application. First, the 13 OSS types we provide could be used as a map to build or monitor collective-intelligence systems (e.g. ontology- and community-based crowd-sourcing applications [Lin et al. 2009]). Because collective-intelligence is an emergent property of OSSs, practitioners could study their OSS requirements and compare them to our definitions, to deter-
mine the best fit OSS type. Moreover, many community-based approaches to ontology engineering and evolution (e.g. [Hepp et al. 2006] and [Debruyne et al. 2010]) could benefit from the OSS profiles we offer, since these could be used as reference models (e.g. the relations we have found among OSS types could be used as patterns to integrate multiple OSS types). In addition, the OSS definitions we provide could be used as a framework to evaluate the expressivity [Tobies 2001] in community-support systems (e.g. social networking technologies designed for specific community types [Sintek et al. 2007]).

As a practical example of the above discussions, consider the Forge Ontology Proposal (FOP). Forges are collaborative communities of open-source software development. To develop FOP, the community around it could observe real-life forges (e.g. SourceForge) and identify the communities present, using our OSS models as a reference. By putting together the type requirements and attributes of communities found, the FOP initiative could develop a collaborative ontology based on empirical evidence. In addition, FOP authors could validate its applicability in practice by comparing it to practical examples of the communities it was inspired from (e.g. a CoP or NoP in software development).

5.1.2. Exploitation in Partnerships or Communication Management. We analyzed further in the primary studies, the patterns introduced in Section 4.3. We found that their usage can be twofold.

The first usage helps companies understanding, triggering and supporting organizational change (e.g. new partnerships or change in role). We observed that the specialization association between OSS types corresponds to a transition of a certain OSS (e.g. a CoP) into a more specialized OSS (e.g. a NoP). For example, connecting multiple local CoPs on a distributed network corresponds to adding the attribute “geolocalization”, and hence specializing CoPs into a NoP. This indicates some kind of transition of an existing OSS into another type, possibly due to evolving organizations, partnerships, business strategies, or customers. We made the same observation for the remaining two patterns: in each pattern the aggregating type transforms into the specializing one.

The three patterns can be combined together, since they involve a common type, CoPs. The diagram in Figure 5 merges the transitions together (the transition label indicates the number of times it was found in literature). We observed a practical example of this transition system in one of our industrial research partners, the Architecture Group at Logica, which includes practicing software architects from diverse project teams.

The second usage of the OSS patterns in Figure 3 concerns how, based on empirical evidence, OSS types can be combined together effectively. We found the aggregation patterns in Figure 3 can be both within and across organizations. The former is when specific community types (e.g. CoPs) are combined with other types (e.g. NoPs) to in-

---

Footnotes:
2 http://www.logica.com

crease communication and organizational efficiency. The latter is when organizations combine (pieces of) communities (e.g. indoor software architecture CoPs) to partner on specific projects. Therefore, a company can identify its OSS type (by analyzing its attributes) and find (through the patterns) other OSSs that can be aggregated effectively.

For example, Philips NL\footnote{http://www.philips.nl}, was a pioneer of collaboration with Open-source (social-)NoPs, but the process was long and costly [Torkkeli et al. 2007]. After the community was up and running, Philips NL commonly used combined expertise from its internal CoPs and its digital NoP, to join collaborations on specific projects. In Philips NL's scenario, three communities are involved: (a) the indoor software development community (CoP); (b) the open-source community sponsored by Philips (NoP) and (c) the project teams involved in cross-organizational collaborative projects (PTs). Philips' scenario matches pattern “(c)”: using details of key types involved, Philips NL could have planned the “expansion” pattern “(c)”, to speed up the process, make it explicit, or support it.

5.1.3. Exploitation in Lifecycle Management. There are many scenarios in which our results can be used during the software lifecycle.

A first possibility is during process planning, where practitioners can compare the development problem with OSS types. For example, one of the goals could be to identify the best-fit OSS.

In addition, while developing software practitioners can analyze the development OSS. One of the goals could be to understand and possibly correct the OSS status (attribute values).

The way in which OSS types can be defined suggested us a sequential process that can be used in both scenarios. In step 1, practitioners identify the type which best fits the development problem. In steps 2 and 3, defining attributes and dependency graphs are used to tailor the type to fit the development problem. In step 4, the types meta-model is used to understand relations for selected types. In step 5, additional generic attributes are used to enrich the OSS to better support its domain (e.g. using governance to overtake certain domain barriers). Finally, in step 6, the transition system is used to monitor the OSS type, predicting and supporting its state-changes. For example, in the first scenario, let us suppose that organization X needs to develop a large and concurrent ballistic-control system (i.e. a critical system). X requires a formal “MembersOfficialStatus”, since personnel background should be certified for security reasons. In step 1, the best fit OSS type for X's efforts is FN since its “MembersOfficialStatus” is fixed to a formal value. In step 2, the ballistic-control FN is characterized with another attribute, “CreationProcess”. Official status of FN members is formally acknowledged and therefore the creation process should respond to precise and formal semantics. Organization X should support these semantics explicitly (e.g. by specific ad-hoc ontologies backed by automated security checks on personal and professional background). In step 3, management of ballistic-control FN uses FNs’ dependency-graph to choose the appropriate “KnowledgeActivity”, “DegreeOfFormalization” and “ManagementPractices”. As a consequence of “MembersOfficialStatus”, some values might not be applicable. For example, the ballistic-control system should be engineered through self-contained and independent teams in the FN. It follows that “KnowledgeActivity” attribute is set to status-only, hence no cross-team collaboration is possible, and the project must be developed in self-contained work units. In step 4, management of ballistic-control FN uses types relations to exclude informal networks from the development loop. Informal networks would constitute a security risk and are organizationally incompatible with informal networks. In step 5, management of the
ballistic-control FN, further enrich it for its domain selecting emotional management as an additional governance practice. Step 6 is not applicable since we have not found any patterns linking FNs to other types. Nevertheless, during the software process, the ballistic-control FN, could accidentally move to another type in the transition system (e.g. a CoP, due to changing military policies). The OSS transition system becomes useful to understand and support further type shifts.

5.2. Observations
Two key observations were made on our results. The italic text following the observations, explains their implications.

**First Observation.** Project teams are well-defined OSS types, usually they are tailored for specific projects, but act according to clear-cut operational dynamics. According to our results, project teams are merely one of 13 OSSs observed in literature. It is remarkable how traditional software engineering has considered project teams almost exclusively. The remaining 12 flavors were left relatively unexplored for the purpose of building software. Additional research should be carried out in the usage of the remaining 12 types for software engineering. Indeed some of them could prove very efficient for specific domains. For example, the dynamics within problem solving communities and their focus on solving problems for immediate benefits could be efficient to develop safety-critical systems (e.g. health-care software) since these systems should maintain the benefit and well-being of their users. The OSS definitions and the selection mechanisms we have provided could be used as a map to explore this uncharted segment of software engineering.

**Second Observation.** Project teams and social networks are non-generalizable super-types (see Figure 2). These two types sit at the base of organizational practice. Based on how project teams and social networks are defined in literature, we observed that they represent the two extremes of an ideal classification meter for organizational social structures in software engineering. We have produced this ideal meter in the form of a two-axis diagram in Figure 6. The Figure shows project teams (PTs) at the bottom left, since they typically operate through divide-et-impera approaches, as part of closed-source software development projects. Moreover, the Figure shows social networks (SNs) at the top right, since they are typically used explicitly in open-source communities to develop software (e.g. projects part of the Linux foundation\(^\text{10}\)) also, they are evolutionary in nature, i.e. follow a more Darwinian, from-fish-to-frog approach, in which the collective pulls autonomously the single engineering tasks and the fittest contribution “survives”.

Two implications follow this observation. First, when approaching software engineering, practitioners immediately associate project teams to the process of developing software. To our knowledge, no structured process nor software engineering approach has been suggested using explicitly social networks as the basic unit of production for software, in spite of their successful use in OSS research and practice. Additional research should be carried out in “social-network centric software engineering”. In this field,

\(^{10}\)http://www.linuxfoundation.org/
domain-specific social networks are used to carry out software engineering, rather than project teams.

Second, our data was insufficient to classify the remaining 11 OSS types through the diagram in Figure 6. Such a classification could uncover the underlying relation between the two dimensions in the diagram, e.g. to understand how far these two dimensions can benefit from each other. Also, it would be interesting to investigate (in organizational research) which areas on the diagram have been charted so far and with which benefits, e.g. to support their further exploration for software engineering. The diagram in Figure 6 as well as the results presented in section 4 could be used to bootstrap such research.

5.3. Threats to validity

Based on the taxonomy in [Wohlin et al. 2000], there are four potential validity threat areas, namely: external, construct, internal, and conclusion validity.

“External Validity” concerns the applicability of the results in a more general context. Since our primary studies are obtained from a large extent of disciplines, our results and observations might be only partially applicable to the software engineering discipline, this may threaten external validity. To strengthen external-validity, we organized feedback sessions. We analyzed follow-up discussions and used this qualitative data to fine-tune our research methods, and applicability of our results. In addition, we prepared a bundle of all the raw data, all models drawn, all tables, and everything that we used to compose this paper so as to make it available to all who might want to further their understanding on our data (for links see the Appendix). We hope that this can help in making the results and our observations more explicit and applicable in practice.

“Construct Validity” and “Internal Validity” concern the generalizability of the constructs under study, as well as the methods used to study and analyze data (e.g. the types of bias involved). To mitigate these threats, we adopted formal grounded-theory methods, these were conceived to avoid bias by construction [van Niekerk and Roode 2009; Corbin and Strauss 1990; Haig 1995]. To ensure internal and construct validity even further, the initial set of codes for grounded-theory was developed by an external researcher and checked against another external reviewer which is not among the authors and not belonging to the software engineering field. In addition we applied grounded-theory in two rounds: (a) first the primary studies were split across a group of students, to apply grounded theory; (b) in the second round one of the authors re-executed a blind grounded-theory on the full primary studies set. When both rounds were finished, both grounded-theories were analyzed evenly to construct a unique theory. When disagreement between the two samples was found, a session was organized with students researchers and supervisors to examine the samples and check them against literature.

“Conclusion Validity” concerns the degree to which our conclusions are reasonable based on our data. The logical reasoning behind our conclusions are dictated by sound analysis of the data through grounded theory and other analysis methods which try and construct theory from data rather than confirming initial hypotheses, as explained in [Haig 1995; Schreiber and Carley 2004]. Moreover, all the conclusions in this paper were drawn by three researchers and double-checked against data, primary papers or related studies.

6. CONCLUSIONS

We conducted a systematic literature review based on grounded theory, to obtain a definition and comparison of OSSs. With reference to Section 3.1, we set out to answer the following research questions:
(1) what types of OSSs can be distinguished in literature?
(2) what attributes can be identified for each type?

We answered our first research question with 13 OSS types elicited from literature. For each type we provided: (a) a single differentiating attribute; (b) a dependency graph; (c) a set of attributes unique to that type. Also, we compared each type with others. Moreover, we identified 15 additional attributes (and their dependencies) commonly/generally applicable to all types. This last result in addition to the defining attributes in every type, answer research question 2. Finally, we provided an OSS transition system (between key OSS types), made of patterns through which OSS types can be combined together.

Our evidence and discussions, support two key conclusions. On one hand, we observed how project teams are not the only OSS that could be used to develop software. We conclude that additional research should be carried out in exploring other OSSs for the purpose of building software. Our results could be used as a starting point for such research.

On the other hand, in this article we have described how to decide on the OSS best fitting a certain development problem (e.g. critical systems, as discussed in Section 5) rather than selecting project teams by default. Consequently, this article might serve as the first attempt to consider engineering software with an OSS-aware approach, that is, selecting and supporting the organizational structure which fits exactly with the software development problem. Indeed, the primordial stages of this discipline can be found in the emergence of un-conventional OSSs such as described in [Yamauchi et al. 2000], [Northrop et al. 2006] or, even more recently, in [Kazman and Chen 2010]. In presence of such emergent OSSs, traditional software engineering is no longer applicable [Northrop et al. 2006]. We argue that the new models, presented in reply of this software engineering disability (e.g. the “Metropolis” model in [Kazman and Chen 2010]) are hybrids of our 13 OSS flavors (e.g. SNs and NoPs, in the case of “Metropolis”). Therefore we conclude that this article serves as a first rudimental compass in this unexplored research segment, namely “OSS-aware software engineering”.

APPENDIX

ELECTRONIC APPENDIX

The electronic appendix for this article can be accessed in the ACM Digital Library.
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A. ONLINE MATERIAL

<table>
<thead>
<tr>
<th>Material</th>
<th>Location</th>
</tr>
</thead>
<tbody>
<tr>
<td>PDF with 3 appendices: 1) primary studies; 2) tables with all elicited data; 3) table containing all attributes values found.</td>
<td><a href="http://www.fileden.com/files/2012/3/7/3275239/complete.pdf">http://www.fileden.com/files/2012/3/7/3275239/complete.pdf</a></td>
</tr>
<tr>
<td>Inherited and overridden attributes for each OSS type.</td>
<td><a href="http://www.picfront.org/d/8HvW">http://www.picfront.org/d/8HvW</a></td>
</tr>
<tr>
<td>A document containing the evidence (in the form of memos) from the primary papers, used to identify transitions among OSS types.</td>
<td><a href="https://docs.google.com/document/d/1cBbb5eTV-CdiIkGBfUJ_JlqXw0MKDDVN4yGG_md-l94/edit">https://docs.google.com/document/d/1cBbb5eTV-CdiIkGBfUJ_JlqXw0MKDDVN4yGG_md-l94/edit</a></td>
</tr>
<tr>
<td>An archive containing a set of more recent primary papers, added following reviewers comments</td>
<td><a href="http://www.fileden.com/files/2012/3/7/3275239/Archive.zip">http://www.fileden.com/files/2012/3/7/3275239/Archive.zip</a></td>
</tr>
</tbody>
</table>